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A. Boy or Girl

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Those days, many boys use beautiful girls' photos as avatars in forums. So it is pretty hard to tell the gender of a user at the first glance. Last year, our hero went to a forum and had a nice chat with a beauty (he thought so). After that they talked very often and eventually they became a couple in the network.

But yesterday, he came to see "her" in the real world and found out "she" is actually a very strong man! Our hero is very sad and he is too tired to love again now. So he came up with a way to recognize users' genders by their user names.

This is his method: if the number of distinct characters in one's user name is odd, then he is a male, otherwise she is a female. You are given the string that denotes the user name, please help our hero to determine the gender of this user by his method.

**Input**

The first line contains a non-empty string, that contains only lowercase English letters — the user name. This string contains at most 100 letters.

**Output**

If it is a female by our hero's method, print "CHAT WITH HER!" (without the quotes), otherwise, print "IGNORE HIM!" (without the quotes).

**Examples**

**input**

wjmzbmr

**output**

CHAT WITH HER!

**input**

xiaodao

**output**

IGNORE HIM!

**input**

sevenkplus

**output**

CHAT WITH HER!

**Note**

For the first example. There are 6 distinct characters in "wjmzbmr". These characters are: "w", "j", "m", "z", "b", "r". So wjmzbmr is a female and you should print "CHAT WITH HER!".

#include<iostream>

#include<bits/stdc++.h>

using namespace std;

int main()

{

string s;

int c=0;

cin>>s;

sort(s.begin(),s.end());

for(int i=0;s[i]!='\0';i++)

{

if(s[i]!=s[i+1])

c+=1;

}

if((c%2)==0)

cout<<"CHAT "<<"WITH "<<"HER!"<<endl;

else

cout<<"IGNORE "<<"HIM!"<<endl;

return 0;

}

<http://codeforces.com/contest/505/problem/B>

B. Mr. Kitayuta's Colorful Graph

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Mr. Kitayuta has just bought an undirected graph consisting of *n* vertices and *m* edges. The vertices of the graph are numbered from 1 to *n*. Each edge, namely edge *i*, has a color *ci*, connecting vertex *ai* and *bi*.

Mr. Kitayuta wants you to process the following *q* queries.

In the *i*-th query, he gives you two integers — *ui* and *vi*.

Find the number of the colors that satisfy the following condition: the edges of that color connect vertex *ui* and vertex *vi* directly or indirectly.

**Input**

The first line of the input contains space-separated two integers — *n* and *m* (2 ≤ *n* ≤ 100, 1 ≤ *m* ≤ 100), denoting the number of the vertices and the number of the edges, respectively.

The next *m* lines contain space-separated three integers — *ai*, *bi* (1 ≤ *ai* < *bi* ≤ *n*) and *ci* (1 ≤ *ci* ≤ *m*). Note that there can be multiple edges between two vertices. However, there are no multiple edges of the same color between two vertices, that is, if *i* ≠ *j*, (*ai*, *bi*, *ci*) ≠ (*aj*, *bj*, *cj*).

The next line contains a integer — *q* (1 ≤ *q* ≤ 100), denoting the number of the queries.

Then follows *q* lines, containing space-separated two integers — *ui* and *vi* (1 ≤ *ui*, *vi* ≤ *n*). It is guaranteed that *ui* ≠ *vi*.

**Output**

For each query, print the answer in a separate line.

**Examples**

**input**

4 5  
1 2 1  
1 2 2  
2 3 1  
2 3 3  
2 4 3  
3  
1 2  
3 4  
1 4

**output**

2  
1  
0

**input**

5 7  
1 5 1  
2 5 1  
3 5 1  
4 5 1  
1 2 2  
2 3 2  
3 4 2  
5  
1 5  
5 1  
2 5  
1 5  
1 4

**output**

1  
1  
1  
1  
2

**Note**

Let's consider the first sample.
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* Vertex 1 and vertex 2 are connected by color 1 and 2.
* Vertex 3 and vertex 4 are connected by color 3.
* Vertex 1 and vertex 4 are not connected by any single color.

#include <cstdio>

#include <cstring>

using namespace std;

#define N 105

int head[N][N], idx;struct Edge{

int to, next;}edges[N \* 2];bool vis[N];void add(int from, int to, int color){

++idx;

edges[idx].to = to, edges[idx].next = head[from][color], head[from][color] = idx;}bool is\_connected(int u, int v, int color){

vis[u] = true;

for(int i = head[u][color]; i != 0; i = edges[i].next){

int to = edges[i].to;

if(to == v)

return true;

if(!vis[to] && is\_connected(to, v, color))

return true

;

}

return false;}int main(){

int n, m, q;

scanf("%d %d", &n, &m);

for(int i = 0; i < m; ++i){

int v1, v2, color;

scanf("%d %d %d", &v1, &v2, &color);

add(v1, v2, color);

add(v2, v1, color);

}

scanf("%d", &q);

for(int i = 0; i < q; ++i){

int u, v, ans = 0;

scanf("%d %d", &u, &v);

for(int j = 1; j <= m; ++j){

memset(vis, false, sizeof(vis));

if(is\_connected(u, v, j))

ans ++;

}

printf("%d\n", ans);

}

return 0;}

<http://codeforces.com/contest/18/problem/A>

A. Triangle

time limit per test

2 seconds

memory limit per test

64 megabytes

input

standard input

output

standard output

At a geometry lesson Bob learnt that a triangle is called right-angled if it is nondegenerate and one of its angles is right. Bob decided to draw such a triangle immediately: on a sheet of paper he drew three points with integer coordinates, and joined them with segments of straight lines, then he showed the triangle to Peter. Peter said that Bob's triangle is not right-angled, but is *almost* right-angled: the triangle itself is not right-angled, but it is possible to move one of the points exactly by distance 1 so, that all the coordinates remain integer, and the triangle become right-angled. Bob asks you to help him and find out if Peter tricks him. By the given coordinates of the triangle you should find out if it is right-angled, almost right-angled, or neither of these.

**Input**

The first input line contains 6 space-separated integers *x*1, *y*1, *x*2, *y*2, *x*3, *y*3 — coordinates of the triangle's vertices. All the coordinates are integer and don't exceed 100 in absolute value. It's guaranteed that the triangle is nondegenerate, i.e. its total area is not zero.

**Output**

If the given triangle is right-angled, output RIGHT, if it is almost right-angled, output ALMOST, and if it is neither of these, output NEITHER.

**Examples**

**input**

0 0 2 0 0 1

**output**

RIGHT

**input**

2 3 4 5 6 6

**output**

NEITHER

**input**

-1 0 2 0 0 1

**output**

ALMOST

#include<stdio.h>

int ans(int x1,int y1,int x2,int y2,int x3,int y3);

int main()

{

int a1,a2,b1,b2,c1,c2;

while(scanf("%d %d %d %d %d %d",&a1,&a2,&b1,&b2,&c1,&c2)!=EOF)

{

if(ans(a1,a2,b1,b2,c1,c2)==1)printf("RIGHT\n");

else

{

int ta,tb,flag=0;

ta=a1+0;

tb=a2+1;

if(ans(ta,tb,b1,b2,c1,c2)==1)flag=1;

ta=a1+1;

tb=a2+0;

if(ans(ta,tb,b1,b2,c1,c2)==1)flag=1;

ta=a1-1;

tb=a2+0;

if(ans(ta,tb,b1,b2,c1,c2)==1)flag=1;

ta=a1+0;

tb=a2-1;

if(ans(ta,tb,b1,b2,c1,c2)==1)flag=1;

ta=b1+1;

tb=b2+0;

if(ans(ta,tb,a1,a2,c1,c2)==1)flag=1;

ta=b1-1;

tb=b2+0;

if(ans(ta,tb,a1,a2,c1,c2)==1)flag=1;

ta=b1+0;

tb=b2+1;

if(ans(ta,tb,a1,a2,c1,c2)==1)flag=1;

ta=b1+0;

tb=b2-1;

if(ans(ta,tb,a1,a2,c1,c2)==1)flag=1;

ta=c1+1;

tb=c2+0;

if(ans(ta,tb,a1,a2,b1,b2)==1)flag=1;

ta=c1+0;

tb=c2+1;

if(ans(ta,tb,a1,a2,b1,b2)==1)flag=1;

ta=c1-1;

tb=c2+0;

if(ans(ta,tb,a1,a2,b1,b2)==1)flag=1;

ta=c1+0;

tb=c2-1;

if(ans(ta,tb,a1,a2,b1,b2)==1)flag=1;

if(flag==1)printf("ALMOST\n");

else printf("NEITHER\n");

}

}

}

int ans(int x1,int y1,int x2,int y2,int x3,int y3)

{

int a,b,c;

a=(x1-x2)\*(x1-x2)+(y1-y2)\*(y1-y2);

b=(x1-x3)\*(x1-x3)+(y1-y3)\*(y1-y3);

c=(x3-x2)\*(x3-x2)+(y3-y2)\*(y3-y2);

if(a==0||b==0||c==0) return 0;

if(a+b==c||a+c==b||b+c==a) return 1;

else return 0;

}

<http://codeforces.com/contest/610/problem/A>

A. Pasha and Stick

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Pasha has a wooden stick of some positive integer length *n*. He wants to perform exactly three cuts to get four parts of the stick. Each part must have some positive integer length and the sum of these lengths will obviously be *n*.

Pasha likes rectangles but hates squares, so he wonders, how many ways are there to split a stick into four parts so that it's possible to form a rectangle using these parts, but is impossible to form a square.

Your task is to help Pasha and count the number of such ways. Two ways to cut the stick are considered distinct if there exists some integer *x*, such that the number of parts of length *x* in the first way differ from the number of parts of length *x* in the second way.

**Input**

The first line of the input contains a positive integer *n* (1 ≤ *n* ≤ 2·109) — the length of Pasha's stick.

**Output**

The output should contain a single integer — the number of ways to split Pasha's stick into four parts of positive integer length so that it's possible to make a rectangle by connecting the ends of these parts, but is impossible to form a square.

**Examples**

**input**

6

**output**

1

**input**

20

**output**

4

**Note**

There is only one way to divide the stick in the first sample {1, 1, 2, 2}.

Four ways to divide the stick in the second sample are {1, 1, 9, 9}, {2, 2, 8, 8}, {3, 3, 7, 7} and {4, 4, 6, 6}. Note that {5, 5, 5, 5} doesn't work.

#include <iostream>

#include<string.h>

#include<algorithm>

#include<cmath>

#include<string>

using namespace std;

int main()

{

long long int m=0,n=0,l=1,y,z,x=0,s=0,i,j=0,k,a[110];

cin>>n;

if(n%2==0)

cout<<(n-2)/4;

else

cout<<0;

// your code goes here

return 0;

}

<http://codeforces.com/contest/604/problem/A>

A. Uncowed Forces

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Kevin Sun has just finished competing in Codeforces Round #334! The round was 120 minutes long and featured five problems with maximum point values of 500, 1000, 1500, 2000, and 2500, respectively. Despite the challenging tasks, Kevin was uncowed and bulldozed through all of them, distinguishing himself from the herd as the best cowmputer scientist in all of Bovinia. Kevin knows his submission time for each problem, the number of wrong submissions that he made on each problem, and his total numbers of successful and unsuccessful hacks. Because Codeforces scoring is complicated, Kevin wants you to write a program to compute his final score.

Codeforces scores are computed as follows: If the maximum point value of a problem is *x*, and Kevin submitted correctly at minute *m*but made *w* wrong submissions, then his score on that problem is ![http://codeforces.com/predownloaded/d6/7f/d67fcf29c2911addc12151730c2edc148d49e425.png](data:image/png;base64,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). His total score is equal to the sum of his scores for each problem. In addition, Kevin's total score gets increased by 100 points for each successful hack, but gets decreased by 50 points for each unsuccessful hack.

All arithmetic operations are performed with absolute precision and no rounding. It is guaranteed that Kevin's final score is an integer.

**Input**

The first line of the input contains five space-separated integers *m*1, *m*2, *m*3, *m*4, *m*5, where *mi* (0 ≤ *mi* ≤ 119) is the time of Kevin's last submission for problem *i*. His last submission is always correct and gets accepted.

The second line contains five space-separated integers *w*1, *w*2, *w*3, *w*4, *w*5, where *wi* (0 ≤ *wi* ≤ 10) is Kevin's number of wrong submissions on problem *i*.

The last line contains two space-separated integers *hs* and *hu* (0 ≤ *hs*, *hu* ≤ 20), denoting the Kevin's numbers of successful and unsuccessful hacks, respectively.

**Output**

Print a single integer, the value of Kevin's final score.

**Examples**

**input**

20 40 60 80 100  
0 1 2 3 4  
1 0

**output**

4900

**input**

119 119 119 119 119  
0 0 0 0 0  
10 0

**output**

4930

**Note**

In the second sample, Kevin takes 119 minutes on all of the problems. Therefore, he gets ![http://codeforces.com/predownloaded/0e/49/0e49cb6d40f25167bc56beffa082e8e4a70e0b4e.png](data:image/png;base64,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) of the points on each problem. So his score from solving problems is ![http://codeforces.com/predownloaded/68/eb/68eb1da869a3d1ab583bcc170730a2e00e4700ba.png](data:image/png;base64,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). Adding in 10·100 = 1000points from hacks, his total score becomes 3930 + 1000 = 4930.

#include<bits/stdc++.h>

#include <algorithm>

#include<vector>

#include<list>

#include<utility>

#include<map>

#include<set>

#include<stack>

#include<queue>

#define ll long long int

#define fill(a,v) memset(a,v,sizeof a)

#define FORN(i, n) for(i = 0; i < n; i++)

#define mp make\_pair

#define pb push\_back

#define s(a) sort(a.begin(),a.end())

#define sa(a,n) sort(a,a+(n))

#define ff first

#define ss second

#define elif else if

using namespace std;

ll i,j,n;

int main()

{

ll m[5];

for(i=0;i<5;i++)

cin>>m[i];

ll x;

ll sum=0;

ll pt[5]={500,1000,1500,2000,2500};

for(i=0;i<5;i++)

{

cin>>x;

sum+=max((3\*pt[i])/10,((250-m[i])\*(pt[i]/250)-50\*x));

}

ll hs,hu;

cin>>hs>>hu;

ll ans=sum+hs\*100-hu\*50;

cout<<ans;

return 0;

}

<http://codeforces.com/contest/743/problem/C>

C. Vladik and fractions

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Vladik and Chloe decided to determine who of them is better at math. Vladik claimed that for any positive integer *n* he can represent fraction ![http://codeforces.com/predownloaded/7e/a3/7ea334dc5ba22c666c8f87f28a3dbd96119e1bbd.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAoCAYAAAAolAC+AAABcklEQVR42u3VzStEURjH8TuGIW95WyApqclrykJ5S5oSwkKUNEVes5G3hVKkZEVKCSXZ8AfYyEJsRGJlxX+Af8L3TM/w3GPMjI3V/OpT07nP3O4595znOs53arCATRxhDnlOhJTKxSpkoR6X2EOGXTyBAWtsEG/osIuP8YRiNVaHdyzaxZ2YR6Yaa8YHppw4soRXVMYqLMON3NUTrTAbW1hGarTCNMxiWn7/mmQMYwQ+GctHdaTiAIJIh1eetUlWypV2POMO1zI541b+4MoQ9i2Hsk8KnUT+PcE49TuyHWPZxqopTvqDRH7EIwdWxydn0RWvnLNRtEibDUijnES5LvajD11yWE3PqJVWa/rfrn4hvahAD17QoG40jgvVR0J9zbSpdZwiRRWbPXFg9ztTfC7dP5wcXGHMnqSZxCPa1FgrHmROudIwQzGTu0eRKt7AiTxvN0rCF9ZwptbazH5HPhF++a58rciMtDCdRqzIeheYgU+DTzy+B191rgAAAABJRU5ErkJggg==) as a sum of three distinct positive fractions in form ![http://codeforces.com/predownloaded/0e/20/0e203d54bfbb1cc777cf935c83d40b57e96ec58d.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAoCAYAAAD32nqhAAABUUlEQVR42u3WyytFURTH8e113UgohZBHSRh4jYRQSIryKHkMJC6ZUOSRSyllYmLgLzCSGxP/ABPlMWTCwMAf4rtP69xWx0muM1HOrz6T1W6d1t619zHGP5koxRomTYqpwip28IGNVBtEUSxesGl+mXw8hw3+bYNs1KAT7zhFLUp+2qAIy9jGCY6wjkETJsw3mQ3IHAdk0gMK82eSJi+yTgQZnlqWT805y3bMoRsF6MU4FtGAPPRgBDE06gZ1GEU/brCCZuRiHgnMoAk5WMCZXL5OhlGPAbyhSzUfwys6VG0Ctyh0C9XSbVe+FlWL93Chv0b2ce7dM7thV9jyvA8JT82OdS3X/Jffmkf0qVo57mQ0N614Qou8XMkx7KIHVKjF9iG5l0Zu7P/SpYw5JCfkJC6zRtTiuM/8hzhApZxccr+W5Kh07PM25am1yWZPo8wWPgFZvET1LDor3AAAAABJRU5ErkJggg==).

Help Vladik with that, i.e for a given *n* find three distinct positive integers *x*, *y* and *z* such that ![http://codeforces.com/predownloaded/43/6a/436aaafa23e0ed17d16e5e10aab481e508f74c7c.png](data:image/png;base64,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). Because Chloe can't check Vladik's answer if the numbers are large, he asks you to print numbers not exceeding 109.

If there is no such answer, print -1.

**Input**

The single line contains single integer *n* (1 ≤ *n* ≤ 104).

**Output**

If the answer exists, print 3 distinct numbers *x*, *y* and *z* (1 ≤ *x*, *y*, *z* ≤ 109, *x* ≠ *y*, *x* ≠ *z*, *y* ≠ *z*). Otherwise print -1.

If there are multiple answers, print any of them.

**Examples**

**input**

3

**output**

2 7 42

**input**

7

**output**

7 8 56

#include <bits/stdc++.h>

using namespace std;

#define Size(x) ((int)(x).size())

#define pb push\_back

typedef long long ll;

typedef long double ld;

typedef pair<int,int>pii;

const int INF = 1e9 + 10;

int main()

{

ios\_base :: sync\_with\_stdio(false) ,cin.tie(0) , cout.tie(0);

int n;

cin >> n;

if(n == 1) cout << -1 << endl;

else cout << n << ' ' << n+1 << ' ' << n\*(n+1) << endl;

return 0;

}

<http://codeforces.com/contest/437/problem/B>

B. The Child and Set

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

At the children's day, the child came to Picks's house, and messed his house up. Picks was angry at him. A lot of important things were lost, in particular the favorite set of Picks.

Fortunately, Picks remembers something about his set *S*:

* its elements were distinct integers from 1 to *limit*;
* the value of ![http://codeforces.com/predownloaded/00/07/00073cd13459c92696eb1000bbae20e3b5bde162.png](data:image/png;base64,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) was equal to *sum*; here *lowbit*(*x*) equals 2*k* where *k* is the position of the first one in the binary representation of *x*. For example, *lowbit*(100102) = 102, *lowbit*(100012) = 12, *lowbit*(100002) = 100002 (binary representation).

Can you help Picks and find any set *S*, that satisfies all the above conditions?

**Input**

The first line contains two integers: *sum*, *limit* (1 ≤ *sum*, *limit* ≤ 105).

**Output**

In the first line print an integer *n* (1 ≤ *n* ≤ 105), denoting the size of *S*. Then print the elements of set *S* in any order. If there are multiple answers, print any of them.

If it's impossible to find a suitable set, print -1.

**Examples**

**input**

5 5

**output**

2  
4 5

**input**

4 3

**output**

3  
2 3 1

**input**

5 1

**output**

-1

**Note**

In sample test 1: *lowbit*(4) = 4, *lowbit*(5) = 1, 4 + 1 = 5.

In sample test 2: *lowbit*(1) = 1, *lowbit*(2) = 2, *lowbit*(3) = 1, 1 + 2 + 1 = 4.

#include <bits/stdc++.h>

using namespace std;

int main()

{

int sum = 0;

int limit = 0;

vector<int> ans;

vector< pair<int, int> > s;

cin >> sum >> limit;

for (int i = limit; i > 0; --i) {

s.push\_back({i & -i, i});

}

sort(s.begin(), s.end());

for (int i = limit - 1; i >= 0; --i) {

if (s[i].first <= sum) {

sum -= s[i].first;

ans.push\_back(s[i].second);

}

}

if (sum) cout << -1 << '\n';

else {

int size = int(ans.size());

cout << size << '\n';

for (int i = 0; i < size; ++i) cout << ans[i] << ' ';

cout << '\n';

}

return 0;

}

<http://codeforces.com/contest/268/problem/B>

B. Buttons

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Manao is trying to open a rather challenging lock. The lock has *n* buttons on it and to open it, you should press the buttons in a certain order to open the lock. When you push some button, it either stays pressed into the lock (that means that you've guessed correctly and pushed the button that goes next in the sequence), or all pressed buttons return to the initial position. When all buttons are pressed into the lock at once, the lock opens.

Consider an example with three buttons. Let's say that the opening sequence is: {2, 3, 1}. If you first press buttons 1 or 3, the buttons unpress immediately. If you first press button 2, it stays pressed. If you press 1 after 2, all buttons unpress. If you press 3 after 2, buttons 3 and 2 stay pressed. As soon as you've got two pressed buttons, you only need to press button 1 to open the lock.

Manao doesn't know the opening sequence. But he is really smart and he is going to act in the optimal way. Calculate the number of times he's got to push a button in order to open the lock in the worst-case scenario.

**Input**

A single line contains integer *n* (1 ≤ *n* ≤ 2000) — the number of buttons the lock has.

**Output**

In a single line print the number of times Manao has to push a button in the worst-case scenario.

**Examples**

**input**

2

**output**

3

**input**

3

**output**

7

**Note**

Consider the first test sample. Manao can fail his first push and push the wrong button. In this case he will already be able to guess the right one with his second push. And his third push will push the second right button. Thus, in the worst-case scenario he will only need 3 pushes.

#include <iostream>

using namespace std;

int main(void)

{

int n;

cin>>n;

int sum= n\*(n+1)/2;

// n-= 2;

// if(n>0) sum+= n\*(n+1)/2;

int j;

for(int i= 2; i<n; i++){

j= n-i;

sum+= j\*(j+1)/2;

}

cout<< sum <<endl;

return 0;

}

<http://codeforces.com/contest/255/problem/A>

A. Greg's Workout

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Greg is a beginner bodybuilder. Today the gym coach gave him the training plan. All it had was *n* integers *a*1, *a*2, ..., *an*. These numbers mean that Greg needs to do exactly *n* exercises today. Besides, Greg should repeat the *i*-th in order exercise *ai* times.

Greg now only does three types of exercises: "chest" exercises, "biceps" exercises and "back" exercises. Besides, his training is cyclic, that is, the first exercise he does is a "chest" one, the second one is "biceps", the third one is "back", the fourth one is "chest", the fifth one is "biceps", and so on to the *n*-th exercise.

Now Greg wonders, which muscle will get the most exercise during his training. We know that the exercise Greg repeats the maximum number of times, trains the corresponding muscle the most. Help Greg, determine which muscle will get the most training.

**Input**

The first line contains integer *n* (1 ≤ *n* ≤ 20). The second line contains *n* integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 25) — the number of times Greg repeats the exercises.

**Output**

Print word "chest" (without the quotes), if the chest gets the most exercise, "biceps" (without the quotes), if the biceps gets the most exercise and print "back" (without the quotes) if the back gets the most exercise.

It is guaranteed that the input is such that the answer to the problem is **unambiguous**.

**Examples**

**input**

2  
2 8

**output**

biceps

**input**

3  
5 1 10

**output**

back

**input**

7  
3 3 2 7 9 6 8

**output**

chest

**Note**

In the first sample Greg does 2 chest, 8 biceps and zero back exercises, so the biceps gets the most exercises.

In the second sample Greg does 5 chest, 1 biceps and 10 back exercises, so the back gets the most exercises.

In the third sample Greg does 18 chest, 12 biceps and 8 back exercises, so the chest gets the most exercise.

#include <cstdio>

#include <algorithm>

const int N = 30;

int arr[N], n, c1, c2, c3, max;

int main()

{

scanf("%d", &n);

for (int i = 1; i <= n; i++)

{

scanf("%d", &arr[i]);

switch (i % 3)

{

case 1:

c1 += arr[i];

break;

case 2:

c2 += arr[i];

break;

case 0:

c3 += arr[i];

break;

}

}

if (std::max(c1, std::max(c2, c3)) == c1)

{

printf("chest"); return 0;

}

else if (std::max(c1, std::max(c2, c3)) == c2)

{

printf("biceps"); return 0;

}

else if (std::max(c1, std::max(c2, c3)) == c3)

{

printf("back"); return 0;

}

}

<http://codeforces.com/contest/219/problem/A>

A. k-String

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

A string is called a *k*-string if it can be represented as *k* concatenated copies of some string. For example, the string "aabaabaabaab" is at the same time a 1-string, a 2-string and a 4-string, but it is not a 3-string, a 5-string, or a 6-string and so on. Obviously any string is a 1-string.

You are given a string *s*, consisting of lowercase English letters and a positive integer *k*. Your task is to reorder the letters in the string *s*in such a way that the resulting string is a *k*-string.

**Input**

The first input line contains integer *k* (1 ≤ *k* ≤ 1000). The second line contains *s*, all characters in *s* are lowercase English letters. The string length *s* satisfies the inequality 1 ≤ |*s*| ≤ 1000, where |*s*| is the length of string *s*.

**Output**

Rearrange the letters in string *s* in such a way that the result is a *k*-string. Print the result on a single output line. If there are multiple solutions, print any of them.

If the solution doesn't exist, print "-1" (without quotes).

**Examples**

**input**

2  
aazz

**output**

azaz

**input**

3  
abcabcabz

**output**

-1

#include <bits/stdc++.h>

#define eps 1e-8

#define inf 0x3f3f3f3f

#define INF 2e18

#define LL long long

#define ULL unsigned long long

#define PI acos(-1.0)

#define pb push\_back

#define mk make\_pair

#define pii pair<int,int>

#define pLL pair<LL,LL>

#define ff first

#define ss second

#define all(a) a.begin(),a.end()

#define SQR(a) ((a)\*(a))

#define Unique(a) sort(all(a)),a.erase(unique(all(a)),a.end())

#define min3(a,b,c) min(a,min(b,c))

#define max3(a,b,c) max(a,max(b,c))

#define min4(a,b,c,d) min(min(a,b),min(c,d))

#define max4(a,b,c,d) max(max(a,b),max(c,d))

#define print freopen("out.txt","w",stdout);

int left(int n)

{

return n<<1;

}

int right(int n)

{

return (n<<1)+1;

}

namespace patch

{

template<typename T>std::string to\_string(const T&n)

{

std::ostringstream stm;

stm<<n;

return stm.str();

}

}

using namespace std;

int Set(int N,int pos)

{

return N=N | (1<<pos);

}

int reset(int N,int pos)

{

return N= N & ~(1<<pos);

}

bool check(int N,int pos)

{

return (bool)(N & (1<<pos));

}

int ii[]= {-2,-2,-3,-1,-1,+1};

int jj[]= {+1,-1,-1,-2,-3,-2};

template <typename T> inline T GCD (T a,T b )

{

a = abs(a);

b = abs(b);

while ( b )

{

a = a % b;

swap ( a, b );

}

return a;

}

template <typename T> inline T LCM(T x,T y)

{

T tp = GCD(x,y);

if( (x / tp) \* 1. \* y > 9e18) return 9e18;

return (x / tp) \* y;

}

template <typename T> inline T BigMod(T A,T B,T M)

{

T ret = 1;

while(B)

{

if(B & 1) ret = (ret \* A) % M;

A = (A \* A) % M;

B = B >> 1;

}

return ret;

}

template <typename T> inline T ModInv (T A,T M)

{

return BigMod(A,M-2,M);

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* End of template \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int a[100010],b[100010],c[100010];

int main()

{

int k,mx=0;

cin>>k;

string str;

cin>>str;

int len=str.size();

for(int i=0;i<str.size();i++)

{

a[str[i]-'a']++;

b[str[i]-'a']++;

}

for(int i=0;i<26;i++)

{

if(a[i]!=0){}

{

if(a[i]%k!=0) return cout<<-1,0;

}

}

while(len>0)

{

for(int i=0;i<26;i++)

{

if(b[i]>0){

b[i]-=a[i]/k;

for(int j=0;j<a[i]/k;j++) printf("%c",i+'a'),len--;

}

}

}

}

<http://codeforces.com/contest/41/problem/A>

A. Translation

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

The translation from the Berland language into the Birland language is not an easy task. Those languages are very similar: a berlandish word differs from a birlandish word with the same meaning a little: it is spelled (and pronounced) reversely. For example, a Berlandish word code corresponds to a Birlandish word edoc. However, it's easy to make a mistake during the «translation». Vasya translated word *s* from Berlandish into Birlandish as *t*. Help him: find out if he translated the word correctly.

**Input**

The first line contains word *s*, the second line contains word *t*. The words consist of lowercase Latin letters. The input data do not consist unnecessary spaces. The words are not empty and their lengths do not exceed 100 symbols.

**Output**

If the word *t* is a word *s*, written reversely, print YES, otherwise print NO.

**Examples**

**input**

code  
edoc

**output**

YES

**input**

abb  
aba

**output**

NO

**input**

code  
code

**output**

NO

#include <iostream>

using namespace std;

int main()

{

string s, t;

int a, b, c=0;

cin>>s;

cin>>t;

for(a=1; a<1000; a++)

{

if(s[a]=='\0')

break;

}

for(b=0; b<a; b++)

{

if(s[b]!=t[a-b-1])

{

c=1;

break;

}

else

continue;

}

if(c==1)

cout<<"NO";

else if(c==0)

cout<<"YES";

return 0;

}

<http://codeforces.com/contest/752/problem/B>

B. Santa Claus and Keyboard Check

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Santa Claus decided to disassemble his keyboard to clean it. After he returned all the keys back, he suddenly realized that some pairs of keys took each other's place! That is, Santa suspects that each key is either on its place, or on the place of another key, which is located exactly where the first key should be.

In order to make sure that he's right and restore the correct order of keys, Santa typed his favorite patter looking only to his keyboard.

You are given the Santa's favorite patter and the string he actually typed. Determine which pairs of keys could be mixed. Each key must occur in pairs **at most once**.

**Input**

The input consists of only two strings *s* and *t* denoting the favorite Santa's patter and the resulting string. *s* and *t* are not empty and have the same length, which is at most 1000. Both strings consist only of lowercase English letters.

**Output**

If Santa is wrong, and there is no way to divide some of keys into pairs and swap keys in each pair so that the keyboard will be fixed, print «-1» (without quotes).

Otherwise, the first line of output should contain the only integer *k* (*k* ≥ 0) — the number of pairs of keys that should be swapped. The following *k* lines should contain two space-separated letters each, denoting the keys which should be swapped. All printed letters must be distinct.

If there are several possible answers, print any of them. You are free to choose the order of the pairs and the order of keys in a pair.

Each letter must occur at most once. Santa considers the keyboard to be fixed if he can print his favorite patter without mistakes.

**Examples**

**input**

helloworld  
ehoolwlroz

**output**

3  
h e  
l o  
d z

**input**

hastalavistababy  
hastalavistababy

**output**

0

**input**

merrychristmas  
christmasmerry

**output**

-1

#include <bits/stdc++.h>

using namespace std;

int main(int argc, char \*argv[]){

//freopen("inp.txt", "r", stdin);

string from, to;

set<char> trues;

map<char, char> changes, res;

while(cin >> from >> to){

changes.clear();

res.clear();

trues.clear();

bool r = true;

for(int i = 0; i < from.length(); i++)

if(from[i] == to[i])

trues.insert(from[i]);

for(int i = 0; i < from.length() && r; i++)

if(from[i] != to[i]){

if(trues.find(from[i]) != trues.end()

|| trues.find(to[i]) != trues.end()){

r = false;

break;

}

else if(changes.find(from[i]) != changes.end()){

if(changes.find(to[i]) != changes.end()){

if(changes[from[i]] != to[i]){

r = false;

break;

}

}

else{

r = false;

break;

}

}

else if(changes.find(to[i]) != changes.end()){

if(changes[to[i]] != from[i]){

r = false;

break;

}

}

else{

if(changes.find(to[i]) == changes.end()){

changes[from[i]] = to[i];

changes[to[i]] = from[i];

}

}

}

if(!r){

cout << "-1" << endl;

continue;

}

for(auto v : changes){

if(res.find(v.first) != res.end() || res.find(v.second) != res.end() )

continue;

res[v.first] = v.second;

}

cout << res.size() << endl;

for(auto v : res){

cout << v.first << " " << v.second << endl;

}

}

return 0;

}

<http://codeforces.com/contest/749/problem/A>

A. Bachgold Problem

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Bachgold problem is very easy to formulate. Given a positive integer *n* represent it as a sum of **maximum possible** number of prime numbers. One can prove that such representation exists for any integer greater than 1.

Recall that integer *k* is called *prime* if it is greater than 1 and has exactly two positive integer divisors — 1 and *k*.

**Input**

The only line of the input contains a single integer *n* (2 ≤ *n* ≤ 100 000).

**Output**

The first line of the output contains a single integer *k* — maximum possible number of primes in representation.

The second line should contain *k* primes with their sum equal to *n*. You can print them in any order. If there are several optimal solution, print any of them.

**Examples**

**input**

5

**output**

2  
2 3

**input**

6

**output**

3  
2 2 2

#include<bits/stdc++.h>

using namespace std;

int main()

{

int n;

cin>>n;

if(n%2==0)

{

cout<<n/2<<endl;

for(int i=1; i<=n/2; i++)

{

cout<<2<<" ";

}

}

else

{

cout<<n/2<<endl;

for(int i=1; i<=n/2-1; i++)

{

cout<<2<<" ";

}

cout<<3;

}

return 0;

}

<http://codeforces.com/contest/722/problem/B>

B. Verse Pattern

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given a text consisting of *n* lines. Each line contains some space-separated words, consisting of lowercase English letters.

We define a syllable as a string that contains exactly one vowel and any arbitrary number (possibly none) of consonants. In English alphabet following letters are considered to be vowels: 'a', 'e', 'i', 'o', 'u' and 'y'.

Each word of the text that contains at least one vowel can be divided into syllables. Each character should be a part of exactly one syllable. For example, the word "mamma" can be divided into syllables as "ma" and "mma", "mam" and "ma", and "mamm" and "a". Words that consist of only consonants should be ignored.

The verse patterns for the given text is a sequence of *n* integers *p*1, *p*2, ..., *pn*. Text matches the given verse pattern if for each *i* from 1to *n* one can divide words of the *i*-th line in syllables in such a way that the total number of syllables is equal to *pi*.

You are given the text and the verse pattern. Check, if the given text matches the given verse pattern.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 100) — the number of lines in the text.

The second line contains integers *p*1, ..., *pn* (0 ≤ *pi* ≤ 100) — the verse pattern.

Next *n* lines contain the text itself. Text consists of lowercase English letters and spaces. It's guaranteed that all lines are non-empty, each line starts and ends with a letter and words are separated by exactly one space. The length of each line doesn't exceed 100characters.

**Output**

If the given text matches the given verse pattern, then print "YES" (without quotes) in the only line of the output. Otherwise, print "NO" (without quotes).

**Examples**

**input**

3  
2 2 3  
intel  
code  
ch allenge

**output**

YES

**input**

4  
1 2 3 1  
a  
bcdefghi  
jklmnopqrstu  
vwxyz

**output**

NO

**input**

4  
13 11 15 15  
to be or not to be that is the question  
whether tis nobler in the mind to suffer  
the slings and arrows of outrageous fortune  
or to take arms against a sea of troubles

**output**

YES

**Note**

In the first sample, one can split words into syllables in the following way:

in-tel  
co-de  
ch al-len-ge

Since the word "ch" in the third line doesn't contain vowels, we can ignore it. As the result we get 2 syllabels in first two lines and 3syllables in the third one.

#include <algorithm>

#include <bitset>

#include <cassert>

#include <cctype>

#include <climits>

#include <cmath>

#include <cstdio>

#include <cstdlib>

#include <cstring>

#include <ctime>

#include <iomanip>

#include <ios>

#include <iostream>

#include <map>

#include <queue>

#include <set>

#include <unistd.h>

#include <utility>

#include <vector>

#define dbg(args...) //fprintf(stderr, args)

#define dbc(x) cerr << x << "\n"

#define dbn(x) cerr << #x << " == " << x << "\n"

#define m(x) memset(x,0,sizeof(x))

#define m1(x) memset(x,-1,sizeof(x))

#define minf(x) memset(x,63,sizeof(x))

#define pb push\_back

#define eb emplace\_back

#define F first

#define S second

using namespace std;

typedef long long ll;

typedef pair<int,int> pii;

const int INF = 0x3f3f3f3f;

//

vector<int> v;

set<char> vo = {'a', 'e', 'i', 'o', 'u', 'y'};

int main(){

ios::sync\_with\_stdio(false);

int n; cin >> n;

for (int i=0; i<n; i++) {

int x; cin >> x;

v.pb(x);

}

string s;

getline(cin, s);

for (int i=0; i<n; i++) {

getline(cin, s);

int count = 0;

for (int j=0; j<s.size(); j++) {

if (vo.find(s[j]) != vo.end()) {

count++;

}

}

if (count != v[i]) {

cout << "NO" << endl;

return 0;

}

}

cout << "YES" << endl;

return 0;

}

<http://codeforces.com/contest/158/problem/B>

B. Taxi

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

After the lessons *n* groups of schoolchildren went outside and decided to visit Polycarpus to celebrate his birthday. We know that the *i*-th group consists of *si* friends (1 ≤ *si* ≤ 4), and they want to go to Polycarpus together. They decided to get there by taxi. Each car can carry at most four passengers. What minimum number of cars will the children need if all members of each group should ride in the same taxi (but one taxi can take more than one group)?

**Input**

The first line contains integer *n* (1 ≤ *n* ≤ 105) — the number of groups of schoolchildren. The second line contains a sequence of integers *s*1, *s*2, ..., *sn* (1 ≤ *si* ≤ 4). The integers are separated by a space, *si* is the number of children in the *i*-th group.

**Output**

Print the single number — the minimum number of taxis necessary to drive all children to Polycarpus.

**Examples**

**input**

5  
1 2 4 3 3

**output**

4

**input**

8  
2 3 4 4 2 1 3 1

**output**

5

**Note**

In the first test we can sort the children into four cars like this:

* the third group (consisting of four children),
* the fourth group (consisting of three children),
* the fifth group (consisting of three children),
* the first and the second group (consisting of one and two children, correspondingly).

There are other ways to sort the groups into four cars.

#include<bits/stdc++.h>

using namespace std;

#define fast ios\_base::sync\_with\_stdio(false)

#define bfast cin.tie(0)

#define outs(x) cout << x << " "

#define outn(x) cout << x << "\n"

#define sf scanf

#define pf printf

#define nl puts("")

#define psb push\_back

typedef long long LL;

typedef vector<int>vii;

typedef vector<LL>vll;

const int mod = 1000007;

const int high = 100003;

int ar[high];

int main()

{

fast;

int n , x , i , j , cnt=0;

while(cin >> n)

{

for(i=0; i<n; i++)

{

cin >> ar[i];

}

sort(ar , ar+n);

i=0;

j=n-1;

cnt=0;

for(i=0, j=n-1; i<=j;)

{

if(i == j)

{

cnt++;

break;

}

int def = 4 - ar[j];

if(ar[i] <= def)

{

i++;

ar[j]+=ar[i];

}

else

{

cnt++;

j--;

}

}

outn(cnt);

}

return 0;

}

<http://codeforces.com/contest/313/problem/B>

B. Ilya and Queries

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Ilya the Lion wants to help all his friends with passing exams. They need to solve the following problem to pass the IT exam.

You've got string *s* = *s*1*s*2... *sn* (*n* is the length of the string), consisting only of characters "." and "#" and *m* queries. Each query is described by a pair of integers *li*, *ri* (1 ≤ *li* < *ri* ≤ *n*). The answer to the query *li*, *ri* is the number of such integers *i* (*li* ≤ *i* < *ri*), that *si* = *si*+ 1.

Ilya the Lion wants to help his friends but is there anyone to help him? Help Ilya, solve the problem.

**Input**

The first line contains string *s* of length *n* (2 ≤ *n* ≤ 105). It is guaranteed that the given string only consists of characters "." and "#".

The next line contains integer *m* (1 ≤ *m* ≤ 105) — the number of queries. Each of the next *m* lines contains the description of the corresponding query. The *i*-th line contains integers *li*, *ri* (1 ≤ *li* < *ri* ≤ *n*).

**Output**

Print *m* integers — the answers to the queries in the order in which they are given in the input.

**Examples**

**input**

......  
4  
3 4  
2 3  
1 6  
2 6

**output**

1  
1  
5  
4

**input**

#..###  
5  
1 3  
5 6  
1 5  
3 6  
3 4

**output**

1  
1  
2  
2  
0

#include<iostream>

using namespace std;

int main()

{

string s;

cin>>s;

int n = s.length(),i;

bool arr[n] = {0};

for(i=0;i<n-1;i++)

{

if(s[i]==s[i+1])

arr[i]=1;

}

int m,l,r,ans,j;

cin>>m;

int sum[n];

int cur\_sum=0;

for(i=0;i<n;i++)

{

cur\_sum += arr[i];

sum[i]=cur\_sum;

}

// for(i=0;i<n;i++)

// cout<<sum[i];

for(i=0;i<m;i++)

{

ans=0;

cin>>l>>r;

if(l==1)

cout<<sum[r-2]<<endl;

else

cout<<(sum[r-2]-sum[l-2])<<endl;

}

}

<http://codeforces.com/contest/752/problem/C>

C. Santa Claus and Robot

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Santa Claus has Robot which lives on the infinite grid and can move **along its lines**. He can also, having a sequence of *m* points *p*1, *p*2, ..., *pm* with integer coordinates, do the following: denote its initial location by *p*0. First, the robot will move from *p*0 to *p*1 along one of the shortest paths between them (please notice that since the robot moves only along the grid lines, there can be several shortest paths). Then, after it reaches *p*1, it'll move to *p*2, again, choosing one of the shortest ways, then to *p*3, and so on, until he has visited all points in the given order. Some of the points in the sequence may coincide, in that case Robot will visit that point several times according to the sequence order.

While Santa was away, someone gave a sequence of points to Robot. This sequence is now lost, but Robot saved the protocol of its unit movements. Please, find the minimum possible length of the sequence.

**Input**

The first line of input contains the only positive integer *n* (1 ≤ *n* ≤ 2·105) which equals the number of unit segments the robot traveled. The second line contains the movements protocol, which consists of *n* letters, each being equal either L, or R, or U, or D. *k*-th letter stands for the direction which Robot traveled the *k*-th unit segment in: L means that it moved to the left, R — to the right, U — to the top and D — to the bottom. Have a look at the illustrations for better explanation.

**Output**

The only line of input should contain the minimum possible length of the sequence.

**Examples**

**input**

4  
RURD

**output**

2

**input**

6  
RRULDD

**output**

2

**input**

26  
RRRULURURUULULLLDLDDRDRDLD

**output**

7

**input**

3  
RLL

**output**

2

**input**

4  
LRLR

**output**

4

**Note**

The illustrations to the first three tests are given below.
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The last example illustrates that each point in the sequence should be counted as many times as it is presented in the sequence.

<http://codeforces.com/contest/365/problem/B>

B. The Fibonacci Segment

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You have array *a*1, *a*2, ..., *an*. Segment [*l*, *r*] (1 ≤ *l* ≤ *r* ≤ *n*) is good if *ai* = *ai*- 1 + *ai*- 2, for all *i* (*l* + 2 ≤ *i* ≤ *r*).

Let's define *len*([*l*, *r*]) = *r* - *l* + 1, *len*([*l*, *r*]) is the length of the segment [*l*, *r*]. Segment [*l*1, *r*1], is longer than segment [*l*2, *r*2], if *len*([*l*1, *r*1]) > *len*([*l*2, *r*2]).

Your task is to find a good segment of the maximum length in array *a*. Note that a segment of length 1 or 2 is always good.

**Input**

The first line contains a single integer *n* (1 ≤ *n* ≤ 105) — the number of elements in the array. The second line contains integers: *a*1, *a*2, ..., *an* (0 ≤ *ai* ≤ 109).

**Output**

Print the length of the longest good segment in array *a*.

**Examples**

**input**

10  
1 2 3 5 8 13 21 34 55 89

**output**

10

**input**

5  
1 1 1 1 1

**output**

2

#include <algorithm>

#include <assert.h>

#include <bitset>

#include <complex>

#include <ctime>

#include <fstream>

#include <iomanip>

#include <limits.h>

#include <list>

#include <map>

#include <math.h>

#include <queue>

#include <set>

#include <stack>

#include <stdio.h>

#include <string>

#include <unordered\_map>

#include <unordered\_set>

#include <utility>

#include <vector>

using namespace std;

typedef long long LL;

typedef vector<int> VI;

typedef vector<VI> VVI;

typedef vector<LL> VLL;

typedef pair<LL, LL> PLL;

typedef pair<int,int> PII;

typedef pair<int, int> PII;

typedef pair<LL, PLL> PLPLL;

typedef pair<PLL,LL> PPLLL;

typedef pair<LL, char> PLC;

typedef pair<char, char> PCC;

typedef pair<LL, VLL> PVLL;

typedef vector<PLL> VPLL;

typedef vector<PII> VPII;

typedef vector<std::string> VS;

typedef std::vector<LL>::iterator VLLitr;

#define arjun int main()

#define FOR(i, x, y) for (LL i = (x); i < (y); ++i)

#define FORC(i, x, y, in) for (LL i = (x); i < (y); i = i + in)

#define RFOR(i, x, y) for (LL i = (x); i >= (y); i--)

#define FORO(it, c) \

for (\_\_typeof((c).begin()) it = (c).begin(); it != (c).end(); it++)

#define pb(e) push\_back(e)

#define mp make\_pair

#define F first

#define S second

#define All(x) x.begin(), x.end()

#define fast \

ios\_base::sync\_with\_stdio(false); \

cin.tie(NULL);

#define PI 3.14159265

#define RESET(a, b) memset(a, b, sizeof(a))

template <typename T> T maxm(T a, T b) { return (a > b) ? a : b; }

template <typename T> T minm(T a, T b) { return (a < b) ? a : b; }

template <typename T> T power(T e, T n) {

T x = 1, p = e;

while (n) {

if (n & 1)

x = x \* p;

p = p \* p;

n >>= 1;

}

return x;

}

template <typename T> T powerm(T e, T n, T m) {

T x = 1, p = e;

while (n) {

if (n & 1)

x = (x \* p) % m;

p = (p \* p) % m;

n >>= 1;

}

return x;

}

template <typename T> T InverseEuler(T a, T m) {

return (a == 1 ? 1 : power(a, m - 2, m));

}

template <typename T> T lcm(T a, T b) { return (a \* (b / \_\_gcd(a, b))); }

string StringToUpper(string strToConvert) {

std::transform(strToConvert.begin(), strToConvert.end(), strToConvert.begin(),

::toupper);

return strToConvert;

}

string StringToLower(string strToConvert) {

std::transform(strToConvert.begin(), strToConvert.end(), strToConvert.begin(),

::tolower);

return strToConvert;

}

LL MAX = (LL)(3 \* 1e18);

LL MOD = (LL)(1e9 + 7);

#ifdef JUDGE

#include <fstream>

std::ifstream cin("input.txt");

std::ofstream cout("output.txt");

#else

#include <iostream>

using std::cin;

using std::cout;

#endif

arjun {

fast;

LL n;

cin>>n;

VLL v(n,0);

LL sum = 0;

LL hun = 0;

LL twoHun = 0;

FOR(i,0,n){

cin>>v[i];

}

LL ans = minm(n,2LL);

LL count = 0;

FOR(i,2,n){

if(v[i] == (v[i-1]+v[i-2])){

count++;

}

else{

ans = maxm(count+2,ans);

count = 0;

}

}

ans = minm(maxm(count+2,ans),n);

cout<<ans<<endl;

}

<http://codeforces.com/contest/752/problem/E>

E. Santa Claus and Tangerines

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Santa Claus has *n* tangerines, and the *i*-th of them consists of exactly *ai* slices. Santa Claus came to a school which has *k* pupils. Santa decided to treat them with tangerines.

However, there can be too few tangerines to present at least one tangerine to each pupil. So Santa decided to divide tangerines into parts so that no one will be offended. In order to do this, he can divide a tangerine or any existing part into two smaller equal parts. If the number of slices in the part he wants to split is odd, then one of the resulting parts will have one slice more than the other. It's forbidden to divide a part consisting of only one slice.

**Santa Claus wants to present to everyone either a whole tangerine or exactly one part of it** (that also means that everyone must get a positive number of slices). One or several tangerines or their parts may stay with Santa.

Let *bi* be the number of slices the *i*-th pupil has in the end. Let Santa's *joy* be the minimum among all *bi*'s.

Your task is to find the maximum possible *joy* Santa can have after he treats everyone with tangerines (or their parts).

**Input**

The first line contains two positive integers *n* and *k* (1 ≤ *n* ≤ 106, 1 ≤ *k* ≤ 2·109) denoting the number of tangerines and the number of pupils, respectively.

The second line consists of *n* positive integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 107), where *ai* stands for the number of slices the *i*-th tangerine consists of.

**Output**

If there's no way to present a tangerine or a part of tangerine to everyone, print -1. Otherwise, print the maximum possible *joy* that Santa can have.

**Examples**

**input**

3 2  
5 9 3

**output**

5

**input**

2 4  
12 14

**output**

6

**input**

2 3  
1 1

**output**

-1

**Note**

In the first example Santa should divide the second tangerine into two parts with 5 and 4 slices. After that he can present the part with 5slices to the first pupil and the whole first tangerine (with 5 slices, too) to the second pupil.

In the second example Santa should divide both tangerines, so that he'll be able to present two parts with 6 slices and two parts with 7slices.

In the third example Santa Claus can't present 2 slices to 3 pupils in such a way that everyone will have anything.

#include "bits/stdc++.h"

#define MAXN 1000009

#define INF 1000000007

#define mp(x,y) make\_pair(x,y)

#define all(v) v.begin(),v.end()

#define pb(x) push\_back(x)

#define wr cout<<"----------------"<<endl;

#define ppb() pop\_back()

#define tr(ii,c) for(typeof((c).begin()) ii=(c).begin();ii!=(c).end();ii++)

#define ff first

#define ss second

using namespace std;

typedef long long ll;

typedef pair<int,int> PII;

template<class T>bool umin(T& a,T b){if(a>b){a=b;return 1;}return 0;}

template<class T>bool umax(T& a,T b){if(a<b){a=b;return 1;}return 0;}

const int N=1e7+9;

int dp[N],n,k,arr[MAXN];

int rec(int x,int y){

if(x<y)

return 0;

if(x>=y and x<y\*2)

return 1;

int &ret=dp[x];

if(~ret)

return ret;ret=rec(x/2,y);

if(x&1)

return ret+=rec(x-x/2,y);

return ret=ret\*2;

}

bool ok(int x){

memset(dp,-1,sizeof dp);

int res=0;

for(int i=n;i>=1;i--){

res+=rec(arr[i],x);

if(res>=k)

return 1;

}

return 0;

}

int main(){

#ifndef ONLINE\_JUDGE

freopen("file.in", "r", stdin);

#endif

scanf("%d%d",&n,&k);

for(int i=1;i<=n;i++)

scanf("%d",arr+i);

sort(arr+1,arr+n+1);

if(!ok(1)){

puts("-1");

return 0;

}

int st=1,en=int(1e7);

while(st+1<en){

int mid=(st+en)>>1;

if(ok(mid))

st=mid;

else

en=mid;

}

if(ok(en))

printf("%d\n",en);

else

printf("%d\n",st);

return 0;

}

<http://codeforces.com/contest/547/problem/B>

B. Mike and Feet

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Mike is the president of country What-The-Fatherland. There are *n* bears living in this country besides Mike. All of them are standing in a line and they are numbered from 1 to *n* from left to right. *i*-th bear is exactly *ai* feet high.
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A group of bears is a non-empty contiguous segment of the line. The *size* of a group is the number of bears in that group. The *strength* of a group is the minimum height of the bear in that group.

Mike is a curious to know for each *x* such that 1 ≤ *x* ≤ *n* the maximum strength among all groups of size *x*.

**Input**

The first line of input contains integer *n* (1 ≤ *n* ≤ 2 × 105), the number of bears.

The second line contains *n* integers separated by space, *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 109), heights of bears.

**Output**

Print *n* integers in one line. For each *x* from 1 to *n*, print the maximum strength among all groups of size *x*.

**Examples**

**input**

10  
1 2 3 4 5 4 3 2 1 6

**output**

6 4 4 3 3 2 2 1 1 1

#include <iostream>

#include <cstdio>

#include <vector>

#include <algorithm>

#include <cstring>

#include <string>

#include <queue>

#include <set>

#include <map>

#include <bitset>

#include <cmath>

#include <stack>

#include <complex>

#include <ctime>

#include <unordered\_map>

#pragma comment (linker, "/STACK:256000000")

using namespace std;

const int maxN = 210000;

int n, a[maxN], l[maxN], r[maxN];

int res[maxN];

int main() {

//freopen("input.txt", "r", stdin);

//freopen("output.txt", "w", stdout);

scanf("%d", &n);

for (int i = 0; i < n; ++i) {

scanf("%d", &a[i]);

}

for (int i = 0; i < n; ++i) {

if (i == 0) {

l[i] = i;

continue;

}

int j = i - 1;

while (j >= 0 && a[j] >= a[i]) {

j = l[j] - 1;

}

l[i] = j + 1;

}

for (int i = n - 1; i >= 0; --i) {

if (i == n - 1) {

r[i] = i;

continue;

}

int j = i + 1;

while (j < n && a[j] >= a[i]) {

j = r[j] + 1;

}

r[i] = j - 1;

}

for (int i = 0; i < n; ++i) {

res[r[i] - l[i] + 1] = max(res[r[i] - l[i] + 1], a[i]);

}

for (int i = n - 1; i >= 0; --i) {

res[i] = max(res[i], res[i + 1]);

}

for (int i = 1; i <= n; ++i) {

printf("%d ", res[i]);

}

printf("\n");

return 0;

}

<http://codeforces.com/contest/747/problem/A>

A. Display Size

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

A big company decided to launch a new series of rectangular displays, and decided that the display must have exactly *n* pixels.

Your task is to determine the size of the rectangular display — the number of lines (rows) of pixels *a* and the number of columns of pixels *b*, so that:

* there are exactly *n* pixels on the display;
* the number of rows does not exceed the number of columns, it means *a* ≤ *b*;
* the difference *b* - *a* is as small as possible.

**Input**

The first line contains the positive integer *n* (1 ≤ *n* ≤ 106) — the number of pixels display should have.

**Output**

Print two integers — the number of rows and columns on the display.

**Examples**

**input**

8

**output**

2 4

**input**

64

**output**

8 8

**input**

5

**output**

1 5

**input**

999999

**output**

999 1001

**Note**

In the first example the minimum possible difference equals 2, so on the display should be 2 rows of 4 pixels.

In the second example the minimum possible difference equals 0, so on the display should be 8 rows of 8 pixels.

In the third example the minimum possible difference equals 4, so on the display should be 1 row of 5 pixels.

#include <bits/stdc++.h>

using namespace std;

int main()

{

int n, i;

cin>>n;

i = sqrt(n);

for(i ; i>0; i--)

{

if(n%i==0)

{

printf("%d %d\n", min( (n/i), i), max( (n/i), i));

return 0;

}

}

}

<http://codeforces.com/contest/375/problem/A>

A. Divisible by Seven

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You have number *a*, whose decimal representation quite luckily contains digits 1, 6, 8, 9. Rearrange the digits in its decimal representation so that the resulting number will be divisible by 7.

Number *a* doesn't contain any leading zeroes and contains digits 1, 6, 8, 9 (it also can contain another digits). The resulting number also mustn't contain any leading zeroes.

**Input**

The first line contains positive integer *a* in the decimal record. It is guaranteed that the record of number *a* contains digits: 1, 6, 8, 9. Number *a* doesn't contain any leading zeroes. The decimal representation of number *a* contains at least 4 and at most 106 characters.

**Output**

Print a number in the decimal notation without leading zeroes — the result of the permutation.

If it is impossible to rearrange the digits of the number *a* in the required manner, print 0.

**Examples**

**input**

1689

**output**

1869

**input**

18906

**output**

18690

<http://codeforces.com/contest/375/problem/D>

D. Tree and Queries

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You have a rooted tree consisting of *n* vertices. Each vertex of the tree has some color. We will assume that the tree vertices are numbered by integers from 1 to *n*. Then we represent the color of vertex *v* as *cv*. The tree root is a vertex with number 1.

In this problem you need to answer to *m* queries. Each query is described by two integers *vj*, *kj*. The answer to query *vj*, *kj* is the number of such colors of vertices *x*, that the subtree of vertex *vj* contains at least *kj* vertices of color *x*.

You can find the definition of a rooted tree by the following link: http://en.wikipedia.org/wiki/Tree\_(graph\_theory).

**Input**

The first line contains two integers *n* and *m* (2 ≤ *n* ≤ 105; 1 ≤ *m* ≤ 105). The next line contains a sequence of integers *c*1, *c*2, ..., *cn*(1 ≤ *ci* ≤ 105). The next *n* - 1 lines contain the edges of the tree. The *i*-th line contains the numbers *ai*, *bi* (1 ≤ *ai*, *bi* ≤ *n*; *ai* ≠ *bi*) — the vertices connected by an edge of the tree.

Next *m* lines contain the queries. The *j*-th line contains two integers *vj*, *kj* (1 ≤ *vj* ≤ *n*; 1 ≤ *kj* ≤ 105).

**Output**

Print *m* integers — the answers to the queries in the order the queries appear in the input.

**Examples**

**input**

8 5  
1 2 2 3 3 2 3 3  
1 2  
1 5  
2 3  
2 4  
5 6  
5 7  
5 8  
1 2  
1 3  
1 4  
2 3  
5 3

**output**

2  
2  
1  
0  
1

**input**

4 1  
1 2 3 4  
1 2  
2 3  
3 4  
1 1

**output**

4

**Note**

A subtree of vertex *v* in a rooted tree with root *r* is a set of vertices {*u* : *dist*(*r*, *v*) + *dist*(*v*, *u*) = *dist*(*r*, *u*)}. Where *dist*(*x*, *y*) is the length (in edges) of the shortest path between vertices *x* and *y*.

#include <bits/stdc++.h>

#define fast\_io ios\_base::sync\_with\_stdio(false);cin.tie(0);

#define ll long long

#define MOD 1000000001

#define PI 3.1415926535897

#define eps 0.0000001

#define INF 100000000000000000LL

#define pb push\_back

#define mp make\_pair

#define REP(i,n) for(i=0;i<n;i++)

#define FOR(i,n) for(i=1;i<=n;i++)

#define all(c) c.begin(),c.end()

#define CLEAR(a) memset(a,0,sizeof(a))

#define MINUS(a) memset(a,-1,sizeof(a))

#define pi pair<int,int>

#define pii pair<pi,int>

#define piii pair<pi,pi>

#define F first

#define S second

using namespace std;

int block\_size,timer=0,z[100001];

int cnt[100001],c[100001],col[100001],tin[100001],tout[100001];

bool visited[100001];

vector<int> g[100001];

bool comp(piii a,piii b)

{

if(a.F.F/block\_size != b.F.F/block\_size)

{

return a.F.F/block\_size<b.F.F/block\_size;

}

return a.F.S<b.F.S;

}

void add(int x)

{

cnt[z[x]]++;

c[cnt[z[x]]]++;

}

void remove(int x)

{

c[cnt[z[x]]]--;

cnt[z[x]]--;

}

void dfs(int u)

{

visited[u]=true;

tin[u]=++timer;

for(int i=0;i<g[u].size();i++)

{

int v=g[u][i];

if(!visited[v])

{

dfs(v);

}

}

tout[u]=timer;

}

int main()

{

fast\_io;

int n,i,a,b,l,r,q,lcurr,rcurr,k,ans[100001];

vector<piii> v;

cin>>n>>q;

block\_size=2\*sqrt(n);

for(i=1;i<=n;i++)

{

cin>>col[i];

}

for(i=0;i<n-1;i++)

{

cin>>a>>b;

g[a].pb(b);

g[b].pb(a);

}

dfs(1);

for(i=0;i<q;i++)

{

cin>>l>>r;

v.pb(mp(mp(tin[l],tout[l]),mp(i,r)));

}

sort(all(v),comp);

for(i=1;i<=n;i++)

{

z[tin[i]]=col[i];

}

lcurr=1;

rcurr=1;

for(i=0;i<q;i++)

{

l=v[i].F.F;

r=v[i].F.S;

k=v[i].S.S;

while(l>lcurr)

{

remove(lcurr);

lcurr++;

}

while(l<lcurr)

{

lcurr--;

add(lcurr);

}

while(r<rcurr-1)

{

remove(rcurr-1);

rcurr--;

}

while(r>=rcurr)

{

add(rcurr);

rcurr++;

}

ans[v[i].S.F]=c[k];

/\*cout<<cnt[1]<<" "<<cnt[2]<<" "<<cnt[3]<<endl;

cout<<c[0]<<" "<<c[1]<<" "<<c[2]<<endl;

cout<<"---";\*/

}

for(i=0;i<q;i++)

{

cout<<ans[i]<<"\n";

}

return 0;

}

<http://codeforces.com/contest/9/problem/A>

A. Die Roll

time limit per test

1 second

memory limit per test

64 megabytes

input

standard input

output

standard output

Yakko, Wakko and Dot, world-famous animaniacs, decided to rest from acting in cartoons, and take a leave to travel a bit. Yakko dreamt to go to Pennsylvania, his Motherland and the Motherland of his ancestors. Wakko thought about Tasmania, its beaches, sun and sea. Dot chose Transylvania as the most mysterious and unpredictable place.

But to their great regret, the leave turned to be very short, so it will be enough to visit one of the three above named places. That's why Yakko, as the cleverest, came up with a truly genius idea: let each of the three roll an ordinary six-sided die, and the one with the highest amount of points will be the winner, and will take the other two to the place of his/her dreams.

Yakko thrown a die and got Y points, Wakko — W points. It was Dot's turn. But she didn't hurry. Dot wanted to know for sure what were her chances to visit Transylvania.

It is known that Yakko and Wakko are true gentlemen, that's why if they have the same amount of points with Dot, they will let Dot win.

**Input**

The only line of the input file contains two natural numbers Y and W — the results of Yakko's and Wakko's die rolls.

**Output**

Output the required probability in the form of irreducible fraction in format «A/B», where A — the numerator, and B — the denominator. If the required probability equals to zero, output «0/1». If the required probability equals to 1, output «1/1».

**Examples**

**input**

4 2

**output**

1/2

**Note**

Dot will go to Transylvania, if she is lucky to roll 4, 5 or 6 points.

#include<bits/stdc++.h>

using namespace std;

int main()

{

int a,b,w,ww;

while(scanf("%d %d",&a,&b)==2)

{

if(a>b)

w=a;

else

w=b;

ww=7-w;

if(ww==2 || ww==4)

printf("%d/3\n", ww/2);

else if(ww==6 || ww==3)

printf("1/%d\n",6/ww);

else

printf("%d/6\n",ww );

}

return 0;

}

<http://codeforces.com/contest/118/problem/B>

B. Present from Lena

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasya's birthday is approaching and Lena decided to sew a patterned handkerchief to him as a present. Lena chose digits from 0 to *n*as the pattern. The digits will form a rhombus. The largest digit *n* should be located in the centre. The digits should decrease as they approach the edges. For example, for *n* = 5 the handkerchief pattern should look like that:

          0  
        0 1 0  
      0 1 2 1 0  
    0 1 2 3 2 1 0  
  0 1 2 3 4 3 2 1 0  
0 1 2 3 4 5 4 3 2 1 0  
  0 1 2 3 4 3 2 1 0  
    0 1 2 3 2 1 0  
      0 1 2 1 0  
        0 1 0  
          0

Your task is to determine the way the handkerchief will look like by the given *n*.

**Input**

The first line contains the single integer *n* (2 ≤ *n* ≤ 9).

**Output**

Print a picture for the given *n*. You should strictly observe the number of spaces before the first digit on each line. Every two adjacent digits in the same line should be separated by exactly one space. There should be no spaces after the last digit at the end of each line.

**Examples**

**input**

2

**output**

0  
 0 1 0  
0 1 2 1 0  
 0 1 0  
 0

**input**

3

**output**

0  
 0 1 0  
 0 1 2 1 0  
0 1 2 3 2 1 0  
 0 1 2 1 0  
 0 1 0  
 0

#include <iostream>

using namespace std;

int main()

{

int n;

cin>>n;

for (int i=0;i<=n;i++)

{

if (i>0)

{

for (int j=i;j<n;j++)

cout<<" ";

for (int j=i;j<n;j++)

cout<<" ";

for (int j=0;j<=i;j++)

cout<<j<<" ";

for (int j=0;j<i-1;j++)

cout<<i-j-1<<" ";

cout<<"0";

}

else

{

for (int j=i;j<n;j++)

cout<<" ";

for (int j=i;j<n;j++)

cout<<" ";

cout<<"0";

}

cout<<endl;

}

for (int i=n;i>0;i--)

{

if (i>1)

{

for (int j=i;j<=n;j++)

cout<<" ";

for (int j=i;j<=n;j++)

cout<<" ";

for (int j=0;j<=i-1;j++)

cout<<j<<" ";

for (int j=0;j<i-2;j++)

cout<<i-j-2<<" ";

cout<<"0";

cout<<endl;

}

else

{

for (int j=i;j<=n;j++)

cout<<" ";

for (int j=i;j<=n;j++)

cout<<" ";

cout<<"0";

}

}

return 0;

}

<http://codeforces.com/contest/731/problem/B>

B. Coupons and Discounts

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

The programming competition season has already started and it's time to train for ICPC. Sereja coaches his teams for a number of year and he knows that to get ready for the training session it's not enough to prepare only problems and editorial. As the training sessions lasts for several hours, teams become hungry. Thus, Sereja orders a number of pizzas so they can eat right after the end of the competition.

Teams plan to train for *n* times during *n* consecutive days. During the training session Sereja orders exactly one pizza for each team that is present this day. He already knows that there will be *ai* teams on the *i*-th day.

There are two types of discounts in Sereja's favourite pizzeria. The first discount works if one buys two pizzas at one day, while the second is a coupon that allows to buy one pizza during two **consecutive** days (two pizzas in total).

As Sereja orders really a lot of pizza at this place, he is the golden client and can use the unlimited number of discounts and coupons of any type at any days.

Sereja wants to order exactly *ai* pizzas on the *i*-th day while using only discounts and coupons. Note, that he will never buy more pizzas than he need for this particular day. Help him determine, whether he can buy the proper amount of pizzas each day if he is allowed to use only coupons and discounts. Note, that it's also prohibited to have any active coupons after the end of the day *n*.

**Input**

The first line of input contains a single integer *n* (1 ≤ *n* ≤ 200 000) — the number of training sessions.

The second line contains *n* integers *a*1, *a*2, ..., *an* (0 ≤ *ai* ≤ 10 000) — the number of teams that will be present on each of the days.

**Output**

If there is a way to order pizzas using only coupons and discounts and do not buy any extra pizzas on any of the days, then print "YES" (without quotes) in the only line of output. Otherwise, print "NO" (without quotes).

**Examples**

**input**

4  
1 2 1 2

**output**

YES

**input**

3  
1 0 1

**output**

NO

**Note**

In the first sample, Sereja can use one coupon to buy one pizza on the first and the second days, one coupon to buy pizza on the second and the third days and one discount to buy pizzas on the fourth days. This is the only way to order pizzas for this sample.

In the second sample, Sereja can't use neither the coupon nor the discount without ordering an extra pizza. Note, that it's possible that there will be no teams attending the training sessions on some days.

#include <iostream>

#include <cmath>

using namespace std;

int main(){

long int n;

cin >> n;

int a[n],bedehi = 0;

for(int i = 0;i < n;i++){

cin >> a[i];

}

for(int i = 0;i < n ;i++){

a[i] += bedehi;

a[i] %= 2;

if(a[i] != 0){

bedehi = -1;

a[i]--;

}

else{

bedehi = 0;

}

}

for(int i = 0;i < n ;i++){

if(a[i] != 0 || bedehi != 0){

cout << "NO";

return 0;

}

}

cout << "Yes";

return 0;

}

<http://codeforces.com/contest/339/problem/A>

A. Helpful Maths

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Xenia the beginner mathematician is a third year student at elementary school. She is now learning the addition operation.

The teacher has written down the sum of multiple numbers. Pupils should calculate the sum. To make the calculation easier, the sum only contains numbers 1, 2 and 3. Still, that isn't enough for Xenia. She is only beginning to count, so she can calculate a sum only if the summands follow in non-decreasing order. For example, she can't calculate sum 1+3+2+1 but she can calculate sums 1+1+2 and 3+3.

You've got the sum that was written on the board. Rearrange the summans and print the sum in such a way that Xenia can calculate the sum.

**Input**

The first line contains a non-empty string *s* — the sum Xenia needs to count. String *s* contains no spaces. It only contains digits and characters "+". Besides, string *s* is a correct sum of numbers 1, 2 and 3. String *s* is at most 100 characters long.

**Output**

Print the new sum that Xenia can count.

**Examples**

**input**

3+2+1

**output**

1+2+3

**input**

1+1+3+1+3

**output**

1+1+1+3+3

**input**

2

**output**

2

#include<bits/stdc++.h>

using namespace std;

int main()

{

char a[110],ans[110],temp;

int i,a1=0,a2=0,a3=0;

temp=a[0];

cin>>a;

for(i=0;i<=strlen(a);i+=2){

if(a[i]=='1') a1++;

else if(a[i]=='2') a2++;

else if(a[i]=='3') a3++;

}

for(i=0;i<2\*a1;i+=2){a[i]='1';}

for(i=2\*a1;i<2\*(a1+a2);i+=2){a[i]='2';}

for(i=2\*(a1+a2);i<2\*(a1+a2+a3);i+=2){a[i]='3';}

cout<<a;

return 0;

}

<http://codeforces.com/contest/432/problem/A>

A. Choosing Teams

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

The Saratov State University Olympiad Programmers Training Center (SSU OPTC) has *n* students. For each student you know the number of times he/she has participated in the ACM ICPC world programming championship. According to the ACM ICPC rules, each person can participate in the world championship at most 5 times.

The head of the SSU OPTC is recently gathering teams to participate in the world championship. Each team must consist of exactly three people, at that, any person cannot be a member of two or more teams. What maximum number of teams can the head make if he wants each team to participate in the world championship with the same members at least *k* times?

**Input**

The first line contains two integers, *n* and *k* (1 ≤ *n* ≤ 2000; 1 ≤ *k* ≤ 5). The next line contains *n* integers: *y*1, *y*2, ..., *yn* (0 ≤ *yi* ≤ 5), where *yi* shows the number of times the *i*-th person participated in the ACM ICPC world championship.

**Output**

Print a single number — the answer to the problem.

**Examples**

**input**

5 2  
0 4 5 1 0

**output**

1

**input**

6 4  
0 1 2 3 4 5

**output**

0

**input**

6 5  
0 0 0 0 0 0

**output**

2

**Note**

In the first sample only one team could be made: the first, the fourth and the fifth participants.

In the second sample no teams could be created.

In the third sample two teams could be created. Any partition into two teams fits.

#include<stdio.h>

#include<algorithm>

using namespace std;

int main()

{

int n,k,sum=0,cnt=0,i,j,p=0;

scanf("%d%d",&n,&k);

int a[n];

for(i=1; i<=n; i++)

{

scanf("%d",&a[i]);

}

sort(a+1,a+n+1);

for(j=1; j<=n; j++)

{

sum=a[j]+k;

//printf("djfh");

if(sum<=5)

{

p++;

sum=0;

}

else

break;

if(p==3)

{

cnt++;

p=0;

}

}

printf("%d\n",cnt);

return 0;

}

<http://codeforces.com/contest/672/problem/A>

A. Summer Camp

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Every year, hundreds of people come to summer camps, they learn new algorithms and solve hard problems.

This is your first year at summer camp, and you are asked to solve the following problem. All integers starting with 1 are written in one line. The prefix of these line is "123456789101112131415...". Your task is to print the *n*-th digit of this string (digits are numbered starting with 1.

**Input**

The only line of the input contains a single integer *n* (1 ≤ *n* ≤ 1000) — the position of the digit you need to print.

**Output**

Print the *n*-th digit of the line.

**Examples**

**input**

3

**output**

3

**input**

11

**output**

0

**Note**

In the first sample the digit at position 3 is '3', as both integers 1 and 2 consist on one digit.

In the second sample, the digit at position 11 is '0', it belongs to the integer 10.

<http://codeforces.com/contest/651/problem/A>

A. Joysticks

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Friends are going to play console. They have two joysticks and only one charger for them. Initially first joystick is charged at *a*1 percent and second one is charged at *a*2 percent. You can connect charger to a joystick only at the beginning of each minute. In one minute joystick either discharges by 2 percent (if not connected to a charger) or charges by 1 percent (if connected to a charger).

Game continues while both joysticks have a positive charge. Hence, if at the beginning of minute some joystick is charged by 1 percent, it has to be connected to a charger, otherwise the game stops. If some joystick completely discharges (its charge turns to 0), the game also stops.

Determine the maximum number of minutes that game can last. It is prohibited to pause the game, i. e. at each moment both joysticks should be enabled. It is allowed for joystick to be charged by **more than 100 percent**.

**Input**

The first line of the input contains two positive integers *a*1 and *a*2 (1 ≤ *a*1, *a*2 ≤ 100), the initial charge level of first and second joystick respectively.

**Output**

Output the only integer, the maximum number of minutes that the game can last. Game continues until some joystick is discharged.

**Examples**

**input**

3 5

**output**

6

**input**

4 4

**output**

5

**Note**

In the first sample game lasts for 6 minute by using the following algorithm:

* at the beginning of the first minute connect first joystick to the charger, by the end of this minute first joystick is at 4%, second is at 3%;
* continue the game without changing charger, by the end of the second minute the first joystick is at 5%, second is at 1%;
* at the beginning of the third minute connect second joystick to the charger, after this minute the first joystick is at 3%, the second one is at 2%;
* continue the game without changing charger, by the end of the fourth minute first joystick is at 1%, second one is at 3%;
* at the beginning of the fifth minute connect first joystick to the charger, after this minute the first joystick is at 2%, the second one is at 1%;
* at the beginning of the sixth minute connect second joystick to the charger, after this minute the first joystick is at 0%, the second one is at 2%.

After that the first joystick is completely discharged and the game is stopped.

#include<stdio.h>

#include<algorithm>

using namespace std;

int main()

{

int n,k,sum=0,cnt=0,i,j,p=0;

scanf("%d%d",&n,&k);

int a[n];

for(i=1; i<=n; i++)

{

scanf("%d",&a[i]);

}

sort(a+1,a+n+1);

for(j=1; j<=n; j++)

{

sum=a[j]+k;

//printf("djfh");

if(sum<=5)

{

p++;

sum=0;

}

else

break;

if(p==3)

{

cnt++;

p=0;

}

}

printf("%d\n",cnt);

return 0;

}

<http://codeforces.com/contest/702/problem/B>

B. Powers of Two

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given *n* integers *a*1, *a*2, ..., *an*. Find the number of pairs of indexes *i*, *j* (*i* < *j*) that *ai* + *aj* is a power of 2 (i. e. some integer *x*exists so that *ai* + *aj* = 2*x*).

**Input**

The first line contains the single positive integer *n* (1 ≤ *n* ≤ 105) — the number of integers.

The second line contains *n* positive integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 109).

**Output**

Print the number of pairs of indexes *i*, *j* (*i* < *j*) that *ai* + *aj* is a power of 2.

**Examples**

**input**

4  
7 3 2 1

**output**

2

**input**

3  
1 1 1

**output**

3

**Note**

In the first example the following pairs of indexes include in answer: (1, 4) and (2, 4).

In the second example all pairs of indexes (*i*, *j*) (where *i* < *j*) include in answer.

#include <iostream>

#include <cstdio>

#include <map>

using namespace std;

map <int,int> g;

long long a[200500],ans;

int main()

{

int n;

cin>>n;

for(int i=1; i<=n; i++)

cin>>a[i];

for (int i=1; i<=n; i++)

{

for (int j=0; j<31; j++)

{

long long k=(1LL<<j);

ans+=g[k-a[i]];

}

g[a[i]]++;

}

cout<<ans;

return 0;

}

<http://codeforces.com/contest/71/problem/A>

A. Way Too Long Words

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Sometimes some words like "localization" or "internationalization" are so long that writing them many times in one text is quite tiresome.

Let's consider a word *too long*, if its length is **strictly more** than 10 characters. All too long words should be replaced with a special abbreviation.

This abbreviation is made like this: we write down the first and the last letter of a word and between them we write the number of letters between the first and the last letters. That number is in decimal system and doesn't contain any leading zeroes.

Thus, "localization" will be spelt as "l10n", and "internationalization» will be spelt as "i18n".

You are suggested to automatize the process of changing the words with abbreviations. At that all too long words should be replaced by the abbreviation and the words that are not too long should not undergo any changes.

**Input**

The first line contains an integer *n* (1 ≤ *n* ≤ 100). Each of the following *n* lines contains one word. All the words consist of lowercase Latin letters and possess the lengths of from 1 to 100 characters.

**Output**

Print *n* lines. The *i*-th line should contain the result of replacing of the *i*-th word from the input data.

**Examples**

**input**

4  
word  
localization  
internationalization  
pneumonoultramicroscopicsilicovolcanoconiosis

**output**

word  
l10n  
i18n  
p43s

#include <iostream>

#include<cstring>

using namespace std;

int main(){

int j,n;

char a[100];

cin>>n;

while(n--){

cin>>a;

j=strlen(a);

if(j>10){

cout<<a[0]<<j-2<<a[j-1]<<endl;

}

else{

cout<<a<<endl;

}

}

return 0;

}

<http://codeforces.com/contest/266/problem/B>

B. Queue at the School

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

During the break the schoolchildren, boys and girls, formed a queue of *n* people in the canteen. Initially the children stood in the order they entered the canteen. However, after a while the boys started feeling awkward for standing in front of the girls in the queue and they started letting the girls move forward each second.

Let's describe the process more precisely. Let's say that the positions in the queue are sequentially numbered by integers from 1 to *n*, at that the person in the position number 1 is served first. Then, if at time *x* a boy stands on the *i*-th position and a girl stands on the (*i* + 1)-th position, then at time *x* + 1 the *i*-th position will have a girl and the (*i* + 1)-th position will have a boy. The time is given in seconds.

You've got the initial position of the children, at the initial moment of time. Determine the way the queue is going to look after *t* seconds.

**Input**

The first line contains two integers *n* and *t* (1 ≤ *n*, *t* ≤ 50), which represent the number of children in the queue and the time after which the queue will transform into the arrangement you need to find.

The next line contains string *s*, which represents the schoolchildren's initial arrangement. If the *i*-th position in the queue contains a boy, then the *i*-th character of string *s* equals "B", otherwise the *i*-th character equals "G".

**Output**

Print string *a*, which describes the arrangement after *t* seconds. If the *i*-th position has a boy after the needed time, then the *i*-th character *a* must equal "B", otherwise it must equal "G".

**Examples**

**input**

5 1  
BGGBG

**output**

GBGGB

**input**

5 2  
BGGBG

**output**

GGBGB

**input**

4 1  
GGGB

**output**

GGGB

#include <iostream>

#include <string>

using namespace std;

int main()

{

int a, b, c, d, e;

cin>>a>>b;

char line[50];

for(c=0; c<a; c++)

cin>>line[c];

for(d=0; d<b; d++)

{

for(e=0; e<a-1; e++)

{

if(line[e]=='B' && line[e+1]=='G')

{

swap(line[e], line[e+1]);

e++;

}

}

}

for(d=0; d<a; d++)

cout<<line[d];

return 0;

}

<http://codeforces.com/contest/227/problem/D>

D. Naughty Stone Piles

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

There are *n* piles of stones of sizes *a*1, *a*2, ..., *an* lying on the table in front of you.

During one move you can take one pile and add it to the other. As you add pile *i* to pile *j*, the size of pile *j* increases by the current size of pile *i*, and pile *i* stops existing. The cost of the adding operation equals the size of the added pile.

Your task is to determine the minimum cost at which you can gather all stones in one pile.

To add some challenge, the stone piles built up conspiracy and decided that each pile will let you add to it not more than *k* times (after that it can only be added to another pile).

Moreover, the piles decided to puzzle you completely and told you *q* variants (not necessarily distinct) of what *k* might equal.

Your task is to find the minimum cost for each of *q* variants.

**Input**

The first line contains integer *n* (1 ≤ *n* ≤ 105) — the number of stone piles. The second line contains *n* space-separated integers: *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 109) — the initial sizes of the stone piles.

The third line contains integer *q* (1 ≤ *q* ≤ 105) — the number of queries. The last line contains *q* space-separated integers *k*1, *k*2, ..., *kq*(1 ≤ *ki* ≤ 105) — the values of number *k* for distinct queries. Note that numbers *ki* can repeat.

**Output**

Print *q* whitespace-separated integers — the answers to the queries in the order, in which the queries are given in the input.

Please, do not use the %lld specifier to read or write 64-bit integers in C++. It is preferred to use the cin, cout streams or the %I64dspecifier.

**Examples**

**input**

5  
2 3 4 1 1  
2  
2 3

**output**

9 8

**Note**

In the first sample one way to get the optimal answer goes like this: we add in turns the 4-th and the 5-th piles to the 2-nd one; then we add the 1-st pile to the 3-rd one; we add the 2-nd pile to the 3-rd one. The first two operations cost 1 each; the third one costs 2, the fourth one costs 5 (the size of the 2-nd pile after the first two operations is not 3, it already is 5).

In the second sample you can add the 2-nd pile to the 3-rd one (the operations costs 3); then the 1-st one to the 3-th one (the cost is 2); then the 5-th one to the 4-th one (the costs is 1); and at last, the 4-th one to the 3-rd one (the cost is 2).

<http://codeforces.com/contest/727/problem/D>

D. T-shirts Distribution

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

The organizers of a programming contest have decided to present t-shirts to participants. There are six different t-shirts sizes in this problem: S, M, L, XL, XXL, XXXL (sizes are listed in increasing order). The t-shirts are already prepared. For each size from S to XXXLyou are given the number of t-shirts of this size.

During the registration, the organizers asked each of the *n* participants about the t-shirt size he wants. If a participant hesitated between two sizes, he could specify two neighboring sizes — this means that any of these two sizes suits him.

Write a program that will determine whether it is possible to present a t-shirt to each participant of the competition, or not. Of course, each participant should get a t-shirt of proper size:

* the size he wanted, if he specified one size;
* any of the two neibouring sizes, if he specified two sizes.

If it is possible, the program should find any valid distribution of the t-shirts.

**Input**

The first line of the input contains six non-negative integers — the number of t-shirts of each size. The numbers are given for the sizes S, M, L, XL, XXL, XXXL, respectively. The total number of t-shirts doesn't exceed 100 000.

The second line contains positive integer *n* (1 ≤ *n* ≤ 100 000) — the number of participants.

The following *n* lines contain the sizes specified by the participants, one line per participant. The *i*-th line contains information provided by the *i*-th participant: single size or two sizes separated by comma (without any spaces). If there are two sizes, the sizes are written in increasing order. It is guaranteed that two sizes separated by comma are neighboring.

**Output**

If it is not possible to present a t-shirt to each participant, print «NO» (without quotes).

Otherwise, print *n* + 1 lines. In the first line print «YES» (without quotes). In the following *n* lines print the t-shirt sizes the orginizers should give to participants, one per line. The order of the participants should be the same as in the input.

If there are multiple solutions, print any of them.

**Examples**

**input**

0 1 0 1 1 0  
3  
XL  
S,M  
XL,XXL

**output**

YES  
XL  
M  
XXL

**input**

1 1 2 0 1 1  
5  
S  
M  
S,M  
XXL,XXXL  
XL,XXL

**output**

NO

#include<bits/stdc++.h>

using namespace std;

#define fs first

#define sc second

#define MAX 100000

#define pb push\_back

#define mp make\_pair

#define INF (1LL<<61)

#define MOD 1000000007

typedef long long Int;

typedef pair<Int,Int> pii;

typedef vector<Int> vi;

typedef vector<pii> vii;

Int cnt[6]={0};

string ans[MAX+5];

map<string,Int>M={{"S",0},{"M",1},{"L",2},{"XL",3},{"XXL",4},{"XXXL",5}};

string give(Int x)

{

for (auto it=M.begin();it!=M.end();++it)

{

if (it->sc==x)

return it->fs;

}

}

struct par

{

Int c1,c2,id;

par()

{

c1=-1;

c2=-1;

}

}P[MAX+5];

bool cmp(par a,par b)

{

if (a.c1!=b.c1)

return a.c1<b.c1;

else

return a.c2<b.c2;

}

int main()

{

for (Int i=0;i<6;++i)

cin>>cnt[i];

Int n;

cin>>n;

for (Int i=0;i<n;++i)

{

string S,A,B;

cin>>S;

for (Int j=0;j<S.size();++j)

{

if (S[j]==',')

{

A=S.substr(0,j);

B=S.substr(j+1,S.size()-j-1);

}

}

if (A.size()>0)

{

P[i].c1=M[A];

P[i].c2=M[B];

}

else

P[i].c1=M[S];

P[i].id=i;

}

sort(P,P+n,cmp);

bool flag=1;

for (Int i=0;i<n;++i)

{

if (cnt[P[i].c1])

{

--cnt[P[i].c1];

ans[P[i].id]=give(P[i].c1);

}

else if (cnt[P[i].c2])

{

--cnt[P[i].c2];

ans[P[i].id]=give(P[i].c2);

}

else

{

flag=0;

break;

}

}

if (flag)

{

cout<<"YES\n";

for (Int i=0;i<n;++i)

cout<<ans[i]<<"\n";

}

else

cout<<"NO\n";

return 0;

}

<http://codeforces.com/contest/706/problem/C>

C. Hard problem

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasiliy is fond of solving different tasks. Today he found one he wasn't able to solve himself, so he asks you to help.

Vasiliy is given *n* strings consisting of lowercase English letters. He wants them to be sorted in lexicographical order (as in the dictionary), but he is not allowed to swap any of them. The only operation he is allowed to do is to reverse any of them (first character becomes last, second becomes one before last and so on).

To reverse the *i*-th string Vasiliy has to spent *ci* units of energy. He is interested in the minimum amount of energy he has to spent in order to have strings sorted in lexicographical order.

String *A* is lexicographically smaller than string *B* if it is shorter than *B* (|*A*| < |*B*|) and is its prefix, or if none of them is a prefix of the other and at the first position where they differ character in *A* is smaller than the character in *B*.

For the purpose of this problem, two equal strings nearby do not break the condition of sequence being sorted lexicographically.

**Input**

The first line of the input contains a single integer *n* (2 ≤ *n* ≤ 100 000) — the number of strings.

The second line contains *n* integers *ci* (0 ≤ *ci* ≤ 109), the *i*-th of them is equal to the amount of energy Vasiliy has to spent in order to reverse the *i*-th string.

Then follow *n* lines, each containing a string consisting of lowercase English letters. The total length of these strings doesn't exceed 100 000.

**Output**

If it is impossible to reverse some of the strings such that they will be located in lexicographical order, print  - 1. Otherwise, print the minimum total amount of energy Vasiliy has to spent.

**Examples**

**input**

2  
1 2  
ba  
ac

**output**

1

**input**

3  
1 3 1  
aa  
ba  
ac

**output**

1

**input**

2  
5 5  
bbb  
aaa

**output**

-1

**input**

2  
3 3  
aaa  
aa

**output**

-1

**Note**

In the second sample one has to reverse string 2 or string 3. To amount of energy required to reverse the string 3 is smaller.

In the third sample, both strings do not change after reverse and they go in the wrong order, so the answer is  - 1.

In the fourth sample, both strings consists of characters 'a' only, but in the sorted order string "aa" should go before string "aaa", thus the answer is  - 1.

#include <bits/stdc++.h>

#define ll long long

#define fr first

#define sc second

#define mp make\_pair

#define pb push\_back

#define LEFT(a) ((a)<<1)

#define RIGHT(a) (LEFT(a) + 1)

#define MID(a,b) ((a+b)>>1)

using namespace std;

const int MOD=1e9+7,N=100005;

const ll INF=1e11;

int n, c[N];

ll dpy[N], dpn[N];

string s[N],ss[N];

string f (string str)

{

string sss;

for (int i=str.size()-1;i>=0;i--)sss+=str[i];

return sss;

}

int main()

{

cin>>n;

for (int i=1;i<=n;i++)cin>>c[i];

for (int i=1;i<=n;i++){

cin>>s[i];

ss[i]=f(s[i]);

}

dpy[1]=c[1];

dpn[1]=0;

for (int i=2;i<=n;i++){

dpy[i]=-1;

dpn[i]=-1;

if (s[i]>=s[i-1] && dpn[i-1]!=-1)

dpn[i]=dpn[i-1];

if (s[i]>=ss[i-1] && dpy[i-1]!=-1)

if (dpn[i]==-1 || dpn[i]>dpy[i-1])

dpn[i]=dpy[i-1];

if (ss[i]>=s[i-1] && dpn[i-1]!=-1)

dpy[i]=dpn[i-1]+c[i];

if (ss[i]>=ss[i-1] && dpy[i-1]!=-1)

if (dpy[i]==-1 || dpy[i]>dpy[i-1]+c[i])

dpy[i]=dpy[i-1]+c[i];

}

if (dpy[n]!=-1 && dpn[n]!=-1)cout<<min(dpy[n],dpn[n])<<endl;

else cout<<dpy[n]+dpn[n]+1<<endl;

return 0;

}

<http://codeforces.com/contest/743/problem/D>

D. Chloe and pleasant prizes

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Generous sponsors of the olympiad in which Chloe and Vladik took part allowed all the participants to choose a prize for them on their own. Christmas is coming, so sponsors decided to decorate the Christmas tree with their prizes.

They took *n* prizes for the contestants and wrote on each of them a unique id (integer from 1 to *n*). A gift *i* is characterized by integer *ai* — pleasantness of the gift. The pleasantness of the gift can be positive, negative or zero. Sponsors placed the gift 1 on the top of the tree. All the other gifts hung on a rope tied to some other gift so that each gift hung on the first gift, possibly with a sequence of ropes and another gifts. Formally, the gifts formed a rooted tree with *n* vertices.

The prize-giving procedure goes in the following way: the participants come to the tree one after another, choose any of the remaining gifts and cut the rope this prize hang on. Note that all the ropes which were used to hang other prizes on the chosen one are not cut. So the contestant gets the chosen gift as well as the all the gifts that hang on it, possibly with a sequence of ropes and another gifts.

Our friends, Chloe and Vladik, shared the first place on the olympiad and they will choose prizes at the same time! To keep themselves from fighting, they decided to choose two different gifts so that the sets of the gifts that hang on them with a sequence of ropes and another gifts don't intersect. In other words, there shouldn't be any gift that hang both on the gift chosen by Chloe and on the gift chosen by Vladik. From all of the possible variants they will choose such pair of prizes that the sum of pleasantness of all the gifts that they will take after cutting the ropes is as large as possible.

Print the maximum sum of pleasantness that Vladik and Chloe can get. If it is impossible for them to choose the gifts without fighting, print Impossible.

**Input**

The first line contains a single integer *n* (1 ≤ *n* ≤ 2·105) — the number of gifts.

The next line contains *n* integers *a*1, *a*2, ..., *an* ( - 109 ≤ *ai* ≤ 109) — the pleasantness of the gifts.

The next (*n* - 1) lines contain two numbers each. The *i*-th of these lines contains integers *ui* and *vi* (1 ≤ *ui*, *vi* ≤ *n*, *ui* ≠ *vi*) — the description of the tree's edges. It means that gifts with numbers *ui* and *vi* are connected to each other with a rope. The gifts' ids in the description of the ropes can be given in arbirtary order: *vi* hangs on *ui* or *ui* hangs on *vi*.

It is guaranteed that all the gifts hang on the first gift, possibly with a sequence of ropes and another gifts.

**Output**

If it is possible for Chloe and Vladik to choose prizes without fighting, print single integer — the maximum possible sum of pleasantness they can get together.

Otherwise print Impossible.

**Examples**

**input**

8  
0 5 -1 4 3 2 6 5  
1 2  
2 4  
2 5  
1 3  
3 6  
6 7  
6 8

**output**

25

**input**

4  
1 -5 1 1  
1 2  
1 4  
2 3

**output**

2

**input**

1  
-1

**output**

Impossible

#include <bits/stdc++.h>

using namespace std;

#ifndef ONLINE\_JUDGE

#include "../debug.hpp"

struct debugger dbg;

#else

#define debug(args...) // Just strip off all debug tokens

#endif

#define si(i) scanf("%d",&i)

#define si2(i,j) scanf("%d %d",&i,&j)

#define si3(i,j,k) scanf("%d %d %d",&i,&j,&k)

#define slli(i) scanf("%I64d",&i)

#define slli2(i,j) scanf("%I64d %I64d",&i,&j)

#define slli3(i,j,k) scanf("%I64d %I64d %I64d",&i,&j,&k)

#define pi(i) printf("%d\n",i)

#define plli(i) printf("%I64d\n",i)

#define forup(i,a,b) for(int i = (a); (i) < (b); ++(i))

#define fordn(i,a,b) for(int i = (a); (i) > (b); --(i))

#define rep(i,a) for(int i = 0; (i) < (a); ++(i))

#define SYNC ios\_base::sync\_with\_stdio(0)

#define mp make\_pair

#define FF first

#define SS second

#define pb push\_back

#define fill(a,v) memset(a,v,sizeof a)

#define ceil(a,b) (((a)%(b)==0)?((a)/(b)):((a)/(b)+1))

#define rem(a,b) ((a<0)?((((a)%(b))+(b))%(b)):((a)%(b)))

#define MOD 1000000007LL

#define INF INT\_MAX

#define N 200007

typedef long long int ll;

typedef pair<int,int> PII;

typedef pair<ll,ll> PLL;

typedef vector<string> VS;

typedef vector<int> VI;

typedef vector<ll> VL;

typedef vector<PII> VOII;

typedef vector<PLL> VOLL;

typedef vector<VI> VOVI;

int dX[] = {-1,0,1,0,-1,1,1,-1};

int dY[] = {0,1,0,-1,1,1,-1,-1};

ll n;

ll a[N];

VL adjList[N];

bool isPossible;

ll ans;

void preProcess(ll cur,ll par) {

for (ll i = 0; i < adjList[cur].size(); ++i) {

ll nxt = adjList[cur][i];

if(nxt != par) {

preProcess(nxt,cur);

a[cur] += a[nxt];

}

}

return;

}

ll dfs(ll cur,ll par) {

VL tmp;

ll max\_in\_this = a[cur];

for (ll i = 0; i < adjList[cur].size(); ++i) {

ll nxt = adjList[cur][i];

if(nxt != par) tmp.pb(dfs(nxt,cur));

}

if(tmp.size() > 0) {

sort(tmp.begin(), tmp.end());

max\_in\_this = max(tmp.back(),max\_in\_this);

}

if(tmp.size() > 1) {

isPossible = true;

ll max\_pair\_sum = tmp.back();

tmp.pop\_back();

max\_pair\_sum += tmp.back();

ans = max(ans,max\_pair\_sum);

}

return max\_in\_this;

}

int main()

{

ll u,v;

cin >> n;

for (ll i = 1; i <= n; ++i) {

cin >> a[i];

}

for (ll i = 1; i < n; ++i) {

cin >> u >> v;

adjList[u].pb(v);

adjList[v].pb(u);

}

isPossible = false;

ans = MOD\*(10000000LL)\*(-1);

preProcess(1,-1);

dfs(1,-1);

if(!isPossible) cout << "Impossible" << endl;

else cout << ans << endl;

return 0;

}

<http://codeforces.com/contest/1/problem/A>

A. Theatre Square

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Theatre Square in the capital city of Berland has a rectangular shape with the size *n* × *m* meters. On the occasion of the city's anniversary, a decision was taken to pave the Square with square granite flagstones. Each flagstone is of the size *a* × *a*.

What is the least number of flagstones needed to pave the Square? It's allowed to cover the surface larger than the Theatre Square, but the Square has to be covered. It's not allowed to break the flagstones. The sides of flagstones should be parallel to the sides of the Square.

**Input**

The input contains three positive integer numbers in the first line: *n*,  *m* and *a* (1 ≤  *n*, *m*, *a* ≤ 109).

**Output**

Write the needed number of flagstones.

**Examples**

**input**

6 6 4

**output**

4

#include<iostream>

using namespace std;

int main()

{long long int m,n,a,s,d,f;

cin>>m>>n>>a;

if(m%a==0)

{ s=m/a;}

else

{s=(m/a)+1;}

if(n%a==0)

{d=n/a;}

else

{d=(n/a)+1;}

f=s\*d;

cout<<f;

return 0;

}

<http://codeforces.com/contest/630/problem/D>

D. Hexagons!

time limit per test

0.5 seconds

memory limit per test

64 megabytes

input

standard input

output

standard output

After a probationary period in the game development company of IT City Petya was included in a group of the programmers that develops a new turn-based strategy game resembling the well known "Heroes of Might & Magic". A part of the game is turn-based fights of big squadrons of enemies on infinite fields where every cell is in form of a hexagon.

Some of magic effects are able to affect several field cells at once, cells that are situated not farther than *n* cells away from the cell in which the effect was applied. The distance between cells is the minimum number of cell border crosses on a path from one cell to another.

It is easy to see that the number of cells affected by a magic effect grows rapidly when *n* increases, so it can adversely affect the game performance. That's why Petya decided to write a program that can, given *n*, determine the number of cells that should be repainted after effect application, so that game designers can balance scale of the effects and the game performance. Help him to do it. Find the number of hexagons situated not farther than *n* cells away from a given cell.
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**Input**

The only line of the input contains one integer *n* (0 ≤ *n* ≤ 109).

**Output**

Output one integer — the number of hexagons situated not farther than *n* cells away from a given cell.

**Examples**

**input**

2

**output**

19

#include<bits/stdc++.h>

using namespace std;

typedef long long unsigned llu;

typedef long long ll;

char a[1000005];

int main()

{

llu n;

cin>>n;

cout<<(((n+1)\*3)\*n)+1;

}

<http://codeforces.com/contest/749/problem/C>

C. Voting

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

There are *n* employees in Alternative Cake Manufacturing (ACM). They are now voting on some very important question and the leading world media are trying to predict the outcome of the vote.

Each of the employees belongs to one of two fractions: depublicans or remocrats, and these two fractions have opposite opinions on what should be the outcome of the vote. The voting procedure is rather complicated:

1. Each of *n* employees makes a statement. They make statements one by one starting from employees 1 and finishing with employee *n*. If at the moment when it's time for the *i*-th employee to make a statement he no longer has the right to vote, he just skips his turn (and no longer takes part in this voting).
2. When employee makes a statement, he can do nothing or declare that one of the other employees no longer has a right to vote. It's allowed to deny from voting people who already made the statement or people who are only waiting to do so. If someone is denied from voting he no longer participates in the voting till the very end.
3. When all employees are done with their statements, the procedure repeats: again, each employees starting from 1 and finishing with *n* who are still eligible to vote make their statements.
4. The process repeats until there is only one employee eligible to vote remaining and he determines the outcome of the whole voting. Of course, he votes for the decision suitable for his fraction.

You know the order employees are going to vote and that they behave optimal (and they also know the order and who belongs to which fraction). Predict the outcome of the vote.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 200 000) — the number of employees.

The next line contains *n* characters. The *i*-th character is 'D' if the *i*-th employee is from depublicans fraction or 'R' if he is from remocrats.

**Output**

Print 'D' if the outcome of the vote will be suitable for depublicans and 'R' if remocrats will win.

**Examples**

**input**

5  
DDRRR

**output**

D

**input**

6  
DDRRRR

**output**

R

**Note**

Consider one of the voting scenarios for the first sample:

1. Employee 1 denies employee 5 to vote.
2. Employee 2 denies employee 3 to vote.
3. Employee 3 has no right to vote and skips his turn (he was denied by employee 2).
4. Employee 4 denies employee 2 to vote.
5. Employee 5 has no right to vote and skips his turn (he was denied by employee 1).
6. Employee 1 denies employee 4.
7. Only employee 1 now has the right to vote so the voting ends with the victory of depublicans.

#include<bits/stdc++.h>

using namespace std;

#define ll long long

#define mp make\_pair

#define pb push\_back

int main()

{

ll n;

cin>>n;

string s;

cin>>s;

queue < ll > qd,qr;

for(ll i=0;i<n;i++)

{

if(s[i]=='D')

qd.push(i);

else

qr.push(i);

}

while((qr.size()!=0) && (qd.size()!=0))

{

if(qr.front()<qd.front())

{

qd.pop();

qr.push(qr.front()+n);

qr.pop();

}

else

{

qr.pop();

qd.push(qd.front()+n);

qd.pop();

}

}

if(qr.size()!=0)

cout<<'R';

else

cout<<'D';

return 0;

}

<http://codeforces.com/contest/752/problem/A>

A. Santa Claus and a Place in a Class

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Santa Claus is the first who came to the Christmas Olympiad, and he is going to be the first to take his place at a desk! In the classroom there are *n* lanes of *m* desks each, and there are two working places at each of the desks. The lanes are numbered from 1 to *n* from the left to the right, the desks in a lane are numbered from 1 to *m* starting from the blackboard. Note that the lanes go perpendicularly to the blackboard, not along it (see picture).

The organizers numbered all the working places from 1 to 2*nm*. The places are numbered by lanes (i. e. all the places of the first lane go first, then all the places of the second lane, and so on), in a lane the places are numbered starting from the nearest to the blackboard (i. e. from the first desk in the lane), at each desk, the place on the left is numbered before the place on the right.
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Santa Clause knows that his place has number *k*. Help him to determine at which lane at which desk he should sit, and whether his place is on the left or on the right!

**Input**

The only line contains three integers *n*, *m* and *k* (1 ≤ *n*, *m* ≤ 10 000, 1 ≤ *k* ≤ 2*nm*) — the number of lanes, the number of desks in each lane and the number of Santa Claus' place.

**Output**

Print two integers: the number of lane *r*, the number of desk *d*, and a character *s*, which stands for the side of the desk Santa Claus. The character *s* should be "L", if Santa Clause should sit on the left, and "R" if his place is on the right.

**Examples**

**input**

4 3 9

**output**

2 2 L

**input**

4 3 24

**output**

4 3 R

**input**

2 4 4

**output**

1 2 R

**Note**

The first and the second samples are shown on the picture. The green place corresponds to Santa Claus' place in the first example, the blue place corresponds to Santa Claus' place in the second example.

In the third sample there are two lanes with four desks in each, and Santa Claus has the fourth place. Thus, his place is in the first lane at the second desk on the right.

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

typedef vector<int> vi;

typedef vector<vi> vvi;

typedef pair<int,int> ii;

typedef vector<ii> vii;

#define sz(a) int((a).size())

#define mp make\_pair

#define pb push\_back

#define fi first

#define se second

#define buli(x) (\_\_builtin\_popcountll(x))

#define all(c) (c).begin(),(c).end()

#define foreach(i, c) for(\_\_typeof((c).begin()) i = (c).begin(); i != (c).end(); ++i)

#define present(c,x) ((c).find(x) != (c).end())

#define cpresent(c,x) (find(all(c),x) != (c).end())

#define input(s, n) for(int i=0;i<n;i++) cin >> s[i];

#define F(i, f, t) for(int i=f;i<t;i++)

#define R(i,n) for(ll i=0;i<n;i++)

#define print(cnt,x) cout<<"Case #"<<cnt<<": "<<x<<"\n";

template <class T> inline void smax(T &x,T y){ x = max((x), (y));}

template <class T> inline void smin(T &x,T y){ x = min((x), (y));}

#ifdef LOCAL

#define fr freopen("in.txt","r",stdin)

#define fo freopen("output.txt","w",stdout)

#define error(x) cerr << #x << " = " << (x) <<endl

#define Error(a,b) cerr<<"( "<<#a<<" , "<<#b<<" ) = ( "<<(a)<<" , "<<(b)<<" )\n";

#define errop(a) cerr<<#a<<" = ( "<<((a).x)<<" , "<<((a).y)<<" )\n";

#define dbg(x) F(i,0,sz(x)) cout << x[i] << " ";

#define dbgg(x) F(i,0,sz(x)){F(j,0,sz(x[0])) cout << x[i][j] << " "; cout << endl;}

#else

#define fr 1

#define fo 1

#define error(x)

#define Error(a,b)

#define errop(a)

#define dbg(x)

#define dbgg(x)

#endif

inline void sc(int &x)

{

bool f=0; x=0; char c=getchar();

while((c<'0' || c>'9') && c!='-') c=getchar();

if(c=='-') { f=1; c=getchar(); }

while(c>='0' && c<='9') { x=x\*10+c-'0'; c=getchar(); }

if(f) x=-x; return;

}

void sc(int &x,int &y) { sc(x); return sc(y); }

void sc(int &x,int &y,int &z) { sc(x); sc(y); return sc(z); }

#define inf 1e9

const double eps = 1e-7;

int main(){

std::ios::sync\_with\_stdio(false);

//fr;

int i, j, k, m, n;

sc(m, n, k);

k--;

vector<char> vv = {'L', 'R'};

cout << k / (2 \* n) + 1 << " " << (k % (2 \* n)) / 2 + 1 << " " << vv[(k % (2 \* n)) % 2] << endl;

return 0;

}

<http://codeforces.com/contest/752/problem/D>

D. Santa Claus and a Palindrome

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Santa Claus likes palindromes very much. There was his birthday recently. *k* of his friends came to him to congratulate him, and each of them presented to him a string *si* having the same length *n*. We denote the beauty of the *i*-th string by *ai*. It can happen that *ai* is negative — that means that Santa doesn't find this string beautiful at all.

Santa Claus is crazy about palindromes. He is thinking about the following question: what is the maximum possible total beauty of a palindrome which can be obtained by concatenating some (possibly all) of the strings he has? Each present can be used at most once. Note that all strings have **the same length** *n*.

Recall that a palindrome is a string that doesn't change after one reverses it.

Since the empty string is a palindrome too, the answer can't be negative. Even if all *ai*'s are negative, Santa can obtain the empty string.

**Input**

The first line contains two positive integers *k* and *n* divided by space and denoting the number of Santa friends and the length of every string they've presented, respectively (1 ≤ *k*, *n* ≤ 100 000; *n*·*k*  ≤ 100 000).

*k* lines follow. The *i*-th of them contains the string *si* and its beauty *ai* ( - 10 000 ≤ *ai* ≤ 10 000). The string consists of *n* lowercase English letters, and its beauty is integer. Some of strings may coincide. Also, equal strings can have different beauties.

**Output**

In the only line print the required maximum possible beauty.

**Examples**

**input**

7 3  
abb 2  
aaa -3  
bba -1  
zyz -4  
abb 5  
aaa 7  
xyx 4

**output**

12

**input**

3 1  
a 1  
a 2  
a 3

**output**

6

**input**

2 5  
abcde 10000  
abcde 10000

**output**

0

**Note**

In the first example Santa can obtain abbaaaxyxaaabba by concatenating strings 5, 2, 7, 6 and 3 (in this order).

#include <bits/stdc++.h>

using namespace std;

const int inf = 1e9;

int k, n;

map<string, priority\_queue<int> > mp;

vector<string> un;

int main() {

ios\_base::sync\_with\_stdio(0);

cin >> k >> n;

for (int i = 0; i < k; i++) {

string s; int val;

cin >> s >> val;

if (mp[s].empty()) {

un.push\_back(s);

mp[s].push(-inf);

}

mp[s].push(val);

}

int res = 0, mn = 0;

for (int i = 0; i < un.size(); i++) {

string a = un[i];

string b = un[i];

reverse(b.begin(), b.end());

if (a == b) {

while (mp[a].size() > 1) {

int x = mp[a].top(); mp[a].pop();

int y = mp[a].top(); mp[a].pop();

if (x >= 0 && y >= 0) {

res += x + y;

}

else if (x >= 0) {

int t = max(-x, y);

res += x + t;

mn = min(mn, t);

}

}

}

else {

while (!mp[a].empty() && !mp[b].empty()) {

int x = mp[a].top(); mp[a].pop();

int y = mp[b].top(); mp[b].pop();

if (x + y > 0) res += x + y;

}

}

}

res -= mn;

cout << res << "\n";

return 0;

}

<http://codeforces.com/contest/580/problem/A>

A. Kefa and First Steps

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Kefa decided to make some money doing business on the Internet for exactly *n* days. He knows that on the *i*-th day (1 ≤ *i* ≤ *n*) he makes *ai* money. Kefa loves progress, that's why he wants to know the length of the maximum non-decreasing subsegment in sequence *ai*. Let us remind you that the subsegment of the sequence is its continuous fragment. A subsegment of numbers is called non-decreasing if all numbers in it follow in the non-decreasing order.

Help Kefa cope with this task!

**Input**

The first line contains integer *n* (1 ≤ *n* ≤ 105).

The second line contains *n* integers *a*1,  *a*2,  ...,  *an* (1 ≤ *ai* ≤ 109).

**Output**

Print a single integer — the length of the maximum non-decreasing subsegment of sequence *a*.

**Examples**

**input**

6  
2 2 1 3 4 1

**output**

3

**input**

3  
2 2 9

**output**

3

**Note**

In the first test the maximum non-decreasing subsegment is the numbers from the third to the fifth one.

In the second test the maximum non-decreasing subsegment is the numbers from the first to the third one.

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <iostream>

#include <memory.h>

#include <math.h>

#include <assert.h>

#include <queue>

#include <map>

#include <set>

#include <string>

#include <algorithm>

#include <functional>

#include <vector>

#include <stack>

using namespace std;

typedef long long ll;

typedef unsigned long long ull;

typedef pair<int, int> Pi;

#define Fi first

#define Se second

#define pb(x) push\_back(x)

#define sz(x) (int)x.size()

#define rep(i, n) for(int i=0;i<n;i++)

#define repp(i, n) for(int i=1;i<=n;i++)

#define all(x) x.begin(), x.end()

#define ABS(x) (((x) > 0 ) ? (x) : (-(x)))

#define MAX2(x, y) (((x) > (y)) ? (x) : (y))

#define MIN2(x, y) (((x) < (y)) ? (x) : (y))

#define MAX3(x, y, z) ( (x) > (y) ? ( (x) > (z) ? (x) : (z) ) : ( (y) > (z) ? (y) : (z) ) )

#define MIN3(x, y, z) ( (x) < (y) ? ( (x) < (z) ? (x) : (z) ) : ( (y) < (z) ? (y) : (z) ) )

#define MID3(val1,val2,val3) MAX2(MIN2(MAX2(val1,val2),val3),MIN2(val1,val2))

#define geti1(X) scanf("%d",&X)

#define geti2(X,Y) scanf("%d%d",&X,&Y)

#define geti3(X,Y,Z) scanf("%d%d%d",&X,&Y,&Z)

#define geti4(X,Y,Z,W) scanf("%d%d%d%d",&X,&Y,&Z,&W)

#define GET\_MACRO(\_1,\_2,\_3,\_4,NAME,...) NAME

#define geti(...) GET\_MACRO(\_\_VA\_ARGS\_\_, geti4, geti3, geti2, geti1) (\_\_VA\_ARGS\_\_)

#define INF 987654321

#define IINF 987654321987654321

int N,M,K;

int main(void)

{

geti(N);

int cur = -1; int len = 0; int ans = 0;

repp(i,N){

int x; geti(x);

if( x >= cur ){

len++; cur =x;

}else{

len = 1; cur = x;

}

ans = max(len,ans);

}

cout << ans;

}

<http://codeforces.com/contest/102/problem/B>

B. Sum of Digits

time limit per test

2 seconds

memory limit per test

265 megabytes

input

standard input

output

standard output

Having watched the last Harry Potter film, little Gerald also decided to practice magic. He found in his father's magical book a spell that turns any number in the sum of its digits. At the moment Gerald learned that, he came across a number *n*. How many times can Gerald put a spell on it until the number becomes one-digit?

**Input**

The first line contains the only integer *n* (0 ≤ *n* ≤ 10100000). It is guaranteed that *n* doesn't contain any leading zeroes.

**Output**

Print the number of times a number can be replaced by the sum of its digits until it only contains one digit.

**Examples**

**input**

0

**output**

0

**input**

10

**output**

1

**input**

991

**output**

3

**Note**

In the first sample the number already is one-digit — Herald can't cast a spell.

The second test contains number 10. After one casting of a spell it becomes 1, and here the process is completed. Thus, Gerald can only cast the spell once.

The third test contains number 991. As one casts a spell the following transformations take place: 991 → 19 → 10 → 1. After three transformations the number becomes one-digit.

#include <algorithm>

#include <assert.h>

#include <bitset>

#include <complex>

#include <ctime>

#include <fstream>

#include <iomanip>

#include <limits.h>

#include <list>

#include <map>

#include <math.h>

#include <queue>

#include <set>

#include <stack>

#include <stdio.h>

#include <string>

#include <unordered\_map>

#include <unordered\_set>

#include <utility>

#include <vector>

using namespace std;

typedef long long LL;

typedef vector<int> VI;

typedef vector<VI> VVI;

typedef vector<LL> VLL;

typedef pair<LL, LL> PLL;

typedef pair<int,int> PII;

typedef pair<int, int> PII;

typedef pair<LL, PLL> PLPLL;

typedef pair<PLL,LL> PPLLL;

typedef pair<LL, char> PLC;

typedef pair<char, char> PCC;

typedef pair<LL, VLL> PVLL;

typedef vector<PLL> VPLL;

typedef vector<PII> VPII;

typedef vector<std::string> VS;

typedef std::vector<LL>::iterator VLLitr;

#define arjun int main()

#define FOR(i, x, y) for (LL i = (x); i < (y); ++i)

#define FORC(i, x, y, in) for (LL i = (x); i < (y); i = i + in)

#define RFOR(i, x, y) for (LL i = (x); i >= (y); i--)

#define FORO(it, c) \

for (\_\_typeof((c).begin()) it = (c).begin(); it != (c).end(); it++)

#define pb(e) push\_back(e)

#define mp make\_pair

#define F first

#define S second

#define All(x) x.begin(), x.end()

#define fast \

ios\_base::sync\_with\_stdio(false); \

cin.tie(NULL);

#define PI 3.14159265

#define RESET(a, b) memset(a, b, sizeof(a))

template <typename T> T maxm(T a, T b) { return (a > b) ? a : b; }

template <typename T> T minm(T a, T b) { return (a < b) ? a : b; }

template <typename T> T power(T e, T n) {

T x = 1, p = e;

while (n) {

if (n & 1)

x = x \* p;

p = p \* p;

n >>= 1;

}

return x;

}

template <typename T> T powerm(T e, T n, T m) {

T x = 1, p = e;

while (n) {

if (n & 1)

x = (x \* p) % m;

p = (p \* p) % m;

n >>= 1;

}

return x;

}

template <typename T> T InverseEuler(T a, T m) {

return (a == 1 ? 1 : power(a, m - 2, m));

}

template <typename T> T lcm(T a, T b) { return (a \* (b / \_\_gcd(a, b))); }

string StringToUpper(string strToConvert) {

std::transform(strToConvert.begin(), strToConvert.end(), strToConvert.begin(),

::toupper);

return strToConvert;

}

string StringToLower(string strToConvert) {

std::transform(strToConvert.begin(), strToConvert.end(), strToConvert.begin(),

::tolower);

return strToConvert;

}

LL MAX = (LL)(3 \* 1e18);

LL MOD = (LL)(1e9 + 7);

#ifdef JUDGE

#include <fstream>

std::ifstream cin("input.txt");

std::ofstream cout("output.txt");

#else

#include <iostream>

using std::cin;

using std::cout;

#endif

string func(string s){

LL sum = 0;

FOR(i,0,s.length()){

sum+=(s[i]-'0');

}

return to\_string(sum);

}

arjun {

fast;

string s;

cin>>s;

LL ans = 0;

while((s).length()>1){

ans++;

(s = func(s));

}

cout<<ans<<endl;

}

<http://codeforces.com/contest/385/problem/A>

A. Bear and Raspberry

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

The bear decided to store some raspberry for the winter. He cunningly found out the price for a barrel of honey in kilos of raspberry for each of the following *n* days. According to the bear's data, on the *i*-th (1 ≤ *i* ≤ *n*) day, the price for one barrel of honey is going to is *xi*kilos of raspberry.

Unfortunately, the bear has neither a honey barrel, nor the raspberry. At the same time, the bear's got a friend who is ready to lend him a barrel of honey for exactly one day for *c* kilograms of raspberry. That's why the bear came up with a smart plan. He wants to choose some day *d* (1 ≤ *d* < *n*), lent a barrel of honey and immediately (on day *d*) sell it according to a daily exchange rate. The next day (*d* + 1) the bear wants to buy a new barrel of honey according to a daily exchange rate (as he's got some raspberry left from selling the previous barrel) and immediately (on day *d* + 1) give his friend the borrowed barrel of honey as well as *c* kilograms of raspberry for renting the barrel.

The bear wants to execute his plan at most once and then hibernate. What maximum number of kilograms of raspberry can he earn? Note that if at some point of the plan the bear runs out of the raspberry, then he won't execute such a plan.

**Input**

The first line contains two space-separated integers, *n* and *c* (2 ≤ *n* ≤ 100, 0 ≤ *c* ≤ 100), — the number of days and the number of kilos of raspberry that the bear should give for borrowing the barrel.

The second line contains *n* space-separated integers *x*1, *x*2, ..., *xn* (0 ≤ *xi* ≤ 100), the price of a honey barrel on day *i*.

**Output**

Print a single integer — the answer to the problem.

**Examples**

**input**

5 1  
5 10 7 3 20

**output**

3

**input**

6 2  
100 1 10 40 10 40

**output**

97

**input**

3 0  
1 2 3

**output**

0

**Note**

In the first sample the bear will lend a honey barrel at day 3 and then sell it for 7. Then the bear will buy a barrel for 3 and return it to the friend. So, the profit is (7 - 3 - 1) = 3.

In the second sample bear will lend a honey barrel at day 1 and then sell it for 100. Then the bear buy the barrel for 1 at the day 2. So, the profit is (100 - 1 - 2) = 97.

#include<stdio.h>

main ()

{

int d, k, i, j, x, sum=0;

scanf("%d %d", &d, &k);

int a[d];

for(i=0; i<d; i++)

{

scanf("%d", &a[i]);

}

for(i=0; i<d-1; i++)

{

if(a[i]<a[i+1]) continue;

else

{

x=a[i]-a[i+1];

if(x>sum) sum=x;

else sum=sum;

}

}

if(sum==0) printf("0");

else

{

if(sum>k) printf("%d", (sum-k));

else printf("0");

}

return 0;

}

<http://codeforces.com/contest/116/problem/C>

C. Party

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

A company has *n* employees numbered from 1 to *n*. Each employee either has no immediate manager or exactly one immediate manager, who is another employee with a different number. An employee *A* is said to be the *superior* of another employee *B* if at least one of the following is true:

* Employee *A* is the immediate manager of employee *B*
* Employee *B* has an immediate manager employee *C* such that employee *A* is the superior of employee *C*.

The company will not have a managerial cycle. That is, there will not exist an employee who is the superior of his/her own immediate manager.

Today the company is going to arrange a party. This involves dividing all *n* employees into several groups: every employee must belong to exactly one group. Furthermore, within any single group, there must not be two employees *A* and *B* such that *A* is the superior of *B*.

What is the minimum number of groups that must be formed?

**Input**

The first line contains integer *n* (1 ≤ *n* ≤ 2000) — the number of employees.

The next *n* lines contain the integers *pi* (1 ≤ *pi* ≤ *n* or *pi* = -1). Every *pi* denotes the immediate manager for the *i*-th employee. If *pi* is -1, that means that the *i*-th employee does not have an immediate manager.

It is guaranteed, that no employee will be the immediate manager of him/herself (*pi* ≠ *i*). Also, there will be no managerial cycles.

**Output**

Print a single integer denoting the minimum number of groups that will be formed in the party.

**Examples**

**input**

5  
-1  
1  
2  
1  
-1

**output**

3

**Note**

For the first example, three groups are sufficient, for example:

* Employee 1
* Employees 2 and 4
* Employees 3 and 5

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

typedef vector<int> vi;

typedef pair<int, int> pii;

typedef set<int> si;

typedef map<int,int> mii;

#define FOR(i, a, b) for (int i=a; i<b; i++)

#define F0R(i, a) for (int i=0; i<a; i++)

#define FORd(i,a,b) for (int i = b-1; i >= a; i--)

#define F0Rd(i,a) for (int i = a-1; i >= 0; i--)

#define mp make\_pair

#define pb push\_back

#define f first

#define s second

#define lb lower\_bound

#define ub upper\_bound

const int MOD = 1000000007;

double PI = 4\*atan(1);

int maxh = 0, par[2001], height[2001];

int geth(int node) {

if (height[node] != 0) return height[node];

if (par[node] == -1) return height[node] = 1;

return height[node]=geth(par[node])+1;

}

int main() {

ios\_base::sync\_with\_stdio(0);cin.tie(0);

int n; cin >> n;

FOR(i,1,n+1) cin >> par[i];

FOR(i,1,n+1) maxh = max(maxh,geth(i));

cout << maxh;

}

<http://codeforces.com/contest/385/problem/B>

B. Bear and Strings

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

The bear has a string *s* = *s*1*s*2... *s*|*s*| (record |*s*| is the string's length), consisting of lowercase English letters. The bear wants to count the number of such pairs of indices *i*, *j* (1 ≤ *i* ≤ *j* ≤ |*s*|), that string *x*(*i*, *j*) = *sisi*+ 1... *sj* contains at least one string "bear" as a substring.

String *x*(*i*, *j*) contains string "bear", if there is such index *k* (*i* ≤ *k* ≤ *j* - 3), that *sk* = *b*, *sk*+ 1 = *e*, *sk*+ 2 = *a*, *sk*+ 3 = *r*.

Help the bear cope with the given problem.

**Input**

The first line contains a non-empty string *s* (1 ≤ |*s*| ≤ 5000). It is guaranteed that the string only consists of lowercase English letters.

**Output**

Print a single number — the answer to the problem.

**Examples**

**input**

bearbtear

**output**

6

**input**

bearaabearc

**output**

20

**Note**

In the first sample, the following pairs (*i*, *j*) match: (1, 4), (1, 5), (1, 6), (1, 7), (1, 8), (1, 9).

In the second sample, the following pairs (*i*, *j*) match: (1,  4), (1,  5), (1,  6), (1,  7), (1,  8), (1,  9), (1,  10), (1,  11), (2,  10), (2,  11), (3,  10), (3,  11), (4,  10), (4,  11), (5,  10), (5,  11), (6,  10), (6,  11), (7,  10), (7,  11).

#include <bits/stdc++.h>

#define pii pair <int,int>

#define pll pair <long long,long long>

#define sc scanf

#define pf printf

#define Pi 2\*acos(0.0)

#define ms(a,b) memset(a, b, sizeof(a))

#define pb(a) push\_back(a)

#define MP make\_pair

#define db double

#define ll long long

#define EPS 10E-10

#define ff first

#define ss second

#define sqr(x) (x)\*(x)

#define D(x) cout<<#x " = "<<(x)<<endl

#define VI vector <int>

#define DBG pf("Hi\n")

#define MOD 1000000007

#define CIN ios\_base::sync\_with\_stdio(0); cin.tie(0); cout.tie(0)

#define SZ(a) (int)a.size()

#define sf(a) scanf("%d",&a)

#define sfl(a) scanf("%lld",&a)

#define sff(a,b) scanf("%d %d",&a,&b)

#define sffl(a,b) scanf("%lld %lld",&a,&b)

#define sfff(a,b,c) scanf("%d %d %d",&a,&b,&c)

#define sfffl(a,b,c) scanf("%lld %lld %lld",&a,&b,&c)

#define stlloop(v) for(\_\_typeof(v.begin()) it=v.begin();it!=v.end();it++)

#define loop(i,n) for(int i=0;i<n;i++)

#define loop1(i,n) for(int i=1;i<=n;i++)

#define REP(i,a,b) for(int i=a;i<b;i++)

#define RREP(i,a,b) for(int i=a;i>=b;i--)

#define TEST\_CASE(t) for(int z=1;z<=t;z++)

#define PRINT\_CASE printf("Case %d: ",z)

#define LINE\_PRINT\_CASE printf("Case %d:\n",z)

#define CASE\_PRINT cout<<"Case "<<z<<": "

#define all(a) a.begin(),a.end()

#define intlim 2147483648

#define infinity (1<<28)

#define ull unsigned long long

#define gcd(a, b) \_\_gcd(a, b)

#define lcm(a, b) ((a)\*((b)/gcd(a,b)))

using namespace std;

/\*----------------------Graph Moves----------------\*/

//const int fx[]={+1,-1,+0,+0};

//const int fy[]={+0,+0,+1,-1};

//const int fx[]={+0,+0,+1,-1,-1,+1,-1,+1}; // Kings Move

//const int fy[]={-1,+1,+0,+0,+1,+1,-1,-1}; // Kings Move

//const int fx[]={-2, -2, -1, -1, 1, 1, 2, 2}; // Knights Move

//const int fy[]={-1, 1, -2, 2, -2, 2, -1, 1}; // Knights Move

/\*------------------------------------------------\*/

/\*-----------------------Bitmask------------------\*/

//int Set(int N,int pos){return N=N | (1<<pos);}

//int reset(int N,int pos){return N= N & ~(1<<pos);}

//bool check(int N,int pos){return (bool)(N & (1<<pos));}

/\*------------------------------------------------\*/

string str;

int cum[505];

vector<int>v;

int main()

{

///freopen("in.txt","r",stdin);

///freopen("out.txt","w",stdout);

cin>>str;

int ans=0;

bool test=0;

int l=SZ(str);

int cnt=0;

for(int i=0;i+3<SZ(str);i++)

{

if(str[i]=='b')

{

string temp=str.substr(i,4);

if(temp=="bear")

{

int n=l-(i+3);

if(i==0)

ans+=(n);

else if(n==1)

ans+=i+1;

else

ans+=(n\*(i+1));

ans-=cnt\*n;

cnt=i+1;

}

}

}

cout<<ans<<endl;

return 0;

}

<http://codeforces.com/contest/118/problem/A>

A. String Task

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Petya started to attend programming lessons. On the first lesson his task was to write a simple program. The program was supposed to do the following: in the given string, consisting if uppercase and lowercase Latin letters, it:

* deletes all the vowels,
* inserts a character "." before each consonant,
* replaces all uppercase consonants with corresponding lowercase ones.

Vowels are letters "A", "O", "Y", "E", "U", "I", and the rest are consonants. The program's input is exactly one string, it should return the output as a single string, resulting after the program's processing the initial string.

Help Petya cope with this easy task.

**Input**

The first line represents input string of Petya's program. This string only consists of uppercase and lowercase Latin letters and its length is from 1 to 100, inclusive.

**Output**

Print the resulting string. It is guaranteed that this string is not empty.

**Examples**

**input**

tour

**output**

.t.r

**input**

Codeforces

**output**

.c.d.f.r.c.s

**input**

aBAcAba

**output**

.b.c.b

#include <iostream>

#include <vector>

#include <string>

using namespace std;

int main(void)

{

vector<char> s;

string str;

const string aer{"ayeiou"};

getline(cin,str);

for(int i=0; i<str.size() ;++i)

str[i] = str[i]<91?str[i]+32:str[i];

for(int i=0; i<str.size() ;++i)

{

string tt{"2"};

tt[0] = str[i];

if(aer.find(tt) == string::npos)

s.push\_back(str[i]);

}

for(auto i:s)

cout << '.' << i;

return 0;

}

<http://codeforces.com/contest/4/problem/A>

A. Watermelon

time limit per test

1 second

memory limit per test

64 megabytes

input

standard input

output

standard output

One hot summer day Pete and his friend Billy decided to buy a watermelon. They chose the biggest and the ripest one, in their opinion. After that the watermelon was weighed, and the scales showed *w* kilos. They rushed home, dying of thirst, and decided to divide the berry, however they faced a hard problem.

Pete and Billy are great fans of even numbers, that's why they want to divide the watermelon in such a way that each of the two parts weighs even number of kilos, at the same time it is not obligatory that the parts are equal. The boys are extremely tired and want to start their meal as soon as possible, that's why you should help them and find out, if they can divide the watermelon in the way they want. For sure, each of them should get a part of positive weight.

**Input**

The first (and the only) input line contains integer number *w* (1 ≤ *w* ≤ 100) — the weight of the watermelon bought by the boys.

**Output**

Print YES, if the boys can divide the watermelon into two parts, each of them weighing even number of kilos; and NO in the opposite case.

**Examples**

**input**

8

**output**

YES

**Note**

For example, the boys can divide the watermelon into two parts of 2 and 6 kilos respectively (another variant — two parts of 4 and 4 kilos).

#include <iostream>

using namespace std;

int main()

{

int w; cin >> w;

cout << ((w % 2 == 0 && w != 2) ? "YES\n" : "NO\n");

return 0;

}

<http://codeforces.com/contest/520/problem/A>

A. Pangram

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

A word or a sentence in some language is called a *pangram* if all the characters of the alphabet of this language appear in it *at least once*. Pangrams are often used to demonstrate fonts in printing or test the output devices.

You are given a string consisting of lowercase and uppercase Latin letters. Check whether this string is a pangram. We say that the string contains a letter of the Latin alphabet if this letter occurs in the string in uppercase or lowercase.

**Input**

The first line contains a single integer *n* (1 ≤ *n* ≤ 100) — the number of characters in the string.

The second line contains the string. The string consists only of uppercase and lowercase Latin letters.

**Output**

Output "YES", if the string is a pangram and "NO" otherwise.

**Examples**

**input**

12  
toosmallword

**output**

NO

**input**

35  
TheQuickBrownFoxJumpsOverTheLazyDog

**output**

YES

#include<iostream>

#include<stdio.h>

#include<math.h>

#include<string>

#include<map>

#define ll long long

using namespace std;

int main()

{

//freopen("input.txt", "r", stdin);

//freopen("output.txt", "w", stdout);

int n;

cin >> n;

string a;

map<char, bool> w;

int col = 0;

cin >> a;

for(auto i: a)

{

if(w[tolower(i)] == 0)

{

col++;

w[tolower(i)] = 1;

}

}

if(col == 26)

cout << "YES";

else

cout << "NO";

return 0;

}

<http://codeforces.com/contest/747/problem/C>

C. Servers

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

There are *n* servers in a laboratory, each of them can perform tasks. Each server has a unique id — integer from 1 to *n*.

It is known that during the day *q* tasks will come, the *i*-th of them is characterized with three integers: *ti* — the moment in seconds in which the task will come, *ki* — the number of servers needed to perform it, and *di* — the time needed to perform this task in seconds. All *ti* are distinct.

To perform the *i*-th task you need *ki* servers which are unoccupied in the second *ti*. After the servers begin to perform the task, each of them will be busy over the next *di* seconds. Thus, they will be busy in seconds *ti*, *ti* + 1, ..., *ti* + *di* - 1. For performing the task, *ki*servers with the smallest ids will be chosen from all the unoccupied servers. If in the second *ti* there are not enough unoccupied servers, the task is ignored.

Write the program that determines which tasks will be performed and which will be ignored.

**Input**

The first line contains two positive integers *n* and *q* (1 ≤ *n* ≤ 100, 1 ≤ *q* ≤ 105) — the number of servers and the number of tasks.

Next *q* lines contains three integers each, the *i*-th line contains integers *ti*, *ki* and *di* (1 ≤ *ti* ≤ 106, 1 ≤ *ki* ≤ *n*, 1 ≤ *di* ≤ 1000) — the moment in seconds in which the *i*-th task will come, the number of servers needed to perform it, and the time needed to perform this task in seconds. The tasks are given in a chronological order and they will come in distinct seconds.

**Output**

Print *q* lines. If the *i*-th task will be performed by the servers, print in the *i*-th line the sum of servers' ids on which this task will be performed. Otherwise, print -1.

**Examples**

**input**

4 3  
1 3 2  
2 2 1  
3 4 3

**output**

6  
-1  
10

**input**

3 2  
3 2 3  
5 1 2

**output**

3  
3

**input**

8 6  
1 3 20  
4 2 1  
6 5 5  
10 1 1  
15 3 6  
21 8 8

**output**

6  
9  
30  
-1  
15  
36

**Note**

In the first example in the second 1 the first task will come, it will be performed on the servers with ids 1, 2 and 3 (the sum of the ids equals 6) during two seconds. In the second 2 the second task will come, it will be ignored, because only the server 4 will be unoccupied at that second. In the second 3 the third task will come. By this time, servers with the ids 1, 2 and 3 will be unoccupied again, so the third task will be done on all the servers with the ids 1, 2, 3 and 4 (the sum of the ids is 10).

In the second example in the second 3 the first task will come, it will be performed on the servers with ids 1 and 2 (the sum of the ids is 3) during three seconds. In the second 5 the second task will come, it will be performed on the server 3, because the first two servers will be busy performing the first task.

#include <bits/stdc++.h>

using namespace std;

#define ll long long int

const int N=2e5+5;

const int mod=1e9;

bool cmp( pair< int,pair<int,int> >p1,pair< int,pair<int,int> >p2)

{

if(p1.first < p2.first)

return true;

else

return false;

}

int main()

{

int n,q;

cin>>n>>q;

int a[n+1];

int b[n+1];

for(int i=0;i<=n;i++) a[i]=0,b[i]=0;

vector< pair<int,pair<int,int> > >v;

v.clear();

int f=q;

while(q--){

int x,y,z;

cin>>x>>y>>z;

v.push\_back(make\_pair(x,make\_pair(y,z-1)));

}

int available=n;

// sort(v.begin(),v.end(),cmp);

int len=v.size();

int lst=0;

int ans=0;

for(int i=0;i<f;i++)

{

if(i==0)

{

if(v[i].second.first <= available)

{

for(int j=1;j<=v[i].second.first;j++)

{

b[j]=1;

a[j]=v[i].first+v[i].second.second;

ans+=j;

available--;

}

cout<<ans<<endl;

}

else

cout<<"-1\n";

continue;

}

for(int k=1;k<=n;k++)

{

if(a[k] < v[i].first && b[k])

{

a[k]=0;

b[k]=0;

available++;

}

}

if(v[i].second.first > available)

{

cout<<"-1\n";

continue;

}

else

{

ans=0;

int tot=0;

for(int k=1;k<=n;k++)

{

if(!b[k] && a[k]<v[i].second.second +v[i].first)

{

b[k]=1;

a[k]=v[i].first+v[i].second.second;

ans+=k;

tot++;

available--;

}

if(tot >= v[i].second.first)

break;

}

cout<<ans<<endl;

}

}

return 0;

}

<http://codeforces.com/contest/550/problem/B>

B. Preparing Olympiad

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You have *n* problems. You have estimated the difficulty of the *i*-th one as integer *ci*. Now you want to prepare a problemset for a contest, using some of the problems you've made.

A problemset for the contest must consist of at least two problems. You think that the total difficulty of the problems of the contest must be at least *l* and at most *r*. Also, you think that the difference between difficulties of the easiest and the hardest of the chosen problems must be at least *x*.

Find the number of ways to choose a problemset for the contest.

**Input**

The first line contains four integers *n*, *l*, *r*, *x* (1 ≤ *n* ≤ 15, 1 ≤ *l* ≤ *r* ≤ 109, 1 ≤ *x* ≤ 106) — the number of problems you have, the minimum and maximum value of total difficulty of the problemset and the minimum difference in difficulty between the hardest problem in the pack and the easiest one, respectively.

The second line contains *n* integers *c*1, *c*2, ..., *cn* (1 ≤ *ci* ≤ 106) — the difficulty of each problem.

**Output**

Print the number of ways to choose a suitable problemset for the contest.

**Examples**

**input**

3 5 6 1  
1 2 3

**output**

2

**input**

4 40 50 10  
10 20 30 25

**output**

2

**input**

5 25 35 10  
10 10 20 10 20

**output**

6

**Note**

In the first example two sets are suitable, one consisting of the second and third problem, another one consisting of all three problems.

In the second example, two sets of problems are suitable — the set of problems with difficulties 10 and 30 as well as the set of problems with difficulties 20 and 30.

In the third example any set consisting of one problem of difficulty 10 and one problem of difficulty 20 is suitable.

#include <bits/stdc++.h>

using namespace std;

int n;

long a[20],mi,ma,dif,minum=9000000000,manum=0,fin=0;

long long x=0;

int main()

{

ios::sync\_with\_stdio(false);

cin.tie(0);

cout.tie(0);

cin >>n>>mi>>ma>>dif;

for (int i=0;i<n;i++)

cin>> a[i];

for (int i=0;i<pow(2,n);i++)

{

for (int j=0;j<n;j++)

{

if ((1<<j)&i)

{

x+=a[j];

if (a[j]<minum)

minum=a[j];

if (a[j]>manum)

manum=a[j];

}

}

if (x>=mi&&x<=ma&&manum-minum>=dif)

fin++;

x=0;

manum=0;

minum=9000000000;

}

cout <<fin;

return 0;

}

<http://codeforces.com/contest/21/problem/C>

C. Stripe 2

time limit per test

1 second

memory limit per test

64 megabytes

input

standard input

output

standard output

Once Bob took a paper stripe of n squares (the height of the stripe is 1 square). In each square he wrote an integer number, possibly negative. He became interested in how many ways exist to cut this stripe into three pieces so that the sum of numbers from each piece is equal to the sum of numbers from any other piece, and each piece contains positive integer amount of squares. Would you help Bob solve this problem?

**Input**

The first input line contains integer *n* (1 ≤ *n* ≤ 105) — amount of squares in the stripe. The second line contains n space-separated numbers — they are the numbers written in the squares of the stripe. These numbers are integer and do not exceed 10000 in absolute value.

**Output**

Output the amount of ways to cut the stripe into three non-empty pieces so that the sum of numbers from each piece is equal to the sum of numbers from any other piece. Don't forget that it's allowed to cut the stripe along the squares' borders only.

**Examples**

**input**

4  
1 2 3 3

**output**

1

**input**

5  
1 2 3 4 5

**output**

0

#include <bits/stdc++.h>

#define vi vector <int>

#define vvi vector < vi >

#define ii pair < int,int >

#define vii vector < ii >

#define all(v) ((v).begin()), ((v).end())

#define sz(v) ((ll)((v).size()))

#define clr(v, d) memset(v, d, sizeof(v))

#define rep(i, v) for(ll i=0;i<sz(v);++i)

#define lp(i, j, n) for(ll i=(j);i<(ll)(n);++i)

#define lpd(i, j, n) for(ll i=(j);i>=(ll)(n);--i)

#define pb push\_back

#define MP make\_pair

#define READ freopen("in.txt","r",stdin)

#define WRITE freopen("output.txt","w",stdout)

#define scf(n) scanf("%d",&n)

#define FastIO ios\_base::sync\_with\_stdio(false)

#define vb vector <bool>

#define ull unsigned long long

typedef long long ll;

const ll oo = 1e9;

const ll mod = 95542721;

const ll MAX =1e9;

const ll ARR =410;

using namespace std;

int main() {

#ifndef ONLINE\_JUDGE

READ;

#endif

FastIO;

// clr(cnt,0);

int n;

cin>>n;

int a[n],cnt[n];

clr(cnt,0);

ll s=0,res=0;

ll sum=0;

lp(i,0,n){

cin>>a[i];

sum+=a[i];

}

if(sum%3!=0)return cout<<0,0;

sum/=3;

for(int i=n-1;i>=0;i--){

s+=a[i];

if(sum==s){

cnt[i]=1;

}

}

for(int i = n-2 ; i >= 0 ; --i)

cnt[i] += cnt[i+1];

s=0;

lp(i,0,n-2){

s+=a[i];

if(s==sum)

res+=cnt[i+2];

}

cout<<res;

return 0;

}

<http://codeforces.com/contest/114/problem/C>

C. Grammar Lessons

time limit per test

5 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Petya got interested in grammar on his third year in school. He invented his own language called Petya's. Petya wanted to create a maximally simple language that would be enough to chat with friends, that's why all the language's grammar can be described with the following set of rules:

* There are three parts of speech: the adjective, the noun, the verb. Each word in his language is an adjective, noun or verb.
* There are two genders: masculine and feminine. Each word in his language has gender either masculine or feminine.
* Masculine adjectives end with -lios, and feminine adjectives end with -liala.
* Masculine nouns end with -etr, and feminime nouns end with -etra.
* Masculine verbs end with -initis, and feminime verbs end with -inites.
* Thus, each word in the Petya's language has one of the six endings, given above. There are no other endings in Petya's language.
* It is accepted that the whole word consists of an ending. That is, words "lios", "liala", "etr" and so on belong to the Petya's language.
* There aren't any punctuation marks, grammatical tenses, singular/plural forms or other language complications.
* A sentence is either exactly one valid language word or exactly one *statement*.

*Statement* is any sequence of the Petya's language, that satisfy both conditions:

* Words in statement follow in the following order (from the left to the right): zero or more adjectives followed by exactly one noun followed by zero or more verbs.
* All words in the statement should have the same gender.

After Petya's friend Vasya wrote instant messenger (an instant messaging program) that supported the Petya's language, Petya wanted to add spelling and grammar checking to the program. As Vasya was in the country and Petya didn't feel like waiting, he asked you to help him with this problem. Your task is to define by a given sequence of words, whether it is true that the given text represents exactly one sentence in Petya's language.

**Input**

The first line contains one or more words consisting of lowercase Latin letters. The overall number of characters (including letters and spaces) does not exceed 105.

It is guaranteed that any two consecutive words are separated by exactly one space and the input data do not contain any other spaces. It is possible that given words do not belong to the Petya's language.

**Output**

If some word of the given text does not belong to the Petya's language or if the text contains more that one sentence, print "NO" (without the quotes). Otherwise, print "YES" (without the quotes).

**Examples**

**input**

petr

**output**

YES

**input**

etis atis animatis etis atis amatis

**output**

NO

**input**

nataliala kataliala vetra feinites

**output**

YES

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

typedef vector<int> vi;

typedef pair<int, int> pii;

typedef set<int> si;

typedef map<int,int> mii;

#define FOR(i, a, b) for (int i=a; i<b; i++)

#define F0R(i, a) for (int i=0; i<a; i++)

#define FORd(i,a,b) for (int i = b-1; i >= a; i--)

#define F0Rd(i,a) for (int i = a-1; i >= 0; i--)

#define mp make\_pair

#define pb push\_back

#define f first

#define s second

#define lb lower\_bound

#define ub upper\_bound

const int MOD = 1000000007;

double PI = 4\*atan(1);

vi gen, type;

int main() {

ios\_base::sync\_with\_stdio(0);cin.tie(0);

string s;

while (cin >> s) {

reverse(s.begin(),s.end());

if (s.length()>=4 && s.substr(0,4) == "soil") gen.pb(0), type.pb(0);

else if (s.length()>=5 && s.substr(0,5) == "alail") gen.pb(1), type.pb(0);

else if (s.length()>=3 && s.substr(0,3) == "rte") gen.pb(0), type.pb(1);

else if (s.length()>=4 && s.substr(0,4) == "arte") gen.pb(1), type.pb(1);

else if (s.length()>=6 && s.substr(0,6) == "sitini") gen.pb(0), type.pb(2);

else if (s.length()>=6 && s.substr(0,6) == "setini") gen.pb(1), type.pb(2);

else {

cout << "NO";

return 0;

}

}

if (gen.size() == 1) {

cout << "YES";

return 0;

}

F0R(i,gen.size()-1) if (gen[i] != gen[i+1]) {

cout << "NO";

return 0;

}

F0R(i,type.size()-1) if (type[i+1]-type[i]>1 || type[i+1]-type[i]<0) {

cout << "NO";

return 0;

}

int ccount = 0;

F0R(i,type.size()) if (type[i] == 1) ccount++;

if (ccount != 1) {

cout << "NO";

return 0;

}

cout << "YES";

}

<http://codeforces.com/contest/723/problem/D>

D. Lakes in Berland

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

The map of Berland is a rectangle of the size *n* × *m*, which consists of cells of size 1 × 1. Each cell is either land or water. The map is surrounded by the ocean.

*Lakes* are the maximal regions of water cells, connected by sides, which are not connected with the ocean. Formally, lake is a set of water cells, such that it's possible to get from any cell of the set to any other without leaving the set and moving only to cells adjacent by the side, none of them is located on the border of the rectangle, and it's impossible to add one more water cell to the set such that it will be connected with any other cell.

You task is to fill up with the earth the minimum number of water cells so that there will be **exactly** *k* lakes in Berland. Note that the initial number of lakes on the map is **not less** than *k*.

**Input**

The first line of the input contains three integers *n*, *m* and *k* (1 ≤ *n*, *m* ≤ 50, 0 ≤ *k* ≤ 50) — the sizes of the map and the number of lakes which should be left on the map.

The next *n* lines contain *m* characters each — the description of the map. Each of the characters is either '.' (it means that the corresponding cell is water) or '\*' (it means that the corresponding cell is land).

It is guaranteed that the map contain at least *k* lakes.

**Output**

In the first line print the minimum number of cells which should be transformed from water to land.

In the next *n* lines print *m* symbols — the map after the changes. The format must strictly follow the format of the map in the input data (there is no need to print the size of the map). If there are several answers, print any of them.

It is guaranteed that the answer exists on the given data.

**Examples**

**input**

5 4 1  
\*\*\*\*  
\*..\*  
\*\*\*\*  
\*\*.\*  
..\*\*

**output**

1  
\*\*\*\*  
\*..\*  
\*\*\*\*  
\*\*\*\*  
..\*\*

**input**

3 3 0  
\*\*\*  
\*.\*  
\*\*\*

**output**

1  
\*\*\*  
\*\*\*  
\*\*\*

**Note**

In the first example there are only two lakes — the first consists of the cells (2, 2) and (2, 3), the second consists of the cell (4, 3). It is profitable to cover the second lake because it is smaller. Pay attention that the area of water in the lower left corner is not a lake because this area share a border with the ocean.

#include <bits/stdc++.h>

using namespace std;

const int SOLID = -2;

const int OPEN = -1;

vector<int> a;

set<int> ocean, banned;

int n, m, k, next\_comp, c, ans;

vector<pair<int,int> > comps;

vector<vector<int> > g;

void dfs(int v, int comp = -1, int p = 1) {

if (comp == -1) {

comp = next\_comp++;

comps.push\_back(make\_pair(0, comp));

}

a[v] = comp;

comps[comp].first++;

for (int i = 0; i < (int)g[v].size(); ++i) {

if (a[g[v][i]] == OPEN){

dfs(g[v][i], comp, p + 1);

}

}

}

int main()

{

scanf("%d %d %d", &n, &m, &k);

for (int i = 0; i < n; ++i) {

char buf[51];

scanf("%s", buf);

for (int j = 0; j < m; ++j) {

g.push\_back(vector<int>());

if (buf[j] == '\*') a.push\_back(SOLID);

else a.push\_back(OPEN);

}

}

for (int i = 0; i < n \* m; ++i) {

if (a[i] == OPEN) {

if (i - m >= 0 && a[i - m] == OPEN) g[i].push\_back(i - m);

if (i % m > 0 && a[i - 1] == OPEN) g[i].push\_back(i - 1);

if (i % m < m - 1 && a[i + 1] == OPEN) g[i].push\_back(i + 1);

if (i + m < n \* m && a[i + m] == OPEN) g[i].push\_back(i + m);

}

}

for (int i = 0; i < n \* m; ++i){

if (a[i] == OPEN) dfs(i);

}

c = next\_comp;

for (int i = 0; i < m; ++i) {

if (a[i] != SOLID)

ocean.insert(a[i]);

}

for (int i = n \* m - m; i < n \* m; ++i) {

if (a[i] != SOLID)

ocean.insert(a[i]);

}

for (int i = 0; i < n \* m; i += m) {

if (a[i] != SOLID)

ocean.insert(a[i]);

}

for (int i = m - 1; i < n \* m; i += m) {

if (a[i] != SOLID)

ocean.insert(a[i]);

}

c -= ocean.size();

sort(comps.begin(), comps.end());

int i = 0;

while (c > k) {

if (ocean.find(comps[i].second) == ocean.end()) {

banned.insert(comps[i].second);

ans += comps[i].first;

--c;

}

++i;

}

printf("%d\n", ans);

for (int i = 0; i < n; ++i) {

for (int j = 0; j < m; ++j) {

if (a[i \* m + j] == SOLID || (a[i \* m + j] != SOLID && banned.find(a[i \* m + j]) != banned.end()))

printf("\*");

else printf(".");

}

printf("\n");

}

return 0;

}

<http://codeforces.com/contest/742/problem/E>

E. Arpa’s overnight party and Mehrdad’s silent entering

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

*Note that girls in Arpa’s land are really attractive.*

Arpa loves overnight parties. In the middle of one of these parties Mehrdad suddenly appeared. He saw *n* pairs of friends sitting around a table. *i*-th pair consisted of a boy, sitting on the *ai*-th chair, and his girlfriend, sitting on the *bi*-th chair. The chairs were numbered 1through 2*n* in clockwise direction. There was exactly one person sitting on each chair.
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There were two types of food: Kooft and Zahre-mar. Now Mehrdad wonders, was there any way to serve food for the guests such that:

* Each person had exactly one type of food,
* No boy had the same type of food as his girlfriend,
* Among any three guests sitting on consecutive chairs, there was two of them who had different type of food. Note that chairs 2*n* and 1 are considered consecutive.

Find the answer for the Mehrdad question. If it was possible, find some arrangement of food types that satisfies the conditions.

**Input**

The first line contains an integer *n* (1  ≤  *n*  ≤  105) — the number of pairs of guests.

The *i*-th of the next *n* lines contains a pair of integers *ai* and *bi* (1  ≤ *ai*, *bi* ≤  2*n*) — the number of chair on which the boy in the *i*-th pair was sitting and the number of chair on which his girlfriend was sitting. It's guaranteed that there was exactly one person sitting on each chair.

**Output**

If there is no solution, print -1.

Otherwise print *n* lines, the *i*-th of them should contain two integers which represent the type of food for the *i*-th pair. The first integer in the line is the type of food the boy had, and the second integer is the type of food the girl had. If someone had Kooft, print 1, otherwise print 2.

If there are multiple solutions, print any of them.

**Example**

**input**

3  
1 4  
2 5  
3 6

**output**

1 2  
2 1  
1 2

#include<iostream>

#include<string>

#include<vector>

#include<algorithm>

#include<queue>

#include<cmath>

#include<stack>

#include<climits>

#include<map>

#include<set>

#include<utility>

#include<iterator>

#include<cstring>

#include<cstdio>

#include<unordered\_map>

#define MOD 1000000007

#define pb push\_back

#define mp make\_pair

#define umap unordered\_map

#define ff first

#define ss second

//#define scd static\_cast<double>

using namespace std;

using ll=long long;

using ull=unsigned long long;

using pii=pair<int, int>;

using pll=pair<ll,ll>;

using vi=vector<int>;

using vll=vector<ll>;

using pill=pair<int,ll>;

using vvi=vector<vi>;

ll gcd(ll a, ll b)

{

ll t;

while((t=a%b)!=0) {

a=b;

b=t;

}

return b;

}

ll fast\_exp(ll base, ll n, ll m)

{

if(n==0) return 1;

ll t=fast\_exp(base,n/2,m);

if(n%2==0) return (t\*t)%m;

else return (((t\*t)%m)\*base)%m;

}

bool is\_set(int i, ll mask)

{

return (mask>>i)&1;

}

int count\_bits(ll mask)

{

int ans=0;

for(int i=0;i<64;++i)

if (is\_set(i,mask)) ++ans;

return ans;

}

int first\_bit(ll mask)

{

int i=0;

while(i<64)

if(is\_set(i++, mask)) return i-1;

return -1;

}

vvi g(200001);

int col[200001];

pii p[100001];

void dfs(int x, int c)

{

col[x] = c;

for (auto i:g[x]) if (!col[i]) dfs(i,1+(c==1));

}

int main()

{

ios::sync\_with\_stdio(false);

int n;cin>>n;

for (int i=1; i<=n; ++i) {

int a, b; cin>>a>>b;

p[i] = {a,b};

g[a].pb(b); g[b].pb(a);

g[2\*i].pb(2\*i-1); g[2\*i-1].pb(2\*i);

}

for (int i=1; i<=2\*n; ++i) if (!col[i]) dfs(i,1);

for (int i=1; i<=n; ++i) cout << col[p[i].ff] << " " << col[p[i].ss] << "\n";

return 0;

}

<http://codeforces.com/contest/1/problem/B>

B. Spreadsheets

time limit per test

10 seconds

memory limit per test

64 megabytes

input

standard input

output

standard output

In the popular spreadsheets systems (for example, in Excel) the following numeration of columns is used. The first column has number A, the second — number B, etc. till column 26 that is marked by Z. Then there are two-letter numbers: column 27 has number AA, 28 — AB, column 52 is marked by AZ. After ZZ there follow three-letter numbers, etc.

The rows are marked by integer numbers starting with 1. The cell name is the concatenation of the column and the row numbers. For example, BC23 is the name for the cell that is in column 55, row 23.

Sometimes another numeration system is used: RXCY, where X and Y are integer numbers, showing the column and the row numbers respectfully. For instance, R23C55 is the cell from the previous example.

Your task is to write a program that reads the given sequence of cell coordinates and produce each item written according to the rules of another numeration system.

**Input**

The first line of the input contains integer number *n* (1 ≤ *n* ≤ 105), the number of coordinates in the test. Then there follow *n* lines, each of them contains coordinates. All the coordinates are correct, there are no cells with the column and/or the row numbers larger than 106.

**Output**

Write *n* lines, each line should contain a cell coordinates in the other numeration system.

**Examples**

**input**

2  
R23C55  
BC23

**output**

BC23  
R23C55

#include <stdio.h>

#include <stdlib.h>

#define DEBUG 1

int isNum(char a){

return '0'<=a&&a<='9';

}

void reverseString(char a[],int n){

for(int i=0;i<n/2;i++){

int temp = a[i];

a[i]=a[n-1-i];

a[n-1-i]=temp;

}

}

int main(){

int total;

scanf("%d",&total);

char input[100];

for(int i = 0; i < total; i++){

scanf("%s",input);

int type=-1;

int index=1;

int row = 0,column = 0;

int length;

while(input[index]!='\0'){

index++;

}

length = index ;

index= 1;

while(input[index]!='\0'){

if(isNum(input[index])&&!isNum(input[index-1])){

type\*=-1;

}

index+=1;

}

// #if DEBUG

// printf("%d\n", type);

// #endif

if(type==-1){

int start1,end1,start2,end2;

int f1=0;

index = 0;

while(input[index]!='\0'){

if(isNum(input[index])&&!isNum(input[index-1]) &&!f1){

start1 = index;

f1=1;

}

if(!isNum(input[index])&&isNum(input[index-1])){

end1 = index-1;

break;

}

index++;

}

for(int i = start1; i<=end1; i++){

row = 10\*row+(input[i]-'0');

}

start2 = end1+2;

end2 = length-1;

for(int i = start2; i<=end2; i++){

column = 10\*column+(input[i]-'0');

}

char c[100];int l=0;

while(column!=0){

if(column%26 == 0){

c[l] = 'Z';

column/=26;

column-=1;

}

else{

c[l]=column%26+'A'-1;

column/=26;

}

l++;

}

c[l]='\0';

reverseString(c,l);

printf("%s%d\n",c,row);

}else{

int start1=0,end1,start2,end2=length-1;

index = 1;

while(input[index]!='\0'){

if(isNum(input[index])&&!isNum(input[index-1]) ){

start2 = index;

end1 = start2 - 1;

}

index+=1;

}

for(int i = start2; i<=end2; i++){

row = 10\*row+(input[i]-'0');

}

index = start1;

while(index != start2){

column = column\*26 + (input[index] - 'A' +1);

index+=1;

}

printf("R%dC%d\n",row,column );

}

}

}

<http://codeforces.com/contest/469/problem/A>

A. I Wanna Be the Guy

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

There is a game called "I Wanna Be the Guy", consisting of *n* levels. Little X and his friend Little Y are addicted to the game. Each of them wants to pass the whole game.

Little X can pass only *p* levels of the game. And Little Y can pass only *q* levels of the game. You are given the indices of levels Little X can pass and the indices of levels Little Y can pass. Will Little X and Little Y pass the whole game, if they cooperate each other?

**Input**

The first line contains a single integer *n* (1 ≤  *n* ≤ 100).

The next line contains an integer *p* (0 ≤ *p* ≤ *n*) at first, then follows *p* distinct integers *a*1, *a*2, ..., *ap* (1 ≤ *ai* ≤ *n*). These integers denote the indices of levels Little X can pass. The next line contains the levels Little Y can pass in the same format. It's assumed that levels are numbered from 1 to *n*.

**Output**

If they can pass all the levels, print "I become the guy.". If it's impossible, print "Oh, my keyboard!" (without the quotes).

**Examples**

**input**

4  
3 1 2 3  
2 2 4

**output**

I become the guy.

**input**

4  
3 1 2 3  
2 2 3

**output**

Oh, my keyboard!

**Note**

In the first sample, Little X can pass levels [1 2 3], and Little Y can pass level [2 4], so they can pass all the levels both.

In the second sample, no one can pass level 4.

#include <bits/stdc++.h>

using namespace std;

int n,a,b;

int chk[100];

int main()

{

cin>>n;

cin>>a;

int ch[a];

for(int i=0; i<a; i++)

{

cin>>ch[i];

chk[ch[i]-1]=1;

}

cin>>b;

int c[b];

for(int i=0; i<b; i++)

{

cin>>c[i];

chk[c[i]-1]=1;

}

for(int i=0; i<n; i++)

{

if(chk[i]==0)

{

cout<<"Oh, my keyboard!";

return 0;

}

}

cout<<"I become the guy.";

return 0;

}

<http://codeforces.com/contest/489/problem/C>

C. Given Length and Sum of Digits...

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You have a positive integer *m* and a non-negative integer *s*. Your task is to find the smallest and the largest of the numbers that have length *m* and sum of digits *s*. The required numbers should be non-negative integers written in the decimal base without leading zeroes.

**Input**

The single line of the input contains a pair of integers *m*, *s* (1 ≤ *m* ≤ 100, 0 ≤ *s* ≤ 900) — the length and the sum of the digits of the required numbers.

**Output**

In the output print the pair of the required non-negative integer numbers — first the minimum possible number, then — the maximum possible number. If no numbers satisfying conditions required exist, print the pair of numbers "-1 -1" (without the quotes).

**Examples**

**input**

2 15

**output**

69 96

**input**

3 0

**output**

-1 -1

#include <iostream>

#include<vector>

using namespace std;

int main()

{

int i,j,f=0,m,s;

vector<int> l,v;

cin>>m>>s;

j=m;

if(9\*m<s)

{

cout<<-1<<" "<<-1;

return 0;

}

if(m>1&&s<=0)

{cout<<-1<<" "<<-1;

return 0;

}

int t=m,k=s;

while(m--)

{

if(s/10>0)

{

v.push\_back(9);

s-=9;

}

else

{

v.push\_back(s%10);

s=0;

}

}

while(j--)

{

if(k/10>0)

{

l.push\_back(9);

k-=9;

}

else

{

l.push\_back(k%10);

k=0;

}

if(k==0)

{

if(j!=0)

f=1;

}

}

for(i=l.size()-1;i>=0;i--)

{

if(i==l.size()-1)

{

if(f)

cout<<l[i]+1;

else

cout<<l[i];

}

else

{

if(l[i]==0)

cout<<l[i];

else

{

if(f)

{ cout<<l[i]-1;

f=0;

}

else

cout<<l[i];

}

}

}

cout<<" ";

for(i=0;i<v.size();i++)

cout<<v[i];

// your code goes here

return 0;

}

<http://codeforces.com/contest/231/problem/A>

A. Team

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

One day three best friends Petya, Vasya and Tonya decided to form a team and take part in programming contests. Participants are usually offered several problems during programming contests. Long before the start the friends decided that they will implement a problem if at least two of them are sure about the solution. Otherwise, the friends won't write the problem's solution.

This contest offers *n* problems to the participants. For each problem we know, which friend is sure about the solution. Help the friends find the number of problems for which they will write a solution.

**Input**

The first input line contains a single integer *n* (1 ≤ *n* ≤ 1000) — the number of problems in the contest. Then *n* lines contain three integers each, each integer is either 0 or 1. If the first number in the line equals 1, then Petya is sure about the problem's solution, otherwise he isn't sure. The second number shows Vasya's view on the solution, the third number shows Tonya's view. The numbers on the lines are separated by spaces.

**Output**

Print a single integer — the number of problems the friends will implement on the contest.

**Examples**

**input**

3  
1 1 0  
1 1 1  
1 0 0

**output**

2

**input**

2  
1 0 0  
0 1 1

**output**

1

**Note**

In the first sample Petya and Vasya are sure that they know how to solve the first problem and all three of them know how to solve the second problem. That means that they will write solutions for these problems. Only Petya is sure about the solution for the third problem, but that isn't enough, so the friends won't take it.

In the second sample the friends will only implement the second problem, as Vasya and Tonya are sure about the solution.

#include<iostream>

using namespace std;

int main(){

int n;

while(cin>>n){

int x,y,z;

int ct = 0;

for(int i=0;i<n;i++){

cin>>x>>y>>z;

if((x+y+z)>1){

ct++;

}

}

cout<<ct<<endl;

}

}

<http://codeforces.com/contest/467/problem/A>

A. George and Accommodation

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

George has recently entered the BSUCP (Berland State University for Cool Programmers). George has a friend Alex who has also entered the university. Now they are moving into a dormitory.

George and Alex want to live in the same room. The dormitory has *n* rooms in total. At the moment the *i*-th room has *pi* people living in it and the room can accommodate *qi* people in total (*pi* ≤ *qi*). Your task is to count how many rooms has free place for both George and Alex.

**Input**

The first line contains a single integer *n* (1 ≤ *n* ≤ 100) — the number of rooms.

The *i*-th of the next *n* lines contains two integers *pi* and *qi* (0 ≤ *pi* ≤ *qi* ≤ 100) — the number of people who already live in the *i*-th room and the room's capacity.

**Output**

Print a single integer — the number of rooms where George and Alex can move in.

**Examples**

**input**

3  
1 1  
2 2  
3 3

**output**

0

**input**

3  
1 10  
0 10  
10 10

**output**

2

#include<bits/stdc++.h>

using namespace std;

int main()

{

int cc=0;

int n;

cin>>n;

for(int i=0; i<n; i++)

{

vector<int> v;

for(int i=0; i<2; i++)

{

int t;

cin>>t;

v. push\_back(t);

}

if((v[1]-v[0])>=2)cc++;

}

cout<<cc<<endl;

return 0;

}

<http://codeforces.com/contest/409/problem/H>

H. A + B Strikes Back

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

A + B is often used as an example of the easiest problem possible to show some contest platform. However, some scientists have observed that sometimes this problem is not so easy to get accepted. Want to try?

**Input**

The input contains two integers *a* and *b* (0 ≤ *a*, *b* ≤ 103), separated by a single space.

**Output**

Output the sum of the given integers.

**Examples**

**input**

5 14

**output**

19

**input**

381 492

**output**

873

#include <bits/stdc++.h>

using namespace std;

#define FOR(i,a,b) for(long long int i = a; i < b; i++)

#define mp make\_pair

#define pb push\_back

#define st first

#define nd second

typedef pair <int , int> pii;

typedef long long ll;

int main(){

int a,b;

cin >> a >> b;

cout << a+b << endl;

//bamaze :/

}

<http://codeforces.com/contest/136/problem/A>

A. Presents

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Little Petya very much likes gifts. Recently he has received a new laptop as a New Year gift from his mother. He immediately decided to give it to somebody else as what can be more pleasant than giving somebody gifts. And on this occasion he organized a New Year party at his place and invited *n* his friends there.

If there's one thing Petya likes more that receiving gifts, that's watching others giving gifts to somebody else. Thus, he safely hid the laptop until the next New Year and made up his mind to watch his friends exchanging gifts while he does not participate in the process. He numbered all his friends with integers from 1 to *n*. Petya remembered that a friend number *i* gave a gift to a friend number *pi*. He also remembered that each of his friends received exactly one gift.

Now Petya wants to know for each friend *i* the number of a friend who has given him a gift.

**Input**

The first line contains one integer *n* (1 ≤ *n* ≤ 100) — the quantity of friends Petya invited to the party. The second line contains *n* space-separated integers: the *i*-th number is *pi* — the number of a friend who gave a gift to friend number *i*. It is guaranteed that each friend received exactly one gift. It is possible that some friends do not share Petya's ideas of giving gifts to somebody else. Those friends gave the gifts to themselves.

**Output**

Print *n* space-separated integers: the *i*-th number should equal the number of the friend who gave a gift to friend number *i*.

**Examples**

**input**

4  
2 3 4 1

**output**

4 1 2 3

**input**

3  
1 3 2

**output**

1 3 2

**input**

2  
1 2

**output**

1 2

#include <stdio.h>

int main ()

{

int n,i,t;

int f[100];

scanf("%d",&n);

for(i=1;i<=n;i++)

{

scanf("%d",&t);

f[t]=i;

}

for(i=1;i<=n;i++)

printf("%d ",f[i]);

return 0;

}

<http://codeforces.com/contest/6/problem/C>

C. Alice, Bob and Chocolate

time limit per test

2 seconds

memory limit per test

64 megabytes

input

standard input

output

standard output

Alice and Bob like games. And now they are ready to start a new game. They have placed *n* chocolate bars in a line. Alice starts to eat chocolate bars one by one from left to right, and Bob — from right to left. For each chocololate bar the time, needed for the player to consume it, is known (Alice and Bob eat them with equal speed). When the player consumes a chocolate bar, he immediately starts with another. It is not allowed to eat two chocolate bars at the same time, to leave the bar unfinished and to make pauses. If both players start to eat the same bar simultaneously, Bob leaves it to Alice as a true gentleman.

How many bars each of the players will consume?

**Input**

The first line contains one integer *n* (1 ≤ *n* ≤ 105) — the amount of bars on the table. The second line contains a sequence *t*1, *t*2, ..., *tn*(1 ≤ *ti* ≤ 1000), where *ti* is the time (in seconds) needed to consume the *i*-th bar (in the order from left to right).

**Output**

Print two numbers *a* and *b*, where *a* is the amount of bars consumed by Alice, and *b* is the amount of bars consumed by Bob.

**Examples**

**input**

5  
2 9 8 2 7

**output**

2 3

]#include <bits/stdc++.h>

using namespace std;

vector <int> v;

int ar[100010] , dp[100010] , dp2[100010];

int main()

{

int n;

cin >> n;

for(int i = 0; i < n; i++)

{

cin >> ar[i];

dp[i+1] = ar[i] + dp[i];

}

for(int i = n-2; i >= 0; i--)

dp2[i] = ar[i+1] + dp2[i+1];

for(int i = 0; i < n; i++)

{

if(dp[i] > dp2[i])

{

cout << i << " " << n-i;

return 0;

}

}

cout << 1 << " " << 0;

return 0;

}

<http://codeforces.com/contest/743/problem/A>

A. Vladik and flights

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Vladik is a competitive programmer. This year he is going to win the International Olympiad in Informatics. But it is not as easy as it sounds: the question Vladik face now is to find the cheapest way to get to the olympiad.

Vladik knows *n* airports. All the airports are located on a straight line. Each airport has unique id from 1 to *n*, Vladik's house is situated next to the airport with id *a*, and the place of the olympiad is situated next to the airport with id *b*. It is possible that Vladik's house and the place of the olympiad are located near the same airport.

To get to the olympiad, Vladik can fly between any pair of airports any number of times, but he has to start his route at the airport *a* and finish it at the airport *b*.

Each airport belongs to one of two companies. The cost of flight from the airport *i* to the airport *j* is zero if both airports belong to the same company, and |*i* - *j*| if they belong to different companies.

Print the minimum cost Vladik has to pay to get to the olympiad.

**Input**

The first line contains three integers *n*, *a*, and *b* (1 ≤ *n* ≤ 105, 1 ≤ *a*, *b* ≤ *n*) — the number of airports, the id of the airport from which Vladik starts his route and the id of the airport which he has to reach.

The second line contains a string with length *n*, which consists only of characters 0 and 1. If the *i*-th character in this string is 0, then *i*-th airport belongs to first company, otherwise it belongs to the second.

**Output**

Print single integer — the minimum cost Vladik has to pay to get to the olympiad.

**Examples**

**input**

4 1 4  
1010

**output**

1

**input**

5 5 2  
10110

**output**

0

**Note**

In the first example Vladik can fly to the airport 2 at first and pay |1 - 2| = 1 (because the airports belong to different companies), and then fly from the airport 2 to the airport 4 for free (because the airports belong to the same company). So the cost of the whole flight is equal to 1. It's impossible to get to the olympiad for free, so the answer is equal to 1.

In the second example Vladik can fly directly from the airport 5 to the airport 2, because they belong to the same company.

#include <bits/stdc++.h>

using namespace std;

#define fi first

#define se second

#define mp make\_pair

#define pb push\_back

#define pf push\_front;

#define fbo find\_by\_order

#define ook order\_of\_key

#define lb lower\_bound

#define ub upper\_bound

#define rep(i,n) for(int i=0;i<n;i++)

#define fori(a,b) for(int i=a;i<=b;i++)

#define mem(x,a) memset(x,a,sizeof(x))

typedef long long ll;

typedef pair<int,int> ii;

typedef vector<ll> vi;

typedef long double ld;

typedef map<ll,ll> spt;

typedef set<ll> si;

typedef multiset<ll>::iterator sit;

typedef map<int,int>::iterator mi;

typedef vector<int>::iterator vit;

typedef vector<ii> vii;

typedef set<ii> sii;

typedef multiset<ll> msi;

typedef vector< vector<ll> > matrix;

const ll INF = 1e18;

const int MOD = 1e9 + 7;

const int N = 1e6 ;

ll modpow(ll a, ll b, ll c) {

int ans=1;

while(b != 0) {

if(b%2 == 1)

ans=(ans\*a)%c;

a=(a\*a)%c;

b /= 2;

}

return ans;

}

bool cmp(ii x,ii y)

{

if(abs(x.fi)==abs(y.fi))

return abs(x.se)<=abs(y.se);

return abs(x.fi)<abs(y.fi);

}

int main(){

//freopen("double\_squares.txt","r",stdin);

//freopen("aoutout.txt","w",stdout);

ios\_base::sync\_with\_stdio(0);

cin.tie(0);

cout.tie(0);

//ll n,a,b,q,e,f,k,flag=-1,ans=0;

int n, a, b;

string s;

cin >> n >> a >> b >> s;

a--, b--;

cout << ((s[a] - '0') ^ (s[b] - '0'));

}

<http://codeforces.com/contest/519/problem/B>

B. A and B and Compilation Errors

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

*A and B are preparing themselves for programming contests.*

B loves to debug his code. But before he runs the solution and starts debugging, he has to first compile the code.

Initially, the compiler displayed *n* compilation errors, each of them is represented as a positive integer. After some effort, B managed to fix some mistake and then another one mistake.

However, despite the fact that B is sure that he corrected the two errors, he can not understand exactly what compilation errors disappeared — the compiler of the language which B uses shows errors in the new order every time! B is sure that unlike many other programming languages, compilation errors for his programming language do not depend on each other, that is, if you correct one error, the set of other error does not change.

Can you help B find out exactly what two errors he corrected?

**Input**

The first line of the input contains integer *n* (3 ≤ *n* ≤ 105) — the initial number of compilation errors.

The second line contains *n* space-separated integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 109) — the errors the compiler displayed for the first time.

The third line contains *n* - 1 space-separated integers *b*1, *b*2, ..., *bn*- 1 — the errors displayed at the second compilation. It is guaranteed that the sequence in the third line contains all numbers of the second string except for exactly one.

The fourth line contains *n* - 2 space-separated integers *с*1, *с*2, ..., *сn*- 2 — the errors displayed at the third compilation. It is guaranteed that the sequence in the fourth line contains all numbers of the third line except for exactly one.

**Output**

Print two numbers on a single line: the numbers of the compilation errors that disappeared after B made the first and the second correction, respectively.

**Examples**

**input**

5  
1 5 8 123 7  
123 7 5 1  
5 1 7

**output**

8  
123

**input**

6  
1 4 3 3 5 7  
3 7 5 4 3  
4 3 7 5

**output**

1  
3

**Note**

In the first test sample B first corrects the error number 8, then the error number 123.

In the second test sample B first corrects the error number 1, then the error number 3. Note that if there are multiple errors with the same number, B can correct only one of them in one step.

#include <bits/stdc++.h>

#define ll long long

using namespace std;

int main(){

ll n, a, sum = 0, sum1 = 0, sum2 = 0;

cin >> n;

for(int i = 1; i <= n; i++){

cin >> a;

sum += a;

}

for(int i = 1; i <= n - 1; i++){

cin >> a;

sum1 += a;

}

for(int i = 1; i <= n - 2; i++){

cin >> a;

sum2 += a;

}

cout << sum - sum1 <<endl;

cout << sum1 - sum2;

}

<http://codeforces.com/contest/230/problem/B>

B. T-primes

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

We know that prime numbers are positive integers that have exactly two distinct positive divisors. Similarly, we'll call a positive integer *tТ-prime*, if *t* has exactly three distinct positive divisors.

You are given an array of *n* positive integers. For each of them determine whether it is Т-prime or not.

**Input**

The first line contains a single positive integer, *n* (1 ≤ *n* ≤ 105), showing how many numbers are in the array. The next line contains *n*space-separated integers *xi* (1 ≤ *xi* ≤ 1012).

Please, do not use the %lld specifier to read or write 64-bit integers in С++. It is advised to use the cin, cout streams or the %I64dspecifier.

**Output**

Print *n* lines: the *i*-th line should contain "YES" (without the quotes), if number *xi* is Т-prime, and "NO" (without the quotes), if it isn't.

**Examples**

**input**

3  
4 5 6

**output**

YES  
NO  
NO

**Note**

The given test has three numbers. The first number 4 has exactly three divisors — 1, 2 and 4, thus the answer for this number is "YES". The second number 5 has two divisors (1 and 5), and the third number 6 has four divisors (1, 2, 3, 6), hence the answer for them is "NO".

#include <bits/stdc++.h>

using namespace std;

bool prime[1000001];

bool IsPerfectSquare(long long input)

{

return sqrt(input)==(long long) sqrt(input);

}

void Intilize()

{

memset(prime,true,(int)pow(10,6)+1);

for(int i=2; i\*i<=(int)pow(10,6); i++)

{

if(prime[i]==true)

{

for(int j=2\*i; j<=(int)pow(10,6); j+=i)

{

prime[j]=false;

}

}

}

}

void Prime(long long number)

{

if(number!=1&&IsPerfectSquare(number)&&prime[(long)sqrt(number)])

{

cout<<"YES"<<endl;

return;

}

cout << "NO" << endl;

return;

}

int main()

{

Intilize();

int number;

cin >> number;

long long arr[number];

for(int i=0; i<number; i++)

{

cin >> arr[i];

Prime(arr[i]);

}

return 0;

}

<http://codeforces.com/contest/2/problem/A>

A. Winner

time limit per test

1 second

memory limit per test

64 megabytes

input

standard input

output

standard output

The winner of the card game popular in Berland "Berlogging" is determined according to the following rules. If at the end of the game there is only one player with the maximum number of points, he is the winner. The situation becomes more difficult if the number of such players is more than one. During each round a player gains or loses a particular number of points. In the course of the game the number of points is registered in the line "name score", where name is a player's name, and score is the number of points gained in this round, which is an integer number. If score is negative, this means that the player has lost in the round. So, if two or more players have the maximum number of points (say, it equals to *m*) at the end of the game, than wins the one *of them* who scored at least *m* points first. Initially each player has 0 points. It's guaranteed that at the end of the game at least one player has a positive number of points.

**Input**

The first line contains an integer number *n* (1  ≤  *n*  ≤  1000), *n* is the number of rounds played. Then follow *n* lines, containing the information about the rounds in "name score" format in chronological order, where name is a string of lower-case Latin letters with the length from 1 to 32, and score is an integer number between -1000 and 1000, inclusive.

**Output**

Print the name of the winner.

**Examples**

**input**

3  
mike 3  
andrew 5  
mike 2

**output**

andrew

**input**

3  
andrew 3  
andrew 2  
mike 5

**output**

andrew

#include <iostream>

#include <map>

#include <string>

using namespace std;

int n, m, arrid[1005], arrpoin[1005], high, poin[1005], poin2[1005];

string nama[1005];

map<string,int> pt;

int main(){

cin>>n;

for(int i = 0; i < n; i++ ){

string name; cin>>name>>arrpoin[i];

int idx = -1;

map<string,int>::iterator it = pt.find(name);

if(it!=pt.end()) idx = it->second; else pt[name] = m;

if(idx==-1) idx = m++;

nama[idx] = name, arrid[i] = idx;

poin[idx] += arrpoin[i];

}

high = poin[0];

for(int i = 1; i < m; i++ ) if(poin[i]>high) high = poin[i];

int winner;

for(int i = 0; i < n; i++ ){

int cur = arrid[i];

if(high==poin[cur]){

poin2[cur] += arrpoin[i];

if(poin2[cur]>=high){ winner = cur; break; }

}

}

cout<<nama[winner]<<'\n';

return 0;

}

<http://codeforces.com/contest/507/problem/A>

A. Amr and Music

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Amr is a young coder who likes music a lot. He always wanted to learn how to play music but he was busy coding so he got an idea.

Amr has *n* instruments, it takes *ai* days to learn *i*-th instrument. Being busy, Amr dedicated *k* days to learn how to play the maximum possible number of instruments.

Amr asked for your help to distribute his free days between instruments so that he can achieve his goal.

**Input**

The first line contains two numbers *n*, *k* (1 ≤ *n* ≤ 100, 0 ≤ *k* ≤ 10 000), the number of instruments and number of days respectively.

The second line contains *n* integers *ai* (1 ≤ *ai* ≤ 100), representing number of days required to learn the *i*-th instrument.

**Output**

In the first line output one integer *m* representing the maximum number of instruments Amr can learn.

In the second line output *m* space-separated integers: the indices of instruments to be learnt. You may output indices in any order.

if there are multiple optimal solutions output any. It is not necessary to use all days for studying.

**Examples**

**input**

4 10  
4 3 1 2

**output**

4  
1 2 3 4

**input**

5 6  
4 3 1 1 2

**output**

3  
1 3 4

**input**

1 3  
4

**output**

0

**Note**

In the first test Amr can learn all 4 instruments.

In the second test other possible solutions are: {2, 3, 5} or {3, 4, 5}.

In the third test Amr doesn't have enough time to learn the only presented instrument.

#include<iostream>

using namespace std;

int main()

{

int n,k;

cin>>n>>k;

int a[n],b[n],s=0,no=0;

for(int i=0;i<n;i++)

{

cin>>a[i];

b[i]=i+1;

}

for(int i=1;i<n;i++)

{

for(int j=0;j<n-1;j++)

{

if(a[j]>a[j+1]){

int t=a[j];

a[j]=a[j+1];

a[j+1]=t;

t=b[j];

b[j]=b[j+1];

b[j+1]=t;

}

}

}

for(int i=0;i<n;i++)

{

if(s+a[i]<=k){

s=s+a[i];

no++;

}else

break;

}

cout<<no;

if(no>0)

cout<<endl;

for(int i=0;i<no;i++)

{

cout<<b[i];

if(i!=no-1)

cout<<" ";

}

}

<http://codeforces.com/contest/281/problem/A>

A. Word Capitalization

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Capitalization is writing a word with its first letter as a capital letter. Your task is to capitalize the given word.

Note, that during capitalization all the letters except the first one remains unchanged.

**Input**

A single line contains a non-empty word. This word consists of lowercase and uppercase English letters. The length of the word will not exceed 103.

**Output**

Output the given word after capitalization.

**Examples**

**input**

ApPLe

**output**

ApPLe

**input**

konjac

**output**

Konjac

#include<iostream>

#include<bits/stdc++.h>

using namespace std;

int main()

{

string s;

cin>>s;

s[0]=toupper(s[0]);

cout<<s<<endl;

return 0;

}

<http://codeforces.com/contest/617/problem/B>

B. Chocolate

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Bob loves everything sweet. His favorite chocolate bar consists of pieces, each piece may contain a nut. Bob wants to break the bar of chocolate into multiple pieces so that each part would contain **exactly** one nut and any break line goes between two adjacent pieces.

You are asked to calculate the number of ways he can do it. Two ways to break chocolate are considered distinct if one of them contains a break between some two adjacent pieces and the other one doesn't.

Please note, that if Bob doesn't make any breaks, all the bar will form one piece and it still has to have exactly one nut.

**Input**

The first line of the input contains integer *n* (1 ≤ *n* ≤ 100) — the number of pieces in the chocolate bar.

The second line contains *n* integers *ai* (0 ≤ *ai* ≤ 1), where 0 represents a piece without the nut and 1 stands for a piece with the nut.

**Output**

Print the number of ways to break the chocolate into multiple parts so that each part would contain exactly one nut.

**Examples**

**input**

3  
0 1 0

**output**

1

**input**

5  
1 0 1 0 1

**output**

4

**Note**

In the first sample there is exactly one nut, so the number of ways equals 1 — Bob shouldn't make any breaks.

In the second sample you can break the bar in four ways:

10|10|1

1|010|1

10|1|01

1|01|01

#include <bits/stdc++.h>

#define endl '\n'

using namespace std;

typedef long long int ll;

ll n , result = 0;

vector<ll> res , ans;

const int MAXN = 1e2+20;

ll a[MAXN];

int main()

{

ios\_base::sync\_with\_stdio(false); cin.tie(0); cout.tie(0);

//Tag Combinatorics Baraye Asle Zarb????

cin >> n;

for(ll i = 0; i < n; i++)

cin >> a[i];

for(ll i = 0; i < n; i++)

if(a[i] == 1)

res.push\_back(i);

ll c = res.size();

if(c > 0){

result = 1;

for(ll i = 0; i < c-1; i++)

ans.push\_back(res[i+1]-res[i]-1);

for(ll i = 0; i < ans.size(); i++)

result \*= ans[i]+1;

}

cout << result << endl;

return 0;

}

<http://codeforces.com/contest/58/problem/A>

A. Chat room

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasya has recently learned to type and log on to the Internet. He immediately entered a chat room and decided to say hello to everybody. Vasya typed the word *s*. It is considered that Vasya managed to say hello if several letters can be deleted from the typed word so that it resulted in the word "hello". For example, if Vasya types the word "ahhellllloou", it will be considered that he said hello, and if he types "hlelo", it will be considered that Vasya got misunderstood and he didn't manage to say hello. Determine whether Vasya managed to say hello by the given word *s*.

**Input**

The first and only line contains the word *s*, which Vasya typed. This word consisits of small Latin letters, its length is no less that 1 and no more than 100 letters.

**Output**

If Vasya managed to say hello, print "YES", otherwise print "NO".

**Examples**

**input**

ahhellllloou

**output**

YES

**input**

hlelo

**output**

NO

#include<stdio.h>

#include<string.h>

int main()

{

char s[101];

int c=0,i;

scanf("%s",s);

for (i=0;i<strlen(s);i++){

if (c==0 && s[i]=='h')

c++;

else if (c==1&&s[i]=='e')

c++;

else if ((c==2||c==3)&&s[i]=='l')

c++;

else if (c==4&&s[i]=='o')

c++;

}

if (c==5)

printf("YES\n");

else

printf("NO\n");

return 0;

}

<http://codeforces.com/contest/698/problem/A>

A. Vacations

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasya has *n* days of vacations! So he decided to improve his IT skills and do sport. Vasya knows the following information about each of this *n* days: whether that gym opened and whether a contest was carried out in the Internet on that day. For the *i*-th day there are four options:

1. on this day the gym is closed and the contest is not carried out;
2. on this day the gym is closed and the contest is carried out;
3. on this day the gym is open and the contest is not carried out;
4. on this day the gym is open and the contest is carried out.

On each of days Vasya can either have a rest or write the contest (if it is carried out on this day), or do sport (if the gym is open on this day).

Find the minimum number of days on which Vasya will have a rest (it means, he will not do sport and write the contest at the same time). The only limitation that Vasya has — *he does not want to do the same activity on two consecutive days: it means, he will not do sport on two consecutive days, and write the contest on two consecutive days*.

**Input**

The first line contains a positive integer *n* (1 ≤ *n* ≤ 100) — the number of days of Vasya's vacations.

The second line contains the sequence of integers *a*1, *a*2, ..., *an* (0 ≤ *ai* ≤ 3) separated by space, where:

* *ai* equals 0, if on the *i*-th day of vacations the gym is closed and the contest is not carried out;
* *ai* equals 1, if on the *i*-th day of vacations the gym is closed, but the contest is carried out;
* *ai* equals 2, if on the *i*-th day of vacations the gym is open and the contest is not carried out;
* *ai* equals 3, if on the *i*-th day of vacations the gym is open and the contest is carried out.

**Output**

Print the minimum possible number of days on which Vasya will have a rest. Remember that Vasya refuses:

* to do sport on any two consecutive days,
* to write the contest on any two consecutive days.

**Examples**

**input**

4  
1 3 2 0

**output**

2

**input**

7  
1 3 3 2 1 2 3

**output**

0

**input**

2  
2 2

**output**

1

**Note**

In the first test Vasya can write the contest on the day number 1 and do sport on the day number 3. Thus, he will have a rest for only 2 days.

In the second test Vasya should write contests on days number 1, 3, 5 and 7, in other days do sport. Thus, he will not have a rest for a single day.

In the third test Vasya can do sport either on a day number 1 or number 2. He can not do sport in two days, because it will be contrary to the his limitation. Thus, he will have a rest for only one day.

#include <cstdlib>

#include <cstdio>

#include <algorithm>

#include <vector>

#include <queue>

#include <cmath>

#include <stack>

#include <map>

#include <set>

#include <deque>

#include <cstring>

#include <functional>

#include <climits>

#include <list>

#include <ctime>

#include <complex>

#define F1(x,y,z) for(int x=(y);x<(z);x++)

#define F2(x,y,z) for(int x=(y);x<=(z);x++)

#define F3(x,y,z) for(int x=(y);x>(z);x--)

#define F4(x,y,z) for(int x=(y);x>=(z);x--)

#define mp make\_pair

#define pb push\_back

#define LL long long

#define co complex<double>

#define fi first

#define se second

#define MAX 100005

#define AMAX 1025\*1005

#define MOD 1000000007

#define f(c,d) ((1<<(c))\*(d))

using namespace std;

int n,ta,la,ans;

int main(){

scanf("%d",&n);

ans=n;

while(n--){

scanf("%d",&ta);

if(ta==0)la=0;

else if(ta==1){

if(la==1)la=0;

else ans--,la=1;

}else if(ta==2){

if(la==2)la=0;

else ans--,la=2;

}else{

ans--;

if(la)la=3-la;

}

}

printf("%d\n",ans);

#ifdef LOCAL\_PROJECT

system("pause");

#endif

return 0;

}

<http://codeforces.com/contest/663/problem/C>

C. Graph Coloring

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given an undirected graph that consists of *n* vertices and *m* edges. Initially, each edge is colored either red or blue. Each turn a player picks a single vertex and switches the color of **all** edges incident to it. That is, all red edges with an endpoint in this vertex change the color to blue, while all blue edges with an endpoint in this vertex change the color to red.

Find the minimum possible number of moves required to make the colors of all edges equal.

**Input**

The first line of the input contains two integers *n* and *m* (1 ≤ *n*, *m* ≤ 100 000) — the number of vertices and edges, respectively.

The following *m* lines provide the description of the edges, as the *i*-th of them contains two integers *ui* and *vi* (1 ≤ *ui*, *vi* ≤ *n*, *ui* ≠ *vi*) — the indices of the vertices connected by the *i*-th edge, and a character *ci* (![http://codeforces.com/predownloaded/dd/1a/dd1a02b63fcdd5724ddc240af201bc41d5f30ce8.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFgAAAATCAYAAAAUCsqbAAAESklEQVR42tWYV2gUURSGsym7GzeaGNeWxBiSGBUTDRZcJdiCDUs0xWDvomgUjV1jBRvYa1AsGFFUjIqIYn+w4YMgNtAHFVR8UVDffPE/4V+5DjOzO5NJSA58LDsz9869/z33nHMnIqLh2xBwDKwGvXktCjQjcSAeJCi4bbzHBZqyrzj2HewvjveN2g0E68Bx0DeiEVkX8ARMpKhBawXKwAFwFWwDK8EqsAZsBdNBcwvvigVTwU72eUjpUxZ3MQiAGIP2bj57B7RtLAKPBW9AiuZ6JPCAmeAbyANe4KMX9gF3wUnQwoIHi0jDwE+wjO+QPv1gFLgHlvO6nmWDdxxPnZuL2y0L5Ch00HhjKIFfgmSD+4XgAyemtVLwi55sxQZS4Hk691aA71wEPZO5vgf961rcBE6sktt4E9gINoO59DYnBC6iwDk692Q7/+B7rVg+F0ZP4BLwh6HAlsCynbqB7qCNTXFbgh2MhR2ZINyMXfIbbTFE2BV4AfgKhjsocBnvFVsVOIrZWoL5YGbrhdzOVkxEXMvJxTgUg1/pxGBV4E+ckJ/Jrz2YAm6C2RYXVBV4Pv9H0zFkR9xiAvVZFXg0uAQ6K8H6Ga9bsa7gMEscJ2wpeGBSDRQyycmWnQAmgTks6/aCTjbemc8YfJBOJ4u8HVQz0Zk5Thp4y1Dyz2QbPwXTlGvJ/O9XsnYByA0xOJnkHoaZXAMy2J+RRTLMjACXwTiTZ8WDP3Jhg21dLLmWcF79bXpwOT01gQu1n3VuS5O2UQwjVayHayqYCm7DNJOG0awRQwk8l6WMePERHSrpbbEmfXi4UFfoOYkhBDaKwTK5R+AG80BtY3AOF3NeiPbJ3EFng558jZ4SE2LSkWEMroCVgs+AOIrrCtGPeEI7cJ4xL9qGwDLmC4zRWQ4InMr4WmUyfh/FPcx8UFOOXuepRduoKclkuJgRRuISUU6AdIdisCSr5yYVjVkdLB78mLnEr1k8swUeZCCwjOEFuK8kuRhNX5k8aAxWG1ZQFLfmKFrM2COJbgC4GGbymgx2gaR6qCIkqX0BPZQYHMmkuJpl2kyNA5zmGI1sKPjNWKqazP02eM0wEMvF8GiqCBG4n3Zl1vPkE2DdWMpk5OXk5By+JYytHTyTzwJHGUuz2UcKJ9g6zHBjVgf7WS1UMwTsY1m5iJWH7MgzYIzGccTDHoJzOsddL+ctiewzw+YcjfeXcDzjWcqO1GhiWKb5mIl7cXurSSiRsWwAM2o4IkexkpCF2c24JLvkFD0rtpYCu5mU05XfDIVUg1rVxd0pC99EZ8wpbK/27dY8k8Nd3VfnHbaOynn0hlwbJY+LntGM3yXidSZWm5OcHYtn7HZHOG+2BE7jR44irn592ggW7pkOfoCS+NizjsYboMABqw2bWPhA46QlMRZuYK6ordd5Ka7H4XF66QSVDp9k68VSmcDKlWqhIZmLR+oKViz/HYz+ArkoxVW0C0hNAAAAAElFTkSuQmCC)) providing the initial color of this edge. If *ci*equals 'R', then this edge is initially colored red. Otherwise, *ci* is equal to 'B' and this edge is initially colored blue. It's guaranteed that there are no self-loops and multiple edges.

**Output**

If there is no way to make the colors of all edges equal output  - 1 in the only line of the output. Otherwise first output *k* — the minimum number of moves required to achieve the goal, then output *k* integers *a*1, *a*2, ..., *ak*, where *ai* is equal to the index of the vertex that should be used at the *i*-th move.

If there are multiple optimal sequences of moves, output any of them.

**Examples**

**input**

3 3  
1 2 B  
3 1 R  
3 2 B

**output**

1  
2

**input**

6 5  
1 3 R  
2 3 R  
3 4 B  
4 5 R  
4 6 R

**output**

2  
3 4

**input**

4 5  
1 2 R  
1 3 R  
2 3 B  
3 4 B  
1 4 B

**output**

-1

<http://codeforces.com/contest/363/problem/C>

C. Fixing Typos

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Many modern text editors automatically check the spelling of the user's text. Some editors even suggest how to correct typos.

In this problem your task to implement a small functionality to correct two types of typos in a word. We will assume that three identical letters together is a typo (for example, word "helllo" contains a typo). Besides, a couple of identical letters immediately followed by another couple of identical letters is a typo too (for example, words "helloo" and "wwaatt" contain typos).

Write a code that deletes the minimum number of letters from a word, correcting described typos in the word. You are allowed to delete letters from both ends and from the middle of the word.

**Input**

The single line of the input contains word *s*, its length is from 1 to 200000 characters. The given word *s* consists of lowercase English letters.

**Output**

Print such word *t* that it doesn't contain any typos described in the problem statement and is obtained from *s* by deleting the least number of letters.

If there are multiple solutions, print any of them.

**Examples**

**input**

helloo

**output**

hello

**input**

woooooow

**output**

woow

**Note**

The second valid answer to the test from the statement is "heloo".

#include<bits/stdc++.h>

#define all(a) (a).begin(), (a).end()

#define allr(a) (a).rbegin(), (a).rend()

#define mmm(k,n) memset(k,n,sizeof k)

#define fast\_io ios\_base::sync\_with\_stdio(false); cin.tie(0)

#define digits(a) fixed << setprecision(a)

#define x first

#define y second

#define oo 1e9

#define pi acos(-1)

#define MOD 1000000007

using namespace std ;

template<typename X> inline X abs(const X& a) { return a < 0? -a: a; }

template<typename X> inline X sqr(const X& a) { return a \* a; }

typedef pair<int, int> ii ;

typedef vector<ii> vii ;

typedef vector<int> vi ;

long long combine(long long n , int k)

{

long long ans =1 ;

for(int i=0 ; i< k ; i++)

ans=(ans \*(n-i))/(i+1) ;

return ans ;

}

long long pw(long long a, long long p)

{

if(p==0)

return 1 ;

if(p==1)

return a ;

long long half=pw(a,p/2) ;

if(p%2==0)

return half\*half ;

return half\*half\*a ;

}

long long dis(pair<long long, long long> a , pair<long long, long long> b)

{

return (a.x-b.x)\*(a.x-b.x) + (a.y-b.y)\*(a.y-b.y) ;

}

long long gcd(long long a, long long b)

{

return b == 0 ? a : gcd(b, a % b);

}

long long lcm(long long a, long long b)

{

return (a\*b)/gcd(a,b) ;

}

bitset<10000001> bs ;

vi sieve()

{

vi primes ;

long long sieve\_size = 10000000;

bs.set();

bs[0] = bs[1] = 0;

for (long long i = 2; i <= sieve\_size; i++) if (bs[i])

{

for (long long j = i \* i; j <=sieve\_size; j += i) bs[j] = 0;

primes.push\_back((int)i);

}

return primes ;

}

vi primes ;

set<int> primeFactors(long long N) { // remember: vi is vector<int>, ll is long long

set<int> factors;

long long PF\_idx = 0, PF = primes[PF\_idx]; // primes has been populated by sieve

while (PF \* PF <= N) { // stop at sqrt(N); N can get smaller

while (N % PF == 0) { N /= PF; factors.insert(PF); } // remove PF

PF = primes[++PF\_idx]; // only consider primes!

}

if (N != 1) factors.insert(N); // special case if N is a prime

return factors; // if N does not fit in 32-bit integer and is a prime

} // then ‘factors’ will have to be changed to vector<ll>

long long gauss(long long n){

return n\*(n+1)/2;

}

int main() {

//freopen("a.in","r",stdin) ;

//freopen("a.out","w", stdout) ;

fast\_io ;

string s, ans="" ;

bool couple =false ;

cin >> s ;

int n =(int)s.size(), l=0 ;

while(l<n){

ans+=s[l] ;

int r = l ;

while(s[l]==s[r] && r<n)

r++ ;

if(r-l==1)

couple = false ;

if(r-l>=2 && !couple){

couple=true ;

ans+=s[l] ;

}

else if(r-l>=2 && couple){

couple=false ;

}

l=r ;

}

cout << ans << endl ;

return 0;

}

<http://codeforces.com/contest/741/problem/C>

C. Arpa’s overnight party and Mehrdad’s silent entering

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

*Note that girls in Arpa’s land are really attractive.*

Arpa loves overnight parties. In the middle of one of these parties Mehrdad suddenly appeared. He saw *n* pairs of friends sitting around a table. *i*-th pair consisted of a boy, sitting on the *ai*-th chair, and his girlfriend, sitting on the *bi*-th chair. The chairs were numbered 1through 2*n* in clockwise direction. There was exactly one person sitting on each chair.
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There were two types of food: Kooft and Zahre-mar. Now Mehrdad wonders, was there any way to serve food for the guests such that:

* Each person had exactly one type of food,
* No boy had the same type of food as his girlfriend,
* Among any three guests sitting on consecutive chairs, there was two of them who had different type of food. Note that chairs 2*n* and 1 are considered consecutive.

Find the answer for the Mehrdad question. If it was possible, find some arrangement of food types that satisfies the conditions.

**Input**

The first line contains an integer *n* (1  ≤  *n*  ≤  105) — the number of pairs of guests.

The *i*-th of the next *n* lines contains a pair of integers *ai* and *bi* (1  ≤ *ai*, *bi* ≤  2*n*) — the number of chair on which the boy in the *i*-th pair was sitting and the number of chair on which his girlfriend was sitting. It's guaranteed that there was exactly one person sitting on each chair.

**Output**

If there is no solution, print -1.

Otherwise print *n* lines, the *i*-th of them should contain two integers which represent the type of food for the *i*-th pair. The first integer in the line is the type of food the boy had, and the second integer is the type of food the girl had. If someone had Kooft, print 1, otherwise print 2.

If there are multiple solutions, print any of them.

**Example**

**input**

3  
1 4  
2 5  
3 6

**output**

1 2  
2 1  
1 2

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

#define eps 1e-9

#define all(a) a.begin(),a.end()

#define mp make\_pair

#define F first

#define S second

#define pb push\_back

#define sz size()

#define rd(inp) scanf("%lld",&inp)

#define rd2(inp1, inp2) scanf("%lld %lld",&inp1, &inp2)

#define rl(inp) scanf("%d",&inp)

#define pf(out) printf("%lld\n", out);

const long long linf = 1e18+5;

const int mod = (int) 1e9 + 7;

const int inf = 1e9;

ll read(){

bool minus = false;

ll result = 0;

char ch;

ch = getchar();

while (true) {

if (ch == '-') break;

if (ch >= '0' && ch <= '9') break;

ch = getchar();

}

if (ch == '-') minus = true; else result = ch-'0';

while (true) {

ch = getchar();

if (ch < '0' || ch > '9') break;

result = result\*10 + (ch - '0');

}

if (minus){

return -result;

}

else{

return result;

}

}

ll fpow(ll base,ll power){

ll result = 1;

while (power > 0){

if (power%2 == 1) result=(result\*base);

base = (base\*base);

power /= 2;

}

return result;

}

#define maxn 2 \* 100110

ll c[maxn];

vector<ll> adj[maxn];

bool vis[maxn];

void dfs(ll node, ll par){

// cout << node << " dfs\n";

ll j;

vis[node] = true;

if ( c[par] == 1 ){

c[node] = 2;

}

else{

c[node] = 1;

}

for ( j = 0 ; j < adj[node].sz ; j ++ ){

ll to = adj[node][j];

if ( to != par && !vis[to] ){

dfs(to, node);

}

}

}

vector<pair<ll, ll > > edg;

int main(){

ll n, i;

cin >> n;

for ( i = 1 ; i <= 2 \* n ; i += 2 ){

adj[i].pb(i+1);

adj[i+1].pb(i);

}

for ( i = 0 ; i < n ; i ++ ){

ll u, v;

u = read();

v = read();

adj[u].pb(v);

adj[v].pb(u);

edg.pb(mp(u, v));

}

c[0] = 2;

for ( i = 1 ; i <= 2 \* n ; i ++ ){

if ( !vis[i] ){

dfs(i, 0);

}

}

for ( i = 0 ; i < edg.sz ; i ++ ){

printf("%lld %lld\n", c[edg[i].F], c[edg[i].S]);

}

return 0;

}

<http://codeforces.com/contest/452/problem/B>

B. 4-point polyline

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given a rectangular grid of lattice points from (0, 0) to (*n*, *m*) inclusive. You have to choose exactly 4 different points to build a polyline possibly with self-intersections and self-touching. This polyline should be as long as possible.

A polyline defined by points *p*1, *p*2, *p*3, *p*4 consists of the line segments *p*1 *p*2, *p*2 *p*3, *p*3 *p*4, and its length is the sum of the lengths of the individual line segments.

**Input**

The only line of the input contains two integers *n* and *m* (0 ≤ *n*, *m* ≤ 1000). It is guaranteed that grid contains at least 4 different points.

**Output**

Print 4 lines with two integers per line separated by space — coordinates of points *p*1, *p*2, *p*3, *p*4 in order which represent the longest possible polyline.

Judge program compares your answer and jury's answer with 10- 6 precision.

**Examples**

**input**

1 1

**output**

1 1  
0 0  
1 0  
0 1

**input**

0 10

**output**

0 1  
0 10  
0 0  
0 9

#include <bits/stdc++.h>

using namespace std;

#define pf push\_front

#define pb push\_back

#define FOR(i,begin,end) for (LL i=begin;i<=end;i++)

#define rep(i,t) for (LL i=0;i<t;i++)

#define pii pair<LL,LL>

#define pi pair<pii,LL>

#define X first

#define Y second

#define fast cin.tie(0),cout.tie(0),ios::sync\_with\_stdio(false)

typedef long long LL;

const LL maxN=1e5+7,MOD=1e9+9,INF=1e9+7,N=1007,sqr=383008016;

pii res[10];

LL n,m;

set<pii>q;

vector<pii>p;

long double ans,tmp;

long double dis(pii x, pii y)

{

long double res=((x.X-y.X)\*(x.X-y.X))+((x.Y-y.Y)\*(x.Y-y.Y));

return sqrt(res);

}

void add(LL x, LL y)

{

if(x>=0 && x<=n && y>=0 && y<=m)

q.insert(pii(x,y));

}

main()

{

cin>>n>>m;

add(0,0);add(n,0);

add(0,1);add(n-1,0);

add(1,0);add(n,1);

add(1,1);add(n-1,1);

add(0,m);add(n,m);

add(0,m-1);add(n-1,m);

add(1,m);add(n,m-1);

add(1,m-1);add(n-1,m-1);

for(auto it=q.begin();it!=q.end();it++)

p.pb(\*it);

rep(i,p.size())

{

rep(j,p.size())

{

rep(x,p.size())

{

rep(y,p.size())

{

if(i!=j && i!=x && i!=y && j!=x && j!=y && x!=y)

{

tmp=dis(p[i],p[j])+dis(p[j],p[x])+dis(p[x],p[y]);

if(tmp>=ans)

{

ans=tmp;

res[1]=p[i];

res[2]=p[j];

res[3]=p[x];

res[4]=p[y];

}

}

}

}

}

}

FOR(i,1,4)

cout<<res[i].X<<" "<<res[i].Y<<'\n';

return cout<<"\n",0;

}

<http://codeforces.com/contest/462/problem/B>

B. Appleman and Card Game

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Appleman has *n* cards. Each card has an uppercase letter written on it. Toastman must choose *k* cards from Appleman's cards. Then Appleman should give Toastman some coins depending on the chosen cards. Formally, for each Toastman's card *i* you should calculate how much Toastman's cards have the letter equal to letter on *i*th, then sum up all these quantities, such a number of coins Appleman should give to Toastman.

Given the description of Appleman's cards. What is the maximum number of coins Toastman can get?

**Input**

The first line contains two integers *n* and *k* (1 ≤ *k* ≤ *n* ≤ 105). The next line contains *n* uppercase letters without spaces — the *i*-th letter describes the *i*-th card of the Appleman.

**Output**

Print a single integer – the answer to the problem.

**Examples**

**input**

15 10  
DZFDFZDFDDDDDDF

**output**

82

**input**

6 4  
YJSNPI

**output**

4

**Note**

In the first test example Toastman can choose nine cards with letter D and one additional card with any letter. For each card with D he will get 9 coins and for the additional card he will get 1 coin.

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

int n,k,a[26];

char s[100005];

ll ans;

int main(int argc, const char \* argv[]) {

#ifndef ONLINE\_JUDGE

freopen("input.in", "r", stdin);

#endif

scanf("%d%d",&n,&k);

scanf("%s",s);

for(int i = 0; s[i]; ++i) ++a[s[i]-'A'];

sort(a,a+26);

for(int i = 25; i>=0; --i)

ans += (ll) min(k,a[i])\*min(k,a[i]), k -= min(k,a[i]);

printf("%lld\n",ans);

return 0;

}

<http://codeforces.com/contest/237/problem/A>

A. Free Cash

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Valera runs a 24/7 fast food cafe. He magically learned that next day *n* people will visit his cafe. For each person we know the arrival time: the *i*-th person comes exactly at *hi* hours *mi* minutes. The cafe spends less than a minute to serve each client, but if a client comes in and sees that there is no free cash, than he doesn't want to wait and leaves the cafe immediately.

Valera is very greedy, so he wants to serve all *n* customers next day (and get more profit). However, for that he needs to ensure that at each moment of time the number of working cashes is no less than the number of clients in the cafe.

Help Valera count the minimum number of cashes to work at his cafe next day, so that they can serve all visitors.

**Input**

The first line contains a single integer *n* (1 ≤ *n* ≤ 105), that is the number of cafe visitors.

Each of the following *n* lines has two space-separated integers *hi* and *mi* (0 ≤ *hi* ≤ 23; 0 ≤ *mi* ≤ 59), representing the time when the *i*-th person comes into the cafe.

Note that the time is given in the **chronological** order. All time is given within one 24-hour period.

**Output**

Print a single integer — the minimum number of cashes, needed to serve all clients next day.

**Examples**

**input**

4  
8 0  
8 10  
8 10  
8 45

**output**

2

**input**

3  
0 12  
10 11  
22 22

**output**

1

**Note**

In the first sample it is not enough one cash to serve all clients, because two visitors will come into cafe in 8:10. Therefore, if there will be one cash in cafe, then one customer will be served by it, and another one will not wait and will go away.

In the second sample all visitors will come in different times, so it will be enough one cash.

#include <iostream>

#include <cmath>

using namespace std;

int main(){

long int n,tt = 0;

cin >> n;

int h[n],m[n];

for(int i = 0;i < n;i++){

cin >> h[i] >> m[i];

}

long int t[n];

for(int i = 0;i < n;i++){

t[i] = 1;

}

if(n > 1 && h[0] == h[1] && m[0] == m[1]){

t[0]++;

}

for(int i = 1;i < n - 1;i++){

if(h[i] == h[i + 1] && m[i] == m[i + 1]){

if(h[i] != h[i - 1] || m[i] != m[i - 1]){

tt++;

}

t[tt]++;

}

}

long int mi = 1;

for(int i = 0;i < tt + 1;i++){

mi = max(mi ,t[i]);

}

cout << mi;

return 0;

}

<http://codeforces.com/contest/271/problem/B>

B. Prime Matrix

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You've got an *n* × *m* matrix. The matrix consists of integers. In one move, you can apply a single transformation to the matrix: choose an arbitrary element of the matrix and increase it by 1. Each element can be increased an arbitrary number of times.

You are really curious about prime numbers. Let us remind you that a *prime number* is a positive integer that has exactly two distinct positive integer divisors: itself and number one. For example, numbers 2, 3, 5 are prime and numbers 1, 4, 6 are not.

A matrix is *prime* if at least one of the two following conditions fulfills:

* the matrix has a row with prime numbers only;
* the matrix has a column with prime numbers only;

Your task is to count the minimum number of moves needed to get a prime matrix from the one you've got.

**Input**

The first line contains two integers *n*, *m* (1 ≤ *n*, *m* ≤ 500) — the number of rows and columns in the matrix, correspondingly.

Each of the following *n* lines contains *m* integers — the initial matrix. All matrix elements are positive integers. All numbers in the initial matrix do not exceed 105.

The numbers in the lines are separated by single spaces.

**Output**

Print a single integer — the minimum number of moves needed to get a prime matrix from the one you've got. If you've got a prime matrix, print 0.

**Examples**

**input**

3 3  
1 2 3  
5 6 1  
4 4 1

**output**

1

**input**

2 3  
4 8 8  
9 2 9

**output**

3

**input**

2 2  
1 3  
4 2

**output**

0

**Note**

In the first sample you need to increase number 1 in cell (1, 1). Thus, the first row will consist of prime numbers: 2, 2, 3.

In the second sample you need to increase number 8 in cell (1, 2) three times. Thus, the second column will consist of prime numbers: 11, 2.

In the third sample you don't have to do anything as the second column already consists of prime numbers: 3, 2.

#include <iostream>

#include<vector>

#include <algorithm>

using namespace std;

int findNearestPrime(int num,std::vector<bool> primos){

int index = num;

while(primos[index]==false){

index+=1;

}

return (index-num);

}

std::vector<bool> getPrimes(){

std::vector<bool> primos (100053, true);

primos[0] = false;

primos[1] = false;

for (int i = 2; i<100053; i+=1){

if (primos[i]){

for (int j = i+i; j<100051; j+=i){

primos[j] = false;

};

}

};

return primos;

}

int main() {

std::vector<bool> primes = getPrimes();

int entradas[2];

int tmp;

int N = 0;

while(N<2 && scanf( "%d", &tmp) != EOF ) {

entradas[N++] = tmp;

}

std::vector<int> rows (entradas[0], 0);

std::vector<int> columns (entradas[1], 0);

std::vector<int> rowsAndColumns;

for (int i = 0; i<entradas[0];i+=1){

int row[entradas[1]];

int tmp;

int N = 0;

while(N<entradas[1] && scanf( "%d", &tmp) != EOF ) {

row[N++] = tmp;

}

for (int j = 0;j<entradas[1];j+=1){

if(primes[row[j]]==false){

rows[i]+=findNearestPrime(row[j],primes);

columns[j]+=findNearestPrime(row[j],primes);

}

}

}

rowsAndColumns.reserve( rows.size() + columns.size() ); // preallocate memory

rowsAndColumns.insert( rowsAndColumns.end(), rows.begin(), rows.end() );

rowsAndColumns.insert( rowsAndColumns.end(), columns.begin(), columns.end() );

std::sort(rowsAndColumns.begin(), rowsAndColumns.end());

std::cout << rowsAndColumns[0] << std::endl;

}

<http://codeforces.com/contest/49/problem/A>

A. Sleuth

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasya plays the sleuth with his friends. The rules of the game are as follows: those who play for the first time, that is Vasya is the sleuth, he should investigate a "crime" and find out what is happening. He can ask any questions whatsoever that can be answered with "Yes" or "No". All the rest agree beforehand to answer the questions like that: if the question’s last letter is a vowel, they answer "Yes" and if the last letter is a consonant, they answer "No". Of course, the sleuth knows nothing about it and his task is to understand that.

Unfortunately, Vasya is not very smart. After 5 hours of endless stupid questions everybody except Vasya got bored. That’s why Vasya’s friends ask you to write a program that would give answers instead of them.

The English alphabet vowels are: A, E, I, O, U, Y

The English alphabet consonants are: B, C, D, F, G, H, J, K, L, M, N, P, Q, R, S, T, V, W, X, Z

**Input**

The single line contains a question represented by a non-empty line consisting of large and small Latin letters, spaces and a question mark. The line length does not exceed 100. It is guaranteed that the question mark occurs exactly once in the line — as the last symbol and that the line contains at least one letter.

**Output**

Print answer for the question in a single line: YES if the answer is "Yes", NO if the answer is "No".

Remember that in the reply to the question the last **letter**, not the last character counts. I. e. the spaces and the question mark do not count as letters.

**Examples**

**input**

Is it a melon?

**output**

NO

**input**

Is it an apple?

**output**

YES

**input**

Is it a banana ?

**output**

YES

**input**

Is it an apple and a banana simultaneouSLY?

**output**

YES

#include<stdio.h>

#include<string.h>

int main()

{

int l,i,p;

char s[100];

gets(s);

l=strlen(s);

p=l-2;

while(s[p]==32)

{

p--;

}

if(s[p]=='a'||s[p]=='a'-32||s[p]=='e'||s[p]=='e'-32||s[p]=='i'||s[p]=='i'-32||s[p]=='o'||s[p]=='o'-32||s[p]=='u'||s[p]=='u'-32||s[p]=='y'||s[p]=='y'-32)

{

printf("YES");

}

else

{

printf("NO");

}

return 0;

}

<http://codeforces.com/contest/369/problem/C>

C. Valera and Elections

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

The city Valera lives in is going to hold elections to the city Parliament.

The city has *n* districts and *n* - 1 bidirectional roads. We know that from any district there is a path along the roads to any other district. Let's enumerate all districts in some way by integers from 1 to *n*, inclusive. Furthermore, for each road the residents decided if it is the problem road or not. *A problem road* is a road that needs to be repaired.

There are *n* candidates running the elections. Let's enumerate all candidates in some way by integers from 1 to *n*, inclusive. If the candidate number *i* will be elected in the city Parliament, he will perform exactly one promise — to repair all problem roads on the way from the *i*-th district to the district 1, where the city Parliament is located.

Help Valera and determine the subset of candidates such that if all candidates from the subset will be elected to the city Parliament, all problem roads in the city will be repaired. If there are several such subsets, you should choose the subset consisting of the minimum number of candidates.

**Input**

The first line contains a single integer *n* (2 ≤ *n* ≤ 105) — the number of districts in the city.

Then *n* - 1 lines follow. Each line contains the description of a city road as three positive integers *xi*, *yi*, *ti* (1 ≤ *xi*, *yi* ≤ *n*, 1 ≤ *ti* ≤ 2) — the districts connected by the *i*-th bidirectional road and the road type. If *ti* equals to one, then the *i*-th road isn't the problem road; if *ti*equals to two, then the *i*-th road is the problem road.

It's guaranteed that the graph structure of the city is a tree.

**Output**

In the first line print a single non-negative number *k* — the minimum size of the required subset of candidates. Then on the second line print *k* space-separated integers *a*1, *a*2, ... *ak* — the numbers of the candidates that form the required subset. If there are multiple solutions, you are allowed to print any of them.

**Examples**

**input**

5  
1 2 2  
2 3 2  
3 4 2  
4 5 2

**output**

1  
5

**input**

5  
1 2 1  
2 3 2  
2 4 1  
4 5 1

**output**

1  
3

**input**

5  
1 2 2  
1 3 2  
1 4 2  
1 5 2

**output**

4  
5 4 3 2

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

typedef pair<int, int> ii;

int MOD = 1e9 + 7; ll INF = 1e18;

int n;

vector<int> g[200005], g2[200005], out;

int dp[200005];

void dfs(int u, int p = -1){

dp[u] = 0;

for(int v: g[u]) if(v - p){

dfs(v, u);

dp[u] |= dp[v];

}

for(int v: g2[u]) if(v - p){

dfs(v, u);

if(!dp[v]){

out.push\_back(v);

dp[v] = 1;

}

dp[u] |= dp[v];

}

}

int solve(){

cin >> n;

for(int i=0;i<n-1;i++){

int u, v, l; cin >> u >> v >> l; u--, v--, l--;

if(l & 1)

g2[u].push\_back(v), g2[v].push\_back(u);

else

g[u].push\_back(v), g[v].push\_back(u);

}

dfs(0);

cout << out.size() << endl;

for(int i=0;i<out.size();i++) cout << out[i] + 1 << " \n"[i==out.size()-1];

return 0;

}

int main(){

ios::sync\_with\_stdio(0);

// int t; cin >> t; while(t--)

solve();

// cout << (solve() ? "YES" : "NO") << endl;

return 0;

}

<http://codeforces.com/contest/50/problem/A>

A. Domino piling

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given a rectangular board of *M* × *N* squares. Also you are given an unlimited number of standard domino pieces of 2 × 1squares. You are allowed to rotate the pieces. You are asked to place as many dominoes as possible on the board so as to meet the following conditions:

1. Each domino completely covers two squares.

2. No two dominoes overlap.

3. Each domino lies entirely inside the board. It is allowed to touch the edges of the board.

Find the maximum number of dominoes, which can be placed under these restrictions.

**Input**

In a single line you are given two integers *M* and *N* — board sizes in squares (1 ≤ *M* ≤ *N* ≤ 16).

**Output**

Output one number — the maximal number of dominoes, which can be placed.

**Examples**

**input**

2 4

**output**

4

**input**

3 3

**output**

4

#include<iostream>

using namespace std;

int main()

{

int M,N;

cin>>M>>N;

cout<<(M\*N)/2;

return 0;

}

<http://codeforces.com/contest/752/problem/F>

F. Santa Clauses and a Soccer Championship

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

The country Treeland consists of *n* cities connected with *n* - 1 bidirectional roads in such a way that it's possible to reach every city starting from any other city using these roads. There will be a soccer championship next year, and all participants are Santa Clauses. There are exactly 2*k* teams from 2*k* different cities.

During the first stage all teams are divided into *k* pairs. Teams of each pair play two games against each other: one in the hometown of the first team, and the other in the hometown of the other team. Thus, each of the 2*k* cities holds exactly one soccer game. However, it's not decided yet how to divide teams into pairs.

It's also necessary to choose several cities to settle players in. Organizers tend to use **as few cities as possible** to settle the teams.

Nobody wants to travel too much during the championship, so if a team plays in cities *u* and *v*, it wants to live in one of the cities on the shortest path between *u* and *v* (maybe, in *u* or in *v*). There is another constraint also: the teams from one pair must live in the same city.

Summarizing, the organizers want to divide 2*k* teams into pairs and settle them in the minimum possible number of cities *m* in such a way that teams from each pair live in the same city which lies between their hometowns.

**Input**

The first line of input contains two integers *n* and *k* (2 ≤ *n* ≤ 2·105, 2 ≤ 2*k* ≤ *n*) — the number of cities in Treeland and the number of pairs of teams, respectively.

The following *n* - 1 lines describe roads in Treeland: each of these lines contains two integers *a* and *b* (1 ≤ *a*, *b* ≤ *n*, *a* ≠ *b*) which mean that there is a road between cities *a* and *b*. It's guaranteed that there is a path between any two cities.

The last line contains 2*k* distinct integers *c*1, *c*2, ..., *c*2*k* (1 ≤ *ci* ≤ *n*), where *ci* is the hometown of the *i*-th team. All these numbers are distinct.

**Output**

The first line of output must contain the only positive integer *m* which should be equal to the minimum possible number of cities the teams can be settled in.

The second line should contain *m* distinct numbers *d*1, *d*2, ..., *dm* (1 ≤ *di* ≤ *n*) denoting the indices of the cities where the teams should be settled.

The *k* lines should follow, the *j*-th of them should contain 3 integers *uj*, *vj* and *xj*, where *uj* and *vj* are the hometowns of the *j*-th pair's teams, and *xj* is the city they should live in during the tournament. Each of the numbers *c*1, *c*2, ..., *c*2*k* should occur in all *uj*'s and *vj*'s exactly once. Each of the numbers *xj* should belong to {*d*1, *d*2, ..., *dm*}.

If there are several possible answers, print any of them.

**Example**

**input**

6 2  
1 2  
1 3  
2 4  
2 5  
3 6  
2 5 4 6

**output**

1  
2  
5 4 2  
6 2 2

**Note**

In the first test the orginizers can settle all the teams in the city number 2. The way to divide all teams into pairs is not important, since all requirements are satisfied anyway, because the city 2 lies on the shortest path between every two cities from {2, 4, 5, 6}.

#include <bits/stdc++.h>

#define F first

#define S second

#define pb push\_back

#define ld double

#define ll long long

#define int long long

using namespace std;

const int MAXN = 201 \* 1001 ;

int n , k ;

vector < int > adj[MAXN] ;

int sz[MAXN] , mark[MAXN];

void dfs1(int u , int p )

{

sz[u] = mark[u] ;

for(auto v : adj[u])

if(v!=p)

dfs1(v,u) , sz[u] += sz[v];

}

vector < int > v ;

void dfs2(int u , int p)

{

if(mark[u])

v.pb(u);

for(auto v :adj[u])

if(v!=p)

dfs2(v,u) ;

}

int32\_t main()

{

ios::sync\_with\_stdio(0);cin.tie(0);

int n,k;

cin >> n >> k ;

for(int i = 1 ; i < n ; i ++ )

{

int x,y ;

cin >> x >> y ;

adj[x].pb(y);

adj[y].pb(x);

}

int x ;

for(int i = 0 ; i < 2 \* k ; i ++ )

cin >> x , mark[x] = 1 ;

dfs1(1,0);

int u = 1 , p = 0 ;

while(sz[u]>k)

{

bool f = 0 ;

for(auto v :adj[u] )

{

if(sz[v]>k&&v!=p)

{

f = 1 ;

p = u ;

u = v ;

break ;

}

}

if(!f)

break ;

}

cout<<1<<'\n'<<u<<'\n';

dfs2(u,0);

for(int i = 0 ; i < k ; i ++ )

cout<<v[i]<<' '<<v[i+k]<<' '<<u<<'\n';

}

<http://codeforces.com/contest/279/problem/B>

B. Books

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

When Valera has got some free time, he goes to the library to read some books. Today he's got *t* free minutes to read. That's why Valera took *n* books in the library and for each book he estimated the time he is going to need to read it. Let's number the books by integers from 1 to *n*. Valera needs *ai* minutes to read the *i*-th book.

Valera decided to choose an arbitrary book with number *i* and read the books one by one, starting from this book. In other words, he will first read book number *i*, then book number *i* + 1, then book number *i* + 2 and so on. He continues the process until he either runs out of the free time or finishes reading the *n*-th book. Valera reads each book up to the end, that is, he doesn't start reading the book if he doesn't have enough free time to finish reading it.

Print the maximum number of books Valera can read.

**Input**

The first line contains two integers *n* and *t* (1 ≤ *n* ≤ 105; 1 ≤ *t* ≤ 109) — the number of books and the number of free minutes Valera's got. The second line contains a sequence of *n* integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 104), where number *ai* shows the number of minutes that the boy needs to read the *i*-th book.

**Output**

Print a single integer — the maximum number of books Valera can read.

**Examples**

**input**

4 5  
3 1 2 1

**output**

3

**input**

3 3  
2 2 3

**output**

1

#include <bits/stdc++.h>

#define eps 1e-8

#define inf 0x3f3f3f3f

#define INF 2e18

#define LL long long

#define ULL unsigned long long

#define PI acos(-1.0)

#define pb push\_back

#define mk make\_pair

#define pii pair<int,int>

#define pLL pair<LL,LL>

#define ff first

#define ss second

#define all(a) a.begin(),a.end()

#define SQR(a) ((a)\*(a))

#define Unique(a) sort(all(a)),a.erase(unique(all(a)),a.end())

#define min3(a,b,c) min(a,min(b,c))

#define max3(a,b,c) max(a,max(b,c))

#define min4(a,b,c,d) min(min(a,b),min(c,d))

#define max4(a,b,c,d) max(max(a,b),max(c,d))

#define print freopen("out.txt","w",stdout);

int left(int n)

{

return n<<1;

}

int right(int n)

{

return (n<<1)+1;

}

namespace patch

{

template<typename T>std::string to\_string(const T&n)

{

std::ostringstream stm;

stm<<n;

return stm.str();

}

}

using namespace std;

int Set(int N,int pos)

{

return N=N | (1<<pos);

}

int reset(int N,int pos)

{

return N= N & ~(1<<pos);

}

bool check(int N,int pos)

{

return (bool)(N & (1<<pos));

}

int ii[]= {-2,-2,-3,-1,-1,+1};

int jj[]= {+1,-1,-1,-2,-3,-2};

template <typename T> inline T GCD (T a,T b )

{

a = abs(a);

b = abs(b);

while ( b )

{

a = a % b;

swap ( a, b );

}

return a;

}

template <typename T> inline T LCM(T x,T y)

{

T tp = GCD(x,y);

if( (x / tp) \* 1. \* y > 9e18) return 9e18;

return (x / tp) \* y;

}

template <typename T> inline T BigMod(T A,T B,T M)

{

T ret = 1;

while(B)

{

if(B & 1) ret = (ret \* A) % M;

A = (A \* A) % M;

B = B >> 1;

}

return ret;

}

template <typename T> inline T ModInv (T A,T M)

{

return BigMod(A,M-2,M);

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* End of template \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int a[100010],b[100010],c[100010];

int main()

{

int n,i,j,mx,x=0;

int temp=0;

long long int t,sum=0;

cin>>n>>t;

for (i = 0; i < n; ++i)

{

scanf("%d",&a[i]);

}

while(sum+a[temp]<=t && temp<n){

sum=sum+a[temp];

temp++;

x++;

}

mx=temp;

for(i=0;i<n;i++){

j=0;

sum=sum-a[i];x--;

while(sum+a[temp+j]<=t && temp+j<n){

sum=sum+a[temp+j];

j++;

x++;

}

if(x>mx)

mx=x;

temp=temp+j;

}

cout<<mx;

return 0;

}

<http://codeforces.com/contest/452/problem/F>

F. Permutation

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given a permutation of numbers from 1 to *n*. Determine whether there's a pair of integers *a*, *b* (1 ≤ *a*, *b* ≤ *n*; *a* ≠ *b*) such that the element ![http://codeforces.com/predownloaded/b8/93/b8932c5b292015c8ebd81b9cee56747f5c542275.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAAZCAYAAABU+vysAAACXElEQVR42tWWy0vUURTHZ3SsprEk36OU4hRpBik6Y4avasZHC2OK8RFRSCBFBPmEXlA7WxSkggwxvoIg3Qk9Fu1cuJW2bVr5d/Q9w3fscvj9Bn7hzOCBD9x7Lvfec88599zrcv0TD7gOGlwHJ6dBMyg1dNIeBqfsJnWBIRrkRI4Dr81YO/gJupW+E4yBfD2hBLwG/v849Q3QZjMWAN9AjdIfAc9Ai54wAKYtFjpG43xpPHUH9NiM3QTr4AxD4VZ7zuoJLzhJn+YJiIJH4DkN0zKaxpA3YAsMghlwxRirB0s8ZFLEyg8qjmJ9gguIjINVUMCc8JNy8BDcBmWG3ku+gPtcQ/Ivbnilgnvsh81LRadhyC3wHRSxPwcm2G7i6SSUU+ATTzZp6M7To1+NjZ6Cz0aCFnPfs6YL3yv3ykbztP4k2AR9vI7ilaNE2vdAL3MopU/dwgRdL8m5Bh4be1SBZa65L5I0MaMv7bf0iIRnG0RA2EGOiFfegUrQDxZVPbkAFnTeSX68MuJXyPBEebK7LEJ+B7dGQnCN80ZAtRqPKQ8l5QRvTsDQ5dH1qYS2u75yiEs2Y26ukaf0Eq6X4JzVpFZWO5/DgpZvVSHTiJv5NqjqStLiFJfBRZ6+IAN4eG0jDL+pd60YLLNerGSQVYu+XP2km3JJv9WbcyhFCl2Qf5ggi1bWxcdCdpVGxFkUPdk2JAQ2jAInt2DXri5kUmr4uJWzL8/7L9CYy1xx83n4mObLmBUJ86Wuy6URIX6aSkhhLozo4PcxxCR9AGqzbYSEYQfsgd/gD/ih/huO5C9g7WWFhgvkdgAAAABJRU5ErkJggg==) (note, that it is usual division, not integer one) is between *a* and *b* in this permutation.

**Input**

First line consists of a single integer *n* (1 ≤ *n* ≤ 300000) — the size of permutation.

Second line contains *n* integers — the permutation itself.

**Output**

Print "YES", if such a pair exists, "NO" otherwise (in both cases without quotes, the answer is case insensitive).

**Examples**

**input**

4  
1 3 4 2

**output**

NO

**input**

5  
1 5 2 4 3

**output**

YES

**Note**

In the second example 2 is between 1 and 3. Additionally 4 is between 3 and 5.

#include <cstdio>

#include <cstring>

#include <algorithm>

using namespace std;

const int MAXN = 300005;

const int BASE = 10007;

const int MOD = 1000000007;

int pot[MAXN];

int inv[MAXN];

inline int add(int x, int y) {

x += y;

if (x >= MOD)

x -= MOD;

else if (x < 0)

x += MOD;

return x;

}

inline int mul(int x, int y) {

return (long long)x \* y % MOD;

}

int expo(int x, int y) {

int res = 1;

for (; y; y /= 2) {

if (y % 2)

res = mul(res, x);

x = mul(x, x);

}

return res;

}

struct fenwick {

int f[MAXN];

fenwick() {

memset(f, 0, sizeof f);

}

void update(int x, int val) {

for (; x < MAXN; x += x & -x)

f[x] = add(f[x], val);

}

int get(int x) {

int res = 0;

for (; x; x -= x & -x)

res = add(res, f[x]);

return res;

}

int query(int lo, int hi) {

return mul(pot[hi], add(get(hi), -get(lo - 1)));

}

};

int N;

int p[MAXN];

fenwick hsh, rev;

void load() {

scanf("%d", &N);

for (int i = 1; i <= N; i++)

scanf("%d", p + i);

}

bool solve() {

pot[0] = 1;

for (int i = 1; i <= N; i++) {

pot[i] = mul(pot[i - 1], BASE);

inv[i] = expo(pot[i], MOD - 2);

}

for (int i = 1; i <= N; i++) {

hsh.update(p[i], inv[p[i]]);

rev.update(N - p[i] + 1, inv[N - p[i] + 1]);

int len = min(p[i] - 1, N - p[i]);

if (hsh.query(p[i] - len, p[i] + len) != rev.query(N - p[i] + 1 - len, N - p[i] + 1 + len))

return true;

}

return false;

}

int main() {

load();

puts(solve() ? "YES": "NO");

return 0;

}

<http://codeforces.com/contest/550/problem/C>

C. Divisibility by Eight

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given a non-negative integer *n*, its decimal representation consists of at most 100 digits and doesn't contain leading zeroes.

Your task is to determine if it is possible in this case to remove some of the digits (possibly not remove any digit at all) so that the result contains at least one digit, forms a non-negative integer, doesn't have leading zeroes and is divisible by 8. After the removing, it is forbidden to rearrange the digits.

If a solution exists, you should print it.

**Input**

The single line of the input contains a non-negative integer *n*. The representation of number *n* doesn't contain any leading zeroes and its length doesn't exceed 100 digits.

**Output**

Print "NO" (without quotes), if there is no such way to remove some digits from number *n*.

Otherwise, print "YES" in the first line and the resulting number after removing digits from number *n* in the second line. The printed number must be divisible by 8.

If there are multiple possible answers, you may print any of them.

**Examples**

**input**

3454

**output**

YES  
344

**input**

10

**output**

YES  
0

**input**

111111

**output**

NO

#include <bits/stdc++.h>

using namespace std;

typedef long long int ll;

vector <int> N;

int axe(int a, string B)

{

int n = B.size();

int x,i;

x= a%10;

for(i=n-1;i>=0;i--)

{

if(B[i]==(x+'0'))

{

a=a/10;

if(a==0) return 1;

else x=a%10;

}

}

return 0;

}

int main()

{

string A;

int i, flag = 0;

for(i=0;i\*8<=1000;i++)

{

N.push\_back(i\*8);

}

cin>>A;

for(i=0;i<N.size();i++)

{

if(axe(N[i],A))

{

cout<<"YES"<<endl;

cout<<N[i]<<endl;

flag=1;

break;

}

}

if(flag==0) cout<<"NO"<<endl;

return 0;

}

<http://codeforces.com/contest/691/problem/E>

E. Xor-sequences

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given *n* integers *a*1,  *a*2,  ...,  *an*.

A sequence of integers *x*1,  *x*2,  ...,  *xk* is called a "xor-sequence" if for every 1  ≤  *i*  ≤  *k* - 1 the number of ones in the binary representation of the number *xi* ![http://codeforces.com/predownloaded/c1/5d/c15d2b716fe31376e2f869457fe96754821bf274.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAANCAYAAABy6+R8AAABBElEQVR42m3R20pCQRTG8SktjTAKAu0gdgaxxBtDUqSI6M4uqosiO1HYERQjX8KLLuoVes7+A9/AcmjBj71nZs2atWc7NxrLOMET+njRuICxKNclsK+kQ+QxjyXs4QHHmLSb/MQP1t3/sYpvnOoAV8Yj6uggG23Iqt0ablB1aqmshIrGixrn8Kx5Hxt49y8fmDGVd1TZF7rCtlmbQte/DJCOWmrgFwfRfFIF3ScyZmEBlzhSa2tmLR1OesOW+U9tk+hv8xWbGufDpl3c6iPb+pE2VrSxiDM0Q59+MDQV4/AnfuECE2EyhRbudb1zmMYsSurkXLc3EuNq4Vp99/S80/UnQ+IfV/EddJH46tYAAAAASUVORK5CYII=) *xi*+  1's is a multiple of 3 and ![http://codeforces.com/predownloaded/87/3b/873bfd9b14949e68c62e8e9c808646fcb76ab992.png](data:image/png;base64,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) for all 1 ≤ *i* ≤ *k*. The symbol ![http://codeforces.com/predownloaded/c1/5d/c15d2b716fe31376e2f869457fe96754821bf274.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAANCAYAAABy6+R8AAABBElEQVR42m3R20pCQRTG8SktjTAKAu0gdgaxxBtDUqSI6M4uqosiO1HYERQjX8KLLuoVes7+A9/AcmjBj71nZs2atWc7NxrLOMET+njRuICxKNclsK+kQ+QxjyXs4QHHmLSb/MQP1t3/sYpvnOoAV8Yj6uggG23Iqt0ablB1aqmshIrGixrn8Kx5Hxt49y8fmDGVd1TZF7rCtlmbQte/DJCOWmrgFwfRfFIF3ScyZmEBlzhSa2tmLR1OesOW+U9tk+hv8xWbGufDpl3c6iPb+pE2VrSxiDM0Q59+MDQV4/AnfuECE2EyhRbudb1zmMYsSurkXLc3EuNq4Vp99/S80/UnQ+IfV/EddJH46tYAAAAASUVORK5CYII=) is used for the binary exclusive or operation.

How many "xor-sequences" of length *k* exist? Output the answer modulo 109 + 7.

**Note if *a* = [1, 1] and *k* = 1 then the answer is 2, because you should consider the ones from *a* as different.**

**Input**

The first line contains two integers *n* and *k* (1 ≤ *n* ≤ 100, 1 ≤ *k* ≤ 1018) — the number of given integers and the length of the "xor-sequences".

The second line contains *n* integers *ai* (0 ≤ *ai* ≤ 1018).

**Output**

Print the only integer *c* — the number of "xor-sequences" of length *k* modulo 109 + 7.

**Examples**

**input**

5 2  
15 1 2 4 8

**output**

13

**input**

5 1  
15 1 2 4 8

**output**

5

#include <bits/stdc++.h>

#define repn(i, n) for(int i=1;i<=n;i++)

using namespace std;

const int N = 107;

const int K = 107;

const int MOD = 1e9 + 7;

typedef long long ll;

struct Matrix{

ll mat[N][N];

int row, col;

};

Matrix multiply(Matrix A, Matrix B){

Matrix ret;

ret.row = A.row;

ret.col = B.col;

for(int i=1;i<=ret.row;i++){

for(int j=1;j<=ret.col;j++){

ret.mat[i][j] = 0;

for(int k=1;k<=A.col;k++){

ret.mat[i][j] += A.mat[i][k] \* B.mat[k][j];

ret.mat[i][j] %= MOD;

}

}

}

return ret;

}

Matrix expo(Matrix base, ll p){

if(p == 1) return base;

if(p & 1) return multiply(base, expo(base, p-1));

Matrix ret = expo(base, p/2);

return multiply(ret, ret);

}

int n;

ll k;

ll a[K];

int main(){

ios\_base::sync\_with\_stdio(false);

cin >> n >> k;

repn(i, n) cin >> a[i];

Matrix base;

base.row = n;

base.col = n;

repn(i, n){

repn(j, n){

ll Xor = a[i] ^ a[j];

if(\_\_builtin\_popcountll(Xor) % 3 == 0) base.mat[i][j] = 1;

else base.mat[i][j] = 0;

}

}

if(k == 1){

cout << n << endl;

return 0;

}

Matrix ret = expo(base, k-1);

ll ans = 0;

repn(i, n) repn(j, n) ans += ret.mat[i][j], ans %= MOD;

cout << ans << endl;

return 0;

}

<http://codeforces.com/contest/492/problem/A>

A. Vanya and Cubes

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Vanya got *n* cubes. He decided to build a pyramid from them. Vanya wants to build the pyramid as follows: the top level of the pyramid must consist of 1 cube, the second level must consist of 1 + 2 = 3 cubes, the third level must have 1 + 2 + 3 = 6 cubes, and so on. Thus, the *i*-th level of the pyramid must have 1 + 2 + ... + (*i* - 1) + *i* cubes.

Vanya wants to know what is the maximum height of the pyramid that he can make using the given cubes.

**Input**

The first line contains integer *n* (1 ≤ *n* ≤ 104) — the number of cubes given to Vanya.

**Output**

Print the maximum possible height of the pyramid in the single line.

**Examples**

**input**

1

**output**

1

**input**

25

**output**

4

**Note**

Illustration to the second sample:

![http://codeforces.com/predownloaded/09/1a/091ac4ff761d260e70216e1484da7b4187d2e2b8.png](data:image/png;base64,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)

#if 1

#include <cstdlib>

#include <cstdio>

#include <cmath>

#include <algorithm>

#include <functional>

#include <cstring>

#include <string>

#include <vector>

#include <list>

#include <set>

#include <map>

#include <stack>

#include <queue>

#include <ctime>

#include <cassert>

#include <sstream>

#include <iostream>

#include <bitset>

#include <numeric>

using namespace std;

typedef long long LL;

typedef long double LD;

typedef pair<int , int> pii;

typedef vector <int> veci;

typedef vector <veci> graph;

const LD eps = 1e-9;

const LD pi = acos(-1.0);

const int inf = 1000 \* 1000 \* 1000;

const LL inf64 = LL(inf) \* inf;

#define mp make\_pair

#define pb push\_back

#define X first

#define Y second

#define iss istringstream

#define oss ostringstream

#define dbg(x) {cerr << #x << " = " << x << endl;}

#define dbgv(x) {cerr << #x << " ={"; for (int \_i = 0; \_i < x.size(); \_i++) {if (\_i) cerr << ", "; cerr << x[\_i];} cerr << "}" << endl;}

#define NAME "problem"

int main() {

//freopen("input.txt", "r", stdin); //freopen("output.txt", "w", stdout);

//freopen(NAME ".in","r",stdin);freopen(NAME ".out","w",stdout);

int s;

cin >> s;

int lvl = 0;

int last\_level = 0;

int cur = 0;

while (cur <= s) {

++lvl;

last\_level += lvl;

cur += last\_level;

}

--lvl;

cout << lvl << endl;

return 0;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#endif

<http://codeforces.com/contest/127/problem/A>

A. Wasted Time

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Mr. Scrooge, a very busy man, decided to count the time he wastes on all sorts of useless stuff to evaluate the lost profit. He has already counted the time he wastes sleeping and eating. And now Mr. Scrooge wants to count the time he has wasted signing papers.

Mr. Scrooge's signature can be represented as a polyline *A*1*A*2... *An*. Scrooge signs like that: first it places a pen at the point *A*1, then draws a segment from point *A*1 to point *A*2, then he draws a segment from point *A*2 to point *A*3 and so on to point *An*, where he stops signing and takes the pen off the paper. At that the resulting line can intersect with itself and partially repeat itself but Scrooge pays no attention to it and never changes his signing style. As Scrooge makes the signature, he never takes the pen off the paper and his writing speed is constant — 50 millimeters per second.

Scrooge signed exactly *k* papers throughout his life and all those signatures look the same.

Find the total time Scrooge wasted signing the papers.

**Input**

The first line contains two integers *n* and *k* (2 ≤ *n* ≤ 100, 1 ≤ *k* ≤ 1000). Each of the following *n* lines contains the coordinates of the polyline's endpoints. The *i*-th one contains coordinates of the point *Ai* — integers *xi* and *yi*, separated by a space.

All points *Ai* are different. The absolute value of all coordinates does not exceed 20. The coordinates are measured in millimeters.

**Output**

Print one real number — the total time Scrooges wastes on signing the papers in seconds. The absolute or relative error should not exceed 10- 6.

**Examples**

**input**

2 1  
0 0  
10 0

**output**

0.200000000

**input**

5 10  
3 1  
-5 6  
-2 -1  
3 2  
10 0

**output**

6.032163204

**input**

6 10  
5 0  
4 0  
6 0  
3 0  
7 0  
2 0

**output**

3.000000000

#include<bits/stdc++.h>

using namespace std;

int main(){

int n,k;

scanf("%d %d",&n,&k);

long double ans = 0;

int lx,ly;

for(int i=0;i<n;i++){

int x,y;

scanf("%d %d",&x,&y);

if(i!=0){

ans += sqrt(1.0\*(x-lx)\*(x-lx) + (y-ly)\*(y-ly));

}

lx = x;

ly = y;

}

ans /= 50.0;

ans \*= 1.0\*k;

cout<<fixed;

cout<<setprecision(6);

cout<<ans<<endl;

return 0;

}

<http://codeforces.com/contest/686/problem/A>

A. Free Ice Cream

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

After their adventure with the magic mirror Kay and Gerda have returned home and sometimes give free ice cream to kids in the summer.

At the start of the day they have *x* ice cream packs. Since the ice cream is free, people start standing in the queue before Kay and Gerda's house even in the night. Each person in the queue wants either to take several ice cream packs for himself and his friends or to give several ice cream packs to Kay and Gerda (carriers that bring ice cream have to stand in the same queue).

If a carrier with *d* ice cream packs comes to the house, then Kay and Gerda take all his packs. If a child who wants to take *d* ice cream packs comes to the house, then Kay and Gerda will give him *d* packs if they have enough ice cream, otherwise the child will get no ice cream at all and will leave in distress.

Kay wants to find the amount of ice cream they will have after all people will leave from the queue, and Gerda wants to find the number of distressed kids.

**Input**

The first line contains two space-separated integers *n* and *x* (1 ≤ *n* ≤ 1000, 0 ≤ *x* ≤ 109).

Each of the next *n* lines contains a character '+' or '-', and an integer *di*, separated by a space (1 ≤ *di* ≤ 109). Record "+ *di*" in *i*-th line means that a carrier with *di* ice cream packs occupies *i*-th place from the start of the queue, and record "- *di*" means that a child who wants to take *di* packs stands in *i*-th place.

**Output**

Print two space-separated integers — number of ice cream packs left after all operations, and number of kids that left the house in distress.

**Examples**

**input**

5 7  
+ 5  
- 10  
- 20  
+ 40  
- 20

**output**

22 1

**input**

5 17  
- 16  
- 2  
- 98  
+ 100  
- 98

**output**

3 2

**Note**

Consider the first sample.

1. Initially Kay and Gerda have 7 packs of ice cream.
2. Carrier brings 5 more, so now they have 12 packs.
3. A kid asks for 10 packs and receives them. There are only 2 packs remaining.
4. Another kid asks for 20 packs. Kay and Gerda do not have them, so the kid goes away distressed.
5. Carrier bring 40 packs, now Kay and Gerda have 42 packs.
6. Kid asks for 20 packs and receives them. There are 22 packs remaining.

#include<iostream>

using namespace std;

int main()

{long long x,n,b,child=0;

cin>>n>>x;

long long ice =x;

char a;

for(int i=0;i<n;i++)

{

cin>>a;

cin>>b;

if(a=='+')

{

ice =ice+b;

}

else

{

if(ice>=b)

{

ice =ice-b;

}

else{child++;}

}

}

cout<<ice<<" "<<child;

return 0;

}

<http://codeforces.com/contest/313/problem/C>

C. Ilya and Matrix

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Ilya is a very good-natured lion. He likes maths. Of all mathematical objects, his favourite one is matrices. Now he's faced a complicated matrix problem he needs to solve.

He's got a square 2*n* × 2*n*-sized matrix and 4*n* integers. You need to arrange all these numbers in the matrix (put each number in a single individual cell) so that the *beauty* of the resulting matrix with numbers is maximum.

The *beauty* of a 2*n* × 2*n*-sized matrix is an integer, obtained by the following algorithm:

1. Find the maximum element in the matrix. Let's denote it as *m*.
2. If *n* = 0, then the beauty of the matrix equals *m*. Otherwise, a matrix can be split into 4 non-intersecting 2*n*- 1 × 2*n*- 1-sized submatrices, then the beauty of the matrix equals the sum of number *m* and other four beauties of the described submatrices.

As you can see, the algorithm is recursive.

Help Ilya, solve the problem and print the resulting maximum beauty of the matrix.

**Input**

The first line contains integer 4*n* (1 ≤ 4*n* ≤ 2·106). The next line contains 4*n* integers *ai* (1 ≤ *ai* ≤ 109) — the numbers you need to arrange in the 2*n* × 2*n*-sized matrix.

**Output**

On a single line print the maximum value of the beauty of the described matrix.

Please, do not use the %lld specifier to read or write 64-bit integers in С++. It is preferred to use the cin, cout streams or the %I64dspecifier.

**Examples**

**input**

1  
13

**output**

13

**input**

4  
1 2 3 4

**output**

14

**Note**

Consider the second sample. You need to arrange the numbers in the matrix as follows:

1 2  
3 4

Then the beauty of the matrix will equal: 4 + 1 + 2 + 3 + 4 = 14.

#include <bits/stdc++.h>

using namespace std;

int main()

{

/\* #ifndef ONLINE\_JUDGE

freopen("input.in","r",stdin);

freopen("output.out","w",stdout);

#endif\*/

int n;

while(scanf("%d",&n)!=EOF)

{

long long ans=0;

vector<long long>vec;

for(int i=1;i<=n;i++)

{

long long x;

scanf("%lld",&x);

vec.push\_back(x);

}

sort(vec.rbegin(),vec.rend());

for(int i=1;i<=n;i\*=4)

ans+=accumulate(vec.begin(),vec.begin()+i,0LL);

printf("%lld\n",ans);

}

return 0;

}

<http://codeforces.com/contest/741/problem/A>

A. Arpa's loud Owf and Mehrdad's evil plan

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

*As you have noticed, there are lovely girls in Arpa’s land.*

People in Arpa's land are numbered from 1 to *n*. Everyone has exactly one crush, *i*-th person's crush is person with the number *crushi*.
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Someday Arpa shouted *Owf* loudly from the top of the palace and a funny game started in Arpa's land. The rules are as follows.

The game consists of rounds. Assume person *x* wants to start a round, he calls *crushx* and says: "Oww...wwf" (the letter w is repeated *t* times) and cuts off the phone immediately. If *t* > 1 then *crushx* calls *crushcrushx* and says: "Oww...wwf" (the letter w is repeated *t* - 1times) and cuts off the phone immediately. The round continues until some person receives an "Owf" (*t* = 1). This person is called the *Joon-Joon* of the round. There can't be two rounds at the same time.

Mehrdad has an evil plan to make the game more funny, he wants to find smallest *t* (*t* ≥ 1) such that for each person *x*, if *x* starts some round and *y* becomes the Joon-Joon of the round, then by starting from *y*, *x* would become the Joon-Joon of the round. Find such *t* for Mehrdad if it's possible.

Some strange fact in Arpa's land is that someone can be himself's crush (i.e. *crushi* = *i*).

**Input**

The first line of input contains integer *n* (1 ≤ *n* ≤ 100) — the number of people in Arpa's land.

The second line contains *n* integers, *i*-th of them is *crushi* (1 ≤ *crushi* ≤ *n*) — the number of *i*-th person's crush.

**Output**

If there is no *t* satisfying the condition, print -1. Otherwise print such smallest *t*.

**Examples**

**input**

4  
2 3 1 4

**output**

3

**input**

4  
4 4 4 4

**output**

-1

**input**

4  
2 1 4 3

**output**

1

**Note**

In the first sample suppose *t* = 3.

If the first person starts some round:

The first person calls the second person and says "Owwwf", then the second person calls the third person and says "Owwf", then the third person calls the first person and says "Owf", so the first person becomes Joon-Joon of the round. So the condition is satisfied if *x* is 1.

The process is similar for the second and the third person.

If the fourth person starts some round:

The fourth person calls himself and says "Owwwf", then he calls himself again and says "Owwf", then he calls himself for another time and says "Owf", so the fourth person becomes Joon-Joon of the round. So the condition is satisfied when *x* is 4.

In the last example if the first person starts a round, then the second person becomes the Joon-Joon, and vice versa.

#include<bits/stdc++.h>

#define MAXN 102

using namespace std;

int n, crush[MAXN], vst[MAXN];

int gcd(int a, int b){

if(b == 0)

return a;

return gcd(b, a%b);

}

int nwd(int x, int y){

return (x/gcd(x,y))\*y;

}

int main(){

scanf("%d", &n);

for(int i=0; i<n; ++i){

scanf("%d", &crush[i]);

crush[i]--;

}

int ans=1;

for(int i=0; i<n; ++i)

if( vst[i] == 0){

vst[i] =1;

int c = crush[i], len=1;

while( vst[c] == 0){

vst[c] =1;

len++;

c = crush[c];

}

//cout<<len<<endl;

if( c != i ) { printf("-1\n"); return 0;}

if( len %2 == 0) ans = nwd(ans,len/2);

else ans = nwd(ans, len);

}

printf("%d\n", ans);

return 0;

}

<http://codeforces.com/contest/14/problem/B>

B. Young Photographer

time limit per test

2 seconds

memory limit per test

64 megabytes

input

standard input

output

standard output

Among other things, Bob is keen on photography. Especially he likes to take pictures of sportsmen. That was the reason why he placed himself in position *x*0 of a long straight racetrack and got ready to take pictures. But the problem was that not all the runners passed him. The total amount of sportsmen, training at that racetrack, equals *n*. And each of them regularly runs distances within a particular segment of the racetrack, which is the same for each sportsman. For example, the first sportsman runs from position *a*1 to position *b*1, the second — from *a*2 to *b*2

What is the minimum distance that Bob should move to have a chance to take pictures of each sportsman? Bob can take a picture of a sportsman, if he stands within the segment that this sportsman covers on the racetrack.

**Input**

The first line of the input file contains integers *n* and *x*0 (1 ≤ *n* ≤ 100; 0 ≤ *x*0 ≤ 1000). The following *n* lines contain pairs of integers *ai*, *bi* (0 ≤ *ai*, *bi* ≤ 1000; *ai* ≠ *bi*).

**Output**

Output the required minimum distance in the same units as the positions on the racetrack. If there is no such a position, output -1.

**Examples**

**input**

3 3  
0 7  
14 2  
4 6

**output**

1

#include <iostream>

#include <algorithm>

using namespace std;

int main()

{

ios\_base::sync\_with\_stdio(false);

cin.tie(nullptr);

int n, x; cin >> n >> x;

int x1[n];

int x2[n];

for (int i = 0; i < n; i++)

{

cin >> x1[i] >> x2[i];

if (x1[i] > x2[i]) swap(x1[i], x2[i]);

}

sort(x1, x1 + n);

sort(x2, x2 + n);

int mn = x1[n - 1];

int mx = x2[0];

if (mn > mx) cout << "-1\n";

else if (x >= mn && x <= mx) cout << "0\n";

else cout << min(abs(x - mn), abs(x - mx)) << '\n';

return 0;

}

<http://codeforces.com/contest/670/problem/A>

A. Holidays

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

On the planet Mars a year lasts exactly *n* days (there are no leap years on Mars). But Martians have the same weeks as earthlings — 5 work days and then 2 days off. Your task is to determine the minimum possible and the maximum possible number of days off per year on Mars.

**Input**

The first line of the input contains a positive integer *n* (1 ≤ *n* ≤ 1 000 000) — the number of days in a year on Mars.

**Output**

Print two integers — the minimum possible and the maximum possible number of days off per year on Mars.

**Examples**

**input**

14

**output**

4 4

**input**

2

**output**

0 2

**Note**

In the first sample there are 14 days in a year on Mars, and therefore independently of the day a year starts with there will be exactly 4days off .

In the second sample there are only 2 days in a year on Mars, and they can both be either work days or days off.

#include <iostream>

using namespace std;

int main(){

long long a,b,c;

cin>>a;

b=(a/7)\*2;

c=b;

if(a%7==6)

{

c+=1;

}

if(a%7==1)

{

b+=1;

}

if(a%7>1)

{

b+=2;

}

cout<<c<<" "<<b;

return 0;

}

<http://codeforces.com/contest/204/problem/A>

A. Little Elephant and Interval

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

The Little Elephant very much loves sums on intervals.

This time he has a pair of integers *l* and *r* (*l* ≤ *r*). The Little Elephant has to find the number of such integers *x* (*l* ≤ *x* ≤ *r*), that the first digit of integer *x* equals the last one (in decimal notation). For example, such numbers as 101, 477474 or 9 will be included in the answer and 47, 253 or 1020 will not.

Help him and count the number of described numbers *x* for a given pair *l* and *r*.

**Input**

The single line contains a pair of integers *l* and *r* (1 ≤ *l* ≤ *r* ≤ 1018) — the boundaries of the interval.

Please, do not use the %lld specifier to read or write 64-bit integers in С++. It is preferred to use cin, cout streams or the %I64dspecifier.

**Output**

On a single line print a single integer — the answer to the problem.

**Examples**

**input**

2 47

**output**

12

**input**

47 1024

**output**

98

**Note**

In the first sample the answer includes integers 2, 3, 4, 5, 6, 7, 8, 9, 11, 22, 33, 44.

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

ll comp(ll numb){

ll ans = 0;

string str="";

ll temp=numb;

while(temp){

str+=(temp%10)+'0';

temp/=10;

}

for(int i = 0; i < str.length()/2;i++)swap(str[i],str[str.length()-i-1]);

// cout << numb << endl << str << endl;

if(numb<10)return numb;

for(int i = 1; i <= 9; i++){

for(int e = 1; e < str.length(); e++){

if(e == 1){

ans++;

continue;

}

if(e==2){

ans++;

continue;

}

ll init =0;

for(int f = 1; f<=(e-2); f++){

init=init\*10 + 9;

}

ans+=init+1;

}

}

string initStr=str;

//cout << ans << " cia : " << endl;

int nowLen = initStr.length();

ll su=numb;

int first = str[0]-'0';

while((su%10)!=first){

su--;

}

str="";

while(su){

str+= (su%10+'0');

su/=10;

}

for(int i = 0; i < str.length()/2;i++)swap(str[i],str[str.length()-1-i]);

if(str.length()<nowLen)return ans;

// cout << "HERE" << endl;

int lea=(str[0]-'0');

for(int i = 1; i<=lea; i++){

temp =numb;

while(temp%10 != i){

temp--;

}

str="";

while(temp){

str+=(temp%10 + '0');

temp/=10;

}

for(int l = 0; l < str.length()/2;l++)swap(str[l],str[str.length()-l-1]);

if(temp<0)continue;

if(str.length()!=nowLen)continue;

ll sia=0;

for(int e = 1; e <= str.length()-2; e++){

if(i==lea){

sia=sia\*10+(str[e]-'0');

}else sia=sia\*10+9;

}

//cout << sia << "<cia" << endl;

ans+=sia+1;

}

return ans;

}

int main(){

ll l,r;

cin >> l >> r;

cout << comp(r)-comp(l-1);

return 0;

}

<http://codeforces.com/contest/735/problem/B>

B. Urbanization

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Local authorities have heard a lot about combinatorial abilities of Ostap Bender so they decided to ask his help in the question of urbanization. There are *n* people who plan to move to the cities. The wealth of the *i* of them is equal to *ai*. Authorities plan to build two cities, first for *n*1 people and second for *n*2 people. Of course, each of *n* candidates can settle in only one of the cities. Thus, first some subset of candidates of size *n*1 settle in the first city and then some subset of size *n*2 is chosen among the remaining candidates and the move to the second city. All other candidates receive an official refuse and go back home.

To make the statistic of local region look better in the eyes of their bosses, local authorities decided to pick subsets of candidates in such a way that **the sum of arithmetic mean** of wealth of people in each of the cities is as large as possible. Arithmetic mean of wealth in one city is the sum of wealth *ai* among all its residents divided by the number of them (*n*1 or *n*2 depending on the city). The division should be done in real numbers without any rounding.

Please, help authorities find the optimal way to pick residents for two cities.

**Input**

The first line of the input contains three integers *n*, *n*1 and *n*2 (1 ≤ *n*, *n*1, *n*2 ≤ 100 000, *n*1 + *n*2 ≤ *n*) — the number of candidates who want to move to the cities, the planned number of residents of the first city and the planned number of residents of the second city.

The second line contains *n* integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 100 000), the *i*-th of them is equal to the wealth of the *i*-th candidate.

**Output**

Print one real value — the maximum possible sum of arithmetic means of wealth of cities' residents. You answer will be considered correct if its absolute or relative error does not exceed 10- 6.

Namely: let's assume that your answer is *a*, and the answer of the jury is *b*. The checker program will consider your answer correct, if ![http://codeforces.com/predownloaded/c6/2e/c62ea64d4651240724c5ac4779b671c741edec24.png](data:image/png;base64,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).

**Examples**

**input**

2 1 1  
1 5

**output**

6.00000000

**input**

4 2 1  
1 4 2 3

**output**

6.50000000

**Note**

In the first sample, one of the optimal solutions is to move candidate 1 to the first city and candidate 2 to the second.

In the second sample, the optimal solution is to pick candidates 3 and 4 for the first city, and candidate 2 for the second one. Thus we obtain (*a*3 + *a*4) / 2 + *a*2 = (3 + 2) / 2 + 4 = 6.5

#include<iostream>

#include<cstdio>

#include<algorithm>

using namespace std;

int main()

{

double a[100010],s=0,t=0;int i,b,j,k,l,d,c;

scanf("%d %d %d",&b,&c,&d);

for(i=0;i<b;i++)

{

scanf("%lf",&a[i]);

}

sort(a,a+b);if(c<d){k=c;l=d;}else{k=d;l=c;}

for(i=b-1;i>=b-k;i--)s=s+a[i];

for(i=b-k-1;i>=b-k-l;i--)t=t+a[i];printf("%.8lf\n",(s/(double)k)+(t/(double)l));

}

<http://codeforces.com/contest/660/problem/C>

C. Hard Process

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given an array *a* with *n* elements. Each element of *a* is either 0 or 1.

Let's denote the length of the longest subsegment of consecutive elements in *a*, consisting of only numbers one, as *f*(*a*). You can change no more than *k* zeroes to ones to maximize *f*(*a*).

**Input**

The first line contains two integers *n* and *k* (1 ≤ *n* ≤ 3·105, 0 ≤ *k* ≤ *n*) — the number of elements in *a* and the parameter *k*.

The second line contains *n* integers *ai* (0 ≤ *ai* ≤ 1) — the elements of *a*.

**Output**

On the first line print a non-negative integer *z* — the maximal value of *f*(*a*) after no more than *k* changes of zeroes to ones.

On the second line print *n* integers *aj* — the elements of the array *a* after the changes.

If there are multiple answers, you can print any one of them.

**Examples**

**input**

7 1  
1 0 0 1 1 0 1

**output**

4  
1 0 0 1 1 1 1

**input**

10 2  
1 0 0 1 0 1 0 1 0 1

**output**

5  
1 0 0 1 1 1 1 1 0 1

#include <bits/stdc++.h>

#define L(i, m, n) for(int i(m);i < n;i++)

#define pb push\_back

#define D(X) cout<<" "<<#X": "<<X<<endl;

#define in(x) cin >> x

#define clr(A, V) L(i, 0, sizeof(A)) A[i]=V

#define ff first

#define ss second

#define RF(X) freopen(X, "r", stdin)

#define WF(X) freopen(X, "w", stdout)

using namespace std;

typedef long long ll;

typedef pair<ll,ll> pll;

typedef vector<int> vi;

typedef pair<int,int> pii;

typedef vector<pii> vpii;

typedef pair<int, string> pis;

typedef vector<string> vs;

typedef pair<pair<int, int>, pair<int, int > > piiii;

const int mx = 300009;

int a[mx];

int n, k, p1, p2, c, ans, l, r,K;

int main(){

in(n), in(k);L(i, 0, n) in(a[i]);

K=k;

while(p1<n&&p2<n){

if(a[p2]||(!a[p2]&&k)){

c++, k-=(a[p2]?0:1),p2++;

if(c>ans)ans=c,l=p1,r=p2-1;

}

else{

if(c>ans)ans=c,l=p1,r=p2-1;

while(a[p1])c-=(c>0),p1++;

c--, p1++,k++;

}

}

cout<<ans<<endl;

L(i,0,n)

if(i>=l&&i<=r&&K)cout<<1<<" ";

else cout<<a[i]<<" ";

return 0;

}

<http://codeforces.com/contest/678/problem/C>

C. Joty and Chocolate

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Little Joty has got a task to do. She has a line of *n* tiles indexed from 1 to *n*. She has to paint them in a strange pattern.

An unpainted tile should be painted Red if it's index is divisible by *a* and an unpainted tile should be painted Blue if it's index is divisible by *b*. So the tile with the number divisible by *a* and *b* can be either painted Red or Blue.

After her painting is done, she will get *p* chocolates for each tile that is painted Red and *q* chocolates for each tile that is painted Blue.

Note that she can paint tiles in any order she wants.

Given the required information, find the maximum number of chocolates Joty can get.

**Input**

The only line contains five integers *n*, *a*, *b*, *p* and *q* (1 ≤ *n*, *a*, *b*, *p*, *q* ≤ 109).

**Output**

Print the only integer *s* — the maximum number of chocolates Joty can get.

Note that the answer can be too large, so you should use 64-bit integer type to store it. In C++ you can use the long long integer type and in Java you can use long integer type.

**Examples**

**input**

5 2 3 12 15

**output**

39

**input**

20 2 3 3 5

**output**

51

#include <stdio.h>

#include <algorithm>

#define lli long long int

using namespace std;

int gcd(int a, int b) {

if (!b) {

return a;

}

return gcd(b, a % b);

}

lli lcm(int a, int b) {

return (1LL \* a / gcd(a, b)) \* b;

}

int main(void) {

int n, a, b, p, q;

scanf(" %d %d %d %d %d", &n, &a, &b, &p, &q);

lli mini = lcm(a, b);

lli x = (1LL \* n / a) \* p;

lli y = (1LL \* n / b) \* q;

lli z = (1LL \* n / mini) \* (min(p, q));

lli res = x + y - z;

printf("%I64d\n", res);

return 0;

}

<http://codeforces.com/contest/451/problem/D>

D. Count Good Substrings

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

We call a string *good*, if after merging all the consecutive equal characters, the resulting string is palindrome. For example, "aabba" is good, because after the merging step it will become "aba".

Given a string, you have to find two values:

1. the number of good substrings of even length;
2. the number of good substrings of odd length.

**Input**

The first line of the input contains a single string of length *n* (1 ≤ *n* ≤ 105). Each character of the string will be either 'a' or 'b'.

**Output**

Print two space-separated integers: the number of good substrings of even length and the number of good substrings of odd length.

**Examples**

**input**

bb

**output**

1 2

**input**

baab

**output**

2 4

**input**

babb

**output**

2 5

**input**

babaa

**output**

2 7

**Note**

In example 1, there are three good substrings ("b", "b", and "bb"). One of them has even length and two of them have odd length.

In example 2, there are six good substrings (i.e. "b", "a", "a", "b", "aa", "baab"). Two of them have even length and four of them have odd length.

In example 3, there are seven good substrings (i.e. "b", "a", "b", "b", "bb", "bab", "babb"). Two of them have even length and five of them have odd length.

*Definitions*

A substring *s*[*l*, *r*] (1 ≤ *l* ≤ *r* ≤ *n*) of string *s* = *s*1*s*2... *sn* is string *slsl*+ 1... *sr*.

A string *s* = *s*1*s*2... *sn* is a palindrome if it is equal to string *snsn*- 1... *s*1.

#include<bits/stdc++.h>

using namespace std;

long long int za,zb,oa,ob,ok,zk;

int main()

{

string s;

cin>>s;

for(int i=0 ; i<s.size() ; i++)

{

ok++;

if(s[i]=='a')

{

if(i%2==0)

{

ok+=za;

zk+=oa;

}

else

{

zk+=za;

ok+=oa;

}

}

if(s[i]=='b')

{

if(i%2==0)

{

ok+=zb;

zk+=ob;

}

else

{

zk+=zb;

ok+=ob;

}

}

if(i%2==1)

{

if(s[i]=='a')

{

oa++;

}

else

ob++;

}

if(i%2==0)

{

if(s[i]=='a')

{

za++;

}

else

{

zb++;

}

}

}

cout<<zk<<" "<<ok<<endl ;

}

<http://codeforces.com/contest/573/problem/A>

A. Bear and Poker

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Limak is an old brown bear. He often plays poker with his friends. Today they went to a casino. There are *n* players (including Limak himself) and right now all of them have bids on the table. *i*-th of them has bid with size *ai* dollars.

Each player can double his bid any number of times and triple his bid any number of times. The casino has a great jackpot for making all bids equal. Is it possible that Limak and his friends will win a jackpot?

**Input**

First line of input contains an integer *n* (2 ≤ *n* ≤ 105), the number of players.

The second line contains *n* integer numbers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 109) — the bids of players.

**Output**

Print "Yes" (without the quotes) if players can make their bids become equal, or "No" otherwise.

**Examples**

**input**

4  
75 150 75 50

**output**

Yes

**input**

3  
100 150 250

**output**

No

**Note**

In the first sample test first and third players should double their bids twice, second player should double his bid once and fourth player should both double and triple his bid.

It can be shown that in the second sample test there is no way to make all bids equal.

#include<bits/stdc++.h>

using namespace std;

int main(){

int n;

long long int a[100000];

cin>>n;

for(int i=0;i<n;i++){

cin>>a[i];

while(a[i]%2==0){

a[i]/=2;

}

while(a[i]%3==0){

a[i]/=3;

}

}

long long int x=a[0];

for(int i=1;i<n;i++){

if(x==a[i]) continue;

else {cout<<"No"<<endl; return 0;}

}

cout<<"Yes"<<endl;

}

<http://codeforces.com/contest/25/problem/A>

A. IQ test

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Bob is preparing to pass IQ test. The most frequent task in this test is to find out which one of the given *n* numbers differs from the others. Bob observed that one number usually differs from the others in evenness. Help Bob — to check his answers, he needs a program that among the given *n* numbers finds one that is different in evenness.

**Input**

The first line contains integer *n* (3 ≤ *n* ≤ 100) — amount of numbers in the task. The second line contains *n* space-separated natural numbers, not exceeding 100. It is guaranteed, that exactly one of these numbers differs from the others in evenness.

**Output**

Output index of number that differs from the others in evenness. Numbers are numbered from 1 in the input order.

**Examples**

**input**

5  
2 4 7 8 10

**output**

3

**input**

4  
1 2 1 1

**output**

2

#include <iostream>

using namespace std;

int main()

{int n, s,k=0,b=0,h,z;

cin>>n;

for (int i=1; i<=n;i++)

//for (int j=0; j<=n;j++)

{cin>>s;

if(s%2==0){k++;h=i;}

else {b++;z=i;}

}

if (k==1 ){cout <<h<<" "<<endl;

return 0;

}

else cout <<z;

return 0;

}

<http://codeforces.com/contest/710/problem/A>

A. King Moves

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

The only king stands on the standard chess board. You are given his position in format "cd", where *c* is the column from 'a' to 'h' and *d*is the row from '1' to '8'. Find the number of moves permitted for the king.

Check the king's moves here https://en.wikipedia.org/wiki/King\_(chess).

![http://codeforces.com/predownloaded/f6/4a/f64a2413349b842dc9b81c2a996d184014547882.png](data:image/png;base64,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)King moves from the position e4

**Input**

The only line contains the king's position in the format "cd", where 'c' is the column from 'a' to 'h' and 'd' is the row from '1' to '8'.

**Output**

Print the only integer *x* — the number of moves permitted for the king.

**Example**

**input**

e4

**output**

8

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

#include<math.h>

int main()

{

int c=8;

char s[5];

scanf("%s",s);

if((s[0]=='a')||(s[0]=='h')||(s[1]=='1')||(s[1]=='8'))

c=5;

if((strcmp(s,"a1")==0)||(strcmp(s,"a8")==0)||(strcmp(s,"h1")==0)||(strcmp(s,"h8")==0))

c=3;

printf("%d",c);

return 0;

}

<http://codeforces.com/contest/2/problem/B>

B. The least round way

time limit per test

2 seconds

memory limit per test

64 megabytes

input

standard input

output

standard output

There is a square matrix *n* × *n*, consisting of non-negative integer numbers. You should find such a way on it that

* starts in the upper left cell of the matrix;
* each following cell is to the right or down from the current cell;
* the way ends in the bottom right cell.

Moreover, if we multiply together all the numbers along the way, the result should be the least "round". In other words, it should end in the least possible number of zeros.

**Input**

The first line contains an integer number *n* (2 ≤ *n* ≤ 1000), *n* is the size of the matrix. Then follow *n* lines containing the matrix elements (non-negative integer numbers not exceeding 109).

**Output**

In the first line print the least number of trailing zeros. In the second line print the correspondent way itself.

**Examples**

**input**

3  
1 2 3  
4 5 6  
7 8 9

**output**

0  
DDRR

#include<cstdio>

#include<cstring>

#include<algorithm>

#include<cctype>

#include<ctime>

#include<cstdlib>

#include<string>

#include<queue>

#define Rep(x,a,b) for (int x=a;x<=b;x++)

#define Per(x,a,b) for (int x=a;x>=b;x--)

#define ll long long

using namespace std;

inline int IN(){

int x=0,ch=getchar(),f=1;

while (!isdigit(ch)&&(ch!='-')&&(ch!=EOF)) ch=getchar();

if (ch=='-'){f=-1;ch=getchar();}

while (isdigit(ch)){x=(x<<1)+(x<<3)+ch-'0';ch=getchar();}

return x\*f;

}

bool hvz=0;

int poxz,n;

int a[1005][1005][2];

int dp[1005][1005][2];

void DP(int ct){

dp[1][1][ct]=a[1][1][ct];

Rep(i,2,n){

dp[1][i][ct]=dp[1][i-1][ct]+a[1][i][ct];

dp[i][1][ct]=dp[i-1][1][ct]+a[i][1][ct];

}

Rep(i,2,n) Rep(j,2,n)

dp[i][j][ct]=min(dp[i-1][j][ct],dp[i][j-1][ct])+a[i][j][ct];

}

void Print(int x,int y,int ct){

if (x==n&&y==n) printf("%d\n",dp[x][y][ct]);

if (x==1&&y==1) return;

if (x==1){

Print(x,y-1,ct);

putchar('R');

}

else if (y==1){

Print(x-1,y,ct);

putchar('D');

}

else{

if (dp[x][y-1][ct]+a[x][y][ct]==dp[x][y][ct]){

Print(x,y-1,ct);

putchar('R');

}

else{

Print(x-1,y,ct);

putchar('D');

}

}

}

int main(){

n=IN();

Rep(i,1,n) Rep(j,1,n){

int x=IN();

if (x==0){hvz=1;x=10;poxz=i;}

while (x%2==0) a[i][j][0]++,x/=2;

while (x%5==0) a[i][j][1]++,x/=5;

}

DP(0);DP(1);

if (hvz){

if (dp[n][n][0]==0) Print(n,n,0);

else if (dp[n][n][1]==0) Print(n,n,1);

else{

puts("1");

Rep(i,2,poxz) putchar('D');

Rep(i,2,n) putchar('R');

Rep(i,poxz+1,n) putchar('D');

}

}

else if (dp[n][n][0]<dp[n][n][1]) Print(n,n,0);

else Print(n,n,1);

}

<http://codeforces.com/contest/735/problem/A>

A. Ostap and Grasshopper

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

On the way to Rio de Janeiro Ostap kills time playing with a grasshopper he took with him in a special box. Ostap builds a line of length *n*such that some cells of this line are empty and some contain obstacles. Then, he places his grasshopper to one of the empty cells and a small insect in another empty cell. The grasshopper wants to eat the insect.

Ostap knows that grasshopper is able to jump to any empty cell that is **exactly** *k* cells away from the current (to the left or to the right). Note that it doesn't matter whether intermediate cells are empty or not as the grasshopper makes a jump over them. For example, if *k* = 1 the grasshopper can jump to a neighboring cell only, and if *k* = 2 the grasshopper can jump over a single cell.

Your goal is to determine whether there is a sequence of jumps such that grasshopper will get from his initial position to the cell with an insect.

**Input**

The first line of the input contains two integers *n* and *k* (2 ≤ *n* ≤ 100, 1 ≤ *k* ≤ *n* - 1) — the number of cells in the line and the length of one grasshopper's jump.

The second line contains a string of length *n* consisting of characters '.', '#', 'G' and 'T'. Character '.' means that the corresponding cell is empty, character '#' means that the corresponding cell contains an obstacle and grasshopper can't jump there. Character 'G' means that the grasshopper starts at this position and, finally, 'T' means that the target insect is located at this cell. It's guaranteed that characters 'G' and 'T' appear in this line **exactly once**.

**Output**

If there exists a sequence of jumps (each jump of length *k*), such that the grasshopper can get from his initial position to the cell with the insect, print "YES" (without quotes) in the only line of the input. Otherwise, print "NO" (without quotes).

**Examples**

**input**

5 2  
#G#T#

**output**

YES

**input**

6 1  
T....G

**output**

YES

**input**

7 3  
T..#..G

**output**

NO

**input**

6 2  
..GT..

**output**

NO

**Note**

In the first sample, the grasshopper can make one jump to the right in order to get from cell 2 to cell 4.

In the second sample, the grasshopper is only able to jump to neighboring cells but the way to the insect is free — he can get there by jumping left 5 times.

In the third sample, the grasshopper can't make a single jump.

In the fourth sample, the grasshopper can only jump to the cells with odd indices, thus he won't be able to reach the insect.

#include <bits/stdc++.h>

using namespace std;

#define REP(i,a,b) for(int i=(a); i<=(b); ++i)

#define FOR(i,a,b) for(int i=(a); i>=(b); --i)

#define mp make\_pair

#define pb push\_back

#define ll long long

#define str string

const int N=1e3+100;

int n, s, t, k;

bool ok, fre[N];

char ch;

void home() {

#ifndef ONLINE\_JUDGE

freopen("382A.inp","r",stdin);

freopen("382A.out","w",stdout);

#endif

ios\_base::sync\_with\_stdio(false);

cin.tie(0);

cout.tie(0);

}

void Docdl() {

cin>>n>>k;

REP(i,1,n) {

cin>>ch;

if (ch=='G') s=i;

else

if (ch=='T') t=i;

if (ch=='#') fre[i]=false;

else fre[i]=true;

}

}

void Solve() {

if (abs(s-t)%k!=0) cout<<"NO";

else {

if (s>t) {

ok=true;

while (s!=t) {

s-=k;

if (!fre[s]) {

ok=false;

break;

}

}

if (ok) cout<<"YES";

else cout<<"NO";

}

else {

ok=true;

while (s!=t) {

s+=k;

if (!fre[s]) {

ok=false;

break;

}

}

if (ok) cout<<"YES";

else cout<<"NO";

}

}

}

int main() {

home();

Docdl();

Solve();

return 0;

}

<http://codeforces.com/contest/690/problem/D1>

D1. The Wall (easy)

time limit per test

0.5 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

*"The zombies are lurking outside. Waiting. Moaning. And when they come..."*

*"When they come?"*

*"I hope the Wall is high enough."*

Zombie attacks have hit the Wall, our line of defense in the North. Its protection is failing, and cracks are showing. In places, gaps have appeared, splitting the wall into multiple segments. We call on *you* for help. Go forth and explore the wall! Report how many disconnected segments there are.

The wall is a two-dimensional structure made of bricks. Each brick is one unit wide and one unit high. Bricks are stacked on top of each other to form columns that are up to *R* bricks high. Each brick is placed either on the ground or directly on top of another brick. Consecutive non-empty columns form a *wall segment*. The entire wall, all the segments and empty columns in-between, is *C* columns wide.

**Input**

The first line of the input consists of two space-separated integers *R* and *C*, 1 ≤ *R*, *C* ≤ 100. The next *R* lines provide a description of the columns as follows:

* each of the *R* lines contains a string of length *C*,
* the *c*-th character of line *r* is B if there is a brick in column *c* and row *R* - *r* + 1, and . otherwise.

The input will contain at least one character B and it will be valid.

**Output**

The number of wall segments in the input configuration.

**Examples**

**input**

3 7  
.......  
.......  
.BB.B..

**output**

2

**input**

4 5  
..B..  
..B..  
B.B.B  
BBB.B

**output**

2

**input**

4 6  
..B...  
B.B.BB  
BBB.BB  
BBBBBB

**output**

1

**input**

1 1  
B

**output**

1

**input**

10 7  
.......  
.......  
.......  
.......  
.......  
.......  
.......  
.......  
...B...  
B.BB.B.

**output**

3

**input**

8 8  
........  
........  
........  
........  
.B......  
.B.....B  
.B.....B  
.BB...BB

**output**

2

**Note**

In the first sample case, the 2nd and 3rd columns define the first wall segment, and the 5th column defines the second.

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

typedef pair<int,int> ii;

int main(int argc, char const \*argv[]) {

#ifndef ONLINE\_JUDGE

freopen("in", "r", stdin);

#endif

int n,m; cin>>n>>m; string str;

while(n--) cin>>str;

int i=0,cnt= str[0] == 'B';

for(int i=1; i<m; i++) {

if(str[i] == 'B' && str[i-1] == '.') cnt++;

} cout<<cnt<<endl;

}

<http://codeforces.com/contest/721/problem/A>

A. One-dimensional Japanese Crossword

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Recently Adaltik discovered japanese crosswords. Japanese crossword is a picture, represented as a table sized *a* × *b* squares, and each square is colored white or black. There are integers to the left of the rows and to the top of the columns, encrypting the corresponding row or column. The number of integers represents how many groups of black squares there are in corresponding row or column, and the integers themselves represents the number of consecutive black squares in corresponding group (you can find more detailed explanation in Wikipedia <https://en.wikipedia.org/wiki/Japanese_crossword>).

Adaltik decided that the general case of japanese crossword is too complicated and drew a row consisting of *n* squares (e.g. japanese crossword sized 1 × *n*), which he wants to encrypt in the same way as in japanese crossword.

![http://codeforces.com/predownloaded/23/5e/235efd2941598fa2c5d57c67f3506c0f94bf156e.png](data:image/png;base64,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)The example of encrypting of a single row of japanese crossword.

Help Adaltik find the numbers encrypting the row he drew.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 100) — the length of the row. The second line of the input contains a single string consisting of *n* characters 'B' or 'W', ('B' corresponds to black square, 'W' — to white square in the row that Adaltik drew).

**Output**

The first line should contain a single integer *k* — the number of integers encrypting the row, e.g. the number of groups of black squares in the row.

The second line should contain *k* integers, encrypting the row, e.g. corresponding to sizes of groups of consecutive black squares in the order from left to right.

**Examples**

**input**

3  
BBW

**output**

1  
2

**input**

5  
BWBWB

**output**

3  
1 1 1

**input**

4  
WWWW

**output**

0

**input**

4  
BBBB

**output**

1  
4

**input**

13  
WBBBBWWBWBBBW

**output**

3  
4 1 3

**Note**

The last sample case correspond to the picture in the statement.

#include <bits/stdc++.h>

using namespace std;

#define IOS ios::sync\_with\_stdio(0); cin.tie(0); cout.tie(0);

#define endl "\n"

#define Max(x,y,z) max(x,max(y,z))

#define Min(x,y,z) min(x,min(y,z))

#define fr(i,s,e) for(i=s;i<e;i++)

#define rf(i,s,e) for(i=s-1;i>=e;i--)

#define pb push\_back

#define mp make\_pair

typedef long long ll;

typedef unsigned int uint;

typedef unsigned long long ull;

typedef pair<int, int> pii;

typedef pair<long long, long long> pll;

typedef vector<int> vi;

typedef vector<long long> vll;

typedef vector<pair<long long,long long> > vpll;

typedef vector<vector<ll> > vvll;

#define PI 3.141592653589793

#define MOD 1000000007

int main()

{

ll n;

cin>>n;

string s;

cin>>s;

ll count=0;

vector<ll> v;

ll len=0;

if(s[0]=='B')

{

count++;

len++;

}

for(ll i=1;i<n;i++)

{

if(s[i]=='B')

{

if(s[i-1]=='B')

{

len++;

}

else

{

len=1;

count++;

}

}

else

{

if(len>=1)

{

v.push\_back(len);

}

len=0;

}

}

if(len>=1)

{

v.push\_back(len);

}

cout<<count<<endl;

for(ll i=0;i<count;i++)

{

cout<<v[i]<<" ";

}

return 0;

}

<http://codeforces.com/contest/486/problem/A>

A. Calculating Function

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

For a positive integer *n* let's define a function *f*:

*f*(*n*) =  - 1 + 2 - 3 + .. + ( - 1)*nn*

Your task is to calculate *f*(*n*) for a given integer *n*.

**Input**

The single line contains the positive integer *n* (1 ≤ *n* ≤ 1015).

**Output**

Print *f*(*n*) in a single line.

**Examples**

**input**

4

**output**

2

**input**

5

**output**

-3

**Note**

*f*(4) =  - 1 + 2 - 3 + 4 = 2

*f*(5) =  - 1 + 2 - 3 + 4 - 5 =  - 3

#include<iostream>

#include<vector>

#include<algorithm>

using namespace std;

int main(){

long long n; cin >> n;

long long sum = 0;

long long num\_odd;

long long num\_even;

if(n % 2 == 0){

num\_even = n / 2;

num\_odd = num\_even;

}else{

num\_even = (n - 1)/2;

num\_odd = num\_even + 1;

}

cout << num\_even \* (num\_even + 1) - (num\_odd \* num\_odd);

}

<http://codeforces.com/contest/20/problem/C>

C. Dijkstra?

time limit per test

1 second

memory limit per test

64 megabytes

input

standard input

output

standard output

You are given a weighted undirected graph. The vertices are enumerated from 1 to *n*. Your task is to find the shortest path between the vertex 1 and the vertex *n*.

**Input**

The first line contains two integers *n* and *m* (2 ≤ *n* ≤ 105, 0 ≤ *m* ≤ 105), where *n* is the number of vertices and *m* is the number of edges. Following *m* lines contain one edge each in form *ai*, *bi* and *wi* (1 ≤ *ai*, *bi* ≤ *n*, 1 ≤ *wi* ≤ 106), where *ai*, *bi* are edge endpoints and *wi* is the length of the edge.

It is possible that the graph has loops and multiple edges between pair of vertices.

**Output**

Write the only integer -1 in case of no path. Write the shortest path in opposite case. If there are many solutions, print any of them.

**Examples**

**input**

5 6  
1 2 2  
2 5 5  
2 3 4  
1 4 1  
4 3 3  
3 5 1

**output**

1 4 3 5

**input**

5 6  
1 2 2  
2 5 5  
2 3 4  
1 4 1  
4 3 3  
3 5 1

**output**

1 4 3 5

#include <iostream>

#include <cstdio>

#include <set>

#include <vector>

#include <queue>

#include <climits>

#define MAX LONG\_LONG\_MAX

#define N 1000004

#define ll long long

using namespace std;

ll dist[N];

vector<pair<ll, int> > v[N];

priority\_queue<pair<ll, int> >adj;

int connected[N] = {};

//vector<int> x;

int prev[N] = {};

int ans[N] = {};

void find(int n){

while(connected[n] == 0){

int ind = adj.top().second;

int size = v[ind].size();

for(int i=0;i<size;i++){

if(connected[v[ind][i].second] == 0){

if(dist[v[ind][i].second] == MAX){

dist[v[ind][i].second] = dist[ind] + v[ind][i].first;

adj.push(make\_pair(-1 \* dist[v[ind][i].second], v[ind][i].second));

prev[v[ind][i].second] = ind;

}

else if(dist[v[ind][i].second] > dist[ind] + v[ind][i].first){

dist[v[ind][i].second] = dist[ind] + v[ind][i].first;

adj.push(make\_pair(-1 \* dist[v[ind][i].second], v[ind][i].second));

prev[v[ind][i].second] = ind;

}

}

}

connected[ind] = 1;

adj.pop();

//x.push\_back(ind);

}

}

bool dfs(int a, int n){

int s = v[a].size();

ans[a] = 1;

for(int i=0;i<s;i++){

if(ans[v[a][i].second] == 0){

dfs(v[a][i].second,n);

}

}

if(ans[n] == 1){

return true;

}

return false;

}

int main(){

int n, m, a, b;

ll w;

cin>>n>>m;

while(m--){

cin>>a>>b>>w;

v[a].push\_back(make\_pair(w,b));

v[b].push\_back(make\_pair(w,a));

}

//cout << dfs(1,n)<<"\n";

if(dfs(1,n) == true){

//cout << false << "\n";

v[0].push\_back(make\_pair(MAX, 1));

for(int i=2;i<=n;i++){

dist[i] = MAX;

adj.push(make\_pair(-1 \* dist[i], i));

}

dist[1] = 0;

adj.push(make\_pair(0, 1));

find(n);

int size;

int i = n;

vector<int> arr;

while(i != 0){

arr.push\_back(i);

i =prev[i];

}

size = arr.size();

for(int i=size-1;i>=0;i--){

cout << arr[i]<< " " ;

}

cout << "\n";

}

else cout << -1 << "\n";

return 0;

}

<http://codeforces.com/contest/712/problem/B>

B. Memory and Trident

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Memory is performing a walk on the two-dimensional plane, starting at the origin. He is given a string *s* with his directions for motion:

* An 'L' indicates he should move one unit left.
* An 'R' indicates he should move one unit right.
* A 'U' indicates he should move one unit up.
* A 'D' indicates he should move one unit down.

But now Memory wants to end at the origin. To do this, he has a special trident. This trident can replace any character in *s* with any of 'L', 'R', 'U', or 'D'. However, because he doesn't want to wear out the trident, he wants to make the minimum number of edits possible. Please tell Memory what is the minimum number of changes he needs to make to produce a string that, when walked, will end at the origin, or if there is no such string.

**Input**

The first and only line contains the string *s* (1 ≤ |*s*| ≤ 100 000) — the instructions Memory is given.

**Output**

If there is a string satisfying the conditions, output a single integer — the minimum number of edits required. In case it's not possible to change the sequence in such a way that it will bring Memory to to the origin, output -1.

**Examples**

**input**

RRU

**output**

-1

**input**

UDUR

**output**

1

**input**

RUUR

**output**

2

**Note**

In the first sample test, Memory is told to walk right, then right, then up. It is easy to see that it is impossible to edit these instructions to form a valid walk.

In the second sample test, Memory is told to walk up, then down, then up, then right. One possible solution is to change *s* to "LDUR". This string uses 1 edit, which is the minimum possible. It also ends at the origin.

#include <bits/stdc++.h>

#define sqr(x) (x \* x)

#define cub(x) sqr(x) \* (x)

#define endl "\n"

#define all(x) x.begin() , x.end()

#define fp pop\_front

#define bp pop\_back

#define pf push\_front

#define pb push\_back

#define mp make\_pair

#define sz size()

#define se second

#define fi first

#define \_ std::ios\_base::sync\_with\_stdio(false); std::cin.tie(0); std::cout.tie(0);

#define rep(i, x, y) for (long long i = x; i <= y; ++i)

#define per(i, y, x) for (long long i = y; i >= x; --i)

using namespace std;

typedef long long ll;

typedef double dd;

typedef string st;

typedef char ch;

typedef unsigned long long ull;

typedef bool bl;

typedef long double ld;

typedef int I;

const ld pi = 3.14159265358979323846;

const ll mod = 1e9 + 7;

const ll N = 1e4;

const ll INF = 1e9 + 1;

ll ans, res;

st s;

int main () { \_

cin >> s;

if (s.sz % 2 != 0) {

cout << -1;

return 0;

}

rep (i, 0, s.sz - 1) {

if (s[i] == 'D') {

ans++;

}

if (s[i] == 'U') {

ans--;

}

if (s[i] == 'R') {

res++;

}

if (s[i] == 'L') {

res--;

}

}

cout << (abs(ans) + abs(res)) / 2;

return 0;

}